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# 第三版前言

我跟 Arnold Robbins 是好朋友。我们由于 AWK 因缘际会而结识。这是好几年前的事了。当时我正开始一份新工作，并注意到在公司角落里放着一台没用的 Unix 计算机。没有人知道怎么使用它，我也不会。但是，几天后，它跑起来了，并且我就是 root，也是唯一的用户。从那天起，我就开始从一个统计分析师向一个 Unix 程序员转变了。

我经常往返于图书馆与书店，搜索跟 Unix 相关的图书。有一次找到一本灰色的 AWK 相关的书，即 a.k.a. Alfred V. Aho， Brian W. Kernighan， 与 Peter J. Weinberger 写的 *The AWK Programming Language (Addison-Wesley， 1988)*。***awk*** 简洁的编程规范——就是在输入中查找某种模式的字串并执行相应动作——经常能够将复杂的或者冗长的操作化为几行代码。我非常兴奋，并着手开始利用 AWK 进行编程。

可是，我计算机上的 ***awk*** 是在灰色书里所描述的一个受限的语言版本。而我发现我的计算机中的就是“旧 ***awk***”，而书中讲述的是“新 ***awk***”。我知道这是典型情况；旧版本不肯让位，也不愿意放弃自己的名字。如果一个系统有一个“新 ***awk***”，就会毫无例外地叫做 nawk，并且有几个系统有这样的软件。取得 nawk 的方式是通过 ***prep.ai.mit.edu*** 的 ftp 下载源代码。gawk 是一个由 David Trueman and Arnold 所写的新版本的 ***awk***，并可以在 GNUL General Public License 的许可下取得。

（顺便说一句，现在找“新 ***awk***”很容易了，GNU/Linux 就带有，你也可以在大多数系统中下载二进制版本或者源代码；我老婆就在他的 VMS BOX 中使用 gawk。）

我的 Unix 系统因闲置而被使用起来，当然也还不会连接到网络中。因此，很明显由于gawk 的存在，以及 Unix 社会社区的一般特点，我需要一个“新 ***awk***”，因此，我就写了一个，我把它叫做 ***mawk***。在我完成前，我已经知道了 gawk，但是已经太迟了。因此，我还是把 ***mawk*** 发送到了 comp.source 的新闻组里。

几天后，我收到了来自 Arnold 的邮件，里面他介绍了一下他自己。他建议我分享 ***mawk*** 的设计与算法，并且提交一个 POSIX 标准草案，这样我就能够更新 ***mawk*** 来支持 *AWK Programming Language* 发布后的语言扩展。

袒白讲，如果我们的角色互换，我可能就不会如此开放，我们也就可能从不会见面。我很高兴我们见了一面。他是一个 AWK 专家中的专家，也是确实是个好人。Arnold 为 Free Software Foundation 贡献了很多的才能与时间。

这本书是 gawk 的参考书，但是核心是一个关于 AWK 编程的书，适用于非常广的读者。编程规范参考的是 1987 年贝尔实验室的定义，并于1992年成为 POSIX 工具标准的语言规范。

另一方面，对于 AWK 程序新手，能够学到实用的编程方法，而这也正是 AWK 的基本方法：数据驱动控制流，利用正则表达式进行匹配，以及关联数组。那些正在尝鲜的人可以通过特殊的 /inet 文件来使用 gawk 的网络协议接口。

这本书中的例子会清楚地表明，使用 AWK 编写的程序要比C写成的程序更小更快。结果，可能利用 AWK 来编写算法并快速运行，以此来及时发现问题。经常的情况下，解释型的性能就足够了，因此 AWK 的原型就直接转换成了产品。

新的 pgawk（profiling gawk）会产生代码执行的采样数据。我最近实验了一个算法，即对 n 行输入，显示出约Cn2这样的性能，而理论预测下为约 Cnlogn。查看了 awkprof.out 程序几分钟后，就在程序的一行代码中发现了问题所在。这样，pgawk 又成为我程序员工具箱中的一个好工具。

Arnold 淫浸在 AWK 中有十几年，并且开发了 gawk，也即本书的主题。如果你使用 AWK，并且想知道 how，那么就读这本书吧。

Michael Brennan

Author of mawk

March 2001

# 第四版前言

有些东西一直没有变化。13年前，我写下“如果你使用 AWK 或者想学习它如何工作，那么就读这本书。”这句话当时是真理，而现在依然是真理。

学习如何使用编程语言并仅仅是掌握语法这么简单。需要在理解的基础上利用语言提供的特性来解决现实中的编程问题。这本书的焦点就是用许多的例子来展示如何使用 AWK。

而有些东西是有变化的。我们的计算机要比之前快得多，并且有更多的内存。结果是高级的语言导致了速度与存储的低效使用。因为性能而先在 AWK 中写原型然后用 C 重写，这种情况很少发生，因为更多的情况下，原型已经足够快了。

当然，有些操作更适合于用 C 或者 C++ 来实现，对于 gawk 4.1 以及后面的版本，你不需要选择到底是用 AWK 还是用 C/C++ 来实现。你可以用 AWK 来实现大部分的程序。而用 C/C++ 来写的程序，你完全可以用 C 或者 C++ 来写成动态插件，然后使用 gawk 进行装载合并。第十六章描述了所有的技术细节，其中有许多的例子，希望让你学习到里里外外的一切。

我很享受用 AWK 来进行编程，并且在用心（重）读这本书。我想你也会这样。

Michael Brennan

Author of mawk

October 2014

# 序言

当工作于文本文件的时候，有几类工作不断重复出现。你可能想抽取指定的行并丢弃其他部分。或者你想更改特定模式的文本，而其他部分的不变。这样的工作使用awk来完成通常很简单。awk工具解释特定的编程语言，使得它处理数据重组的工作非常在行。

GNU 版本的 awk 称为 gawk，使用恰当的参数或者环境变量，它完全与 POSIX 标准的，由 Brian Kemighan 维护的 Unix 版本的 awk 语言兼容。这就是说，正确编写的 awk 程序，也可以在 gawk 下运行。因此，在大多情况下，我们不区别两者的实现。

通过 awk 我们可以达到如下目的：

* 管理小的个人数据库
* 产生报表
* 完善数据
* 产生索引并执行其他文件准备工作
* 实验算法，这样可以回头用其他的语言实现。

除此之外，gawk 还提供如下设施，使我们能够：

* 抽取数据的位或者块用于处理
* 排序数据
* 测评并调试 awk 程序
* 用 C/C++ 编写函数以扩展语言功能

本书会向你们传授awk语言，并告诉你们如何来有效地使用它。你有可能已经熟悉基本的系统命令，如 cat、ls[[1]](#footnote-2)等，也熟悉一些基本的 shell 工具，如输入输出重定向以及管道。

awk 语言的实现可以在许多不同的计算机环境中获取。本书除了描述 awk 语言的总体，也会描述awk 的特殊实现，即 gawk（表示 GNU awk）。gawk 在很多 Unix 系统下运行，包括从 Intel 架构的 PC 机，到大型机系统。gawk 也被移植到了 Mac OS 平台，Windows 平台（所有版本）以及 OS/2 的 PC 机，还有 OpenVMS [[2]](#footnote-3)系统上。

# 译序

这是我第一次翻译这么长的书。

当我看到 GAWK 简单的语言与强大的功能时，我于是想到网上查找一些中文的资料，以快速学习一下这个工具，这样可以方便我在处理 Linux 字串时能够使用到它。

但是我很失望，找了很久，能够找到的资料基本上是支离破碎的，并没有完整全面的中文手册。我于是求其次地找了一个英文文档，其原名为《GAWK: Effective AWK Programming》，由 Arnold D. Robbins，即 gawk 当前的主要维护者之一编写。初看之下，里面的内容浅显易懂，正好符合我自己的需求。因为这个原因，我萌发了将这个手册翻译为中文的想法。但是我拿不准我是否有这样的坚持，能够将这个手册全部翻译出来。

我长久都没有动手，主要是因为没有这个魄力下定决心来做这件事情，再一个对于自己的语言能力也不太自信。一年后，这个想法一直在大脑里挥之不去。于是心里盘算，英文文档大概有500多页，如果我每天翻译两页，则一年后，怎么着也能够把这个文档翻译出来。并且，如果能够翻译到四页，则所需要的时间立即减少一半。翻译一本英文书，除去能力外，还得看自己是不是能够放弃翻译时的功利想法，觉得这么做是否值得。并在这种情况下，是否能够坚持一个较长而无味的过程，最后将文档翻译出来。最后，我还是下定决心，试一试。

于是我第一步是将 PDF 格式的英文文档转换成 Word 文档（我用其他的工具转换过，但是结果不是很好。因为原来的 PDF 文档中有很多特别的格式，在 Word 中很难控制。所以一不做，二不休，干脆把文字复制出来，再调整其格式与原来的 PDF 相符。我不知道这么做是不是很蠢，并有违程序员懒的美名！）。光这个事情就耗了我近一个星期的时间，2016 年春节前把这个底本做好了，并且开始了翻译。

实在的，前面的翻译速度是有一点慢，但是总体来说，还是按照原先的设计速度进行的。就算在过年的几天里，几乎每天都有进展。而且，翻译的难度不是很大，最考验人的是每天要拿出一定的时间来做这个事情。因为一旦停下来，就会为停下来找理由。后面就会有越来越多的理由来为延迟开脱。所以，自从翻译开始，我几乎没有中断每天做一点翻译。在翻译最后的几个附录中，我还差点要放弃翻译下去，因为觉得那些东西翻译没有什么用。但是为了保证翻译的完整性，同时也为把这个事情做“圆满”，我还是坚持把这个事情做下来了。最后只剩下 GPL 与 FDL 没有翻译。这两个协议比较其他的部分有难度一些。关键在于要翻译出带点协议性质，语言精准而且严谨，确实对我而言，能力还是不够的。而且这两个协议，我想在互联网上应该已经有了，所以也就不再翻译了。

翻译到后面的时候，自己确实感觉比原来快了，可能是因为熟练了的原因。剩下的整理也花掉了我的一些时间。通过翻译这个事情，确实使自己有如下收获：

1. 至少对 Word 文档的操作有一点点提升。

2. 考验并提升了一下自己的能力。

3. 再遇到长的英文文档，可能就没那么怵了。

4. 翻译能力是否有大的提高，这个不好说，但是应该有一点吧。

这里的文字，几乎都是一个字一个字码起来，而且也是第一次翻译，里面肯定还是有很多错误的地方，也有一些词不达意的地方，对于汉语的掌握有欠火候，也会使得翻译出来的行文没有那么符合中文习惯，或者不够优美。这些真还得要各位海涵，如果大家觉得这个翻译对大家有一点作用，我就觉得这些付出也值得了。如果读者更慷慨一点，能够告诉我哪里有问题，或者有一些改进的建议那就更好了。如果有这方面的改进，请发邮件到 yeyouqun@163.com。

我希望我的一点小努力，也为中国的软件事业做了一点点贡献。

在最后，如果要有什么感谢的，首先得要感谢自由软件运动的发起者们。如果没有他们，就不会有自由软件社区，也就不会有 GNU/Linux，也就没有 GAWK 这些优秀的工具。其次还要感谢原文的作者。别人也是自由软件的拥趸，如果没有他们的先期付出，也就没有这个文档的存在。目前还只有我一个人在翻译这个文档，如果可以，我想小激动地感谢一下自己。我希望以后感谢列表能够变得更长。希望更多的人参与到完善它的过程里来。

对了，我想感谢一下我儿子。好多次我打开电脑开启一天的翻译工作的时候，他经常会在键盘上随意敲击，使得我还得花掉一些时间来撤销他所做的“工作”。而且还要嚷着要听 《ABCD 歌》什么的，还得陪他听他所说的一万分钟那么久。

不自量力的叶佑群

2016年 4 月
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# *awk*与 gawk 的历史

|  |
| --- |
| 编程语言菜单  1份egrep，1 份snobol[[3]](#footnote-4)  2 份ed，3 份C  将所有部分通过lex 与yacc 混合在一起，并且辅以少量文档，并发布。8年后，添加多一份egrep，以及两份的C。文档完备然后发布。 |

Awk的名字来源于最初的设计者：Alfred V. Aho， Peter J. Weinberger 和 Brian W. Kernighan。它的第一个版本写于 1977 年的AT&T 贝尔实验室。1985 年，新版本语言通过引入用户自定义的函数、多输入流、正则表达式，而使得其功能更加强大。新版本的gawk在 Unix System V Release 3.1（1987年）的时候已经广泛可用。而在 System V Release 4(1989年）中的版本添加了一些新的特性，并清理掉了一些语言的“暗角”行为。在 POSIX 命令语言以及工具标准中，对 ***awk***规范进行进一步的澄清。 gawk 的设计者与最初的 ***awk***设计者对于 POSIX 规范都有相应的反馈。

Paul Rubin在 1986 编写了 gawk，Jay Fenlason 根据Richard Stallman的建议完善了它。John Woods也贡献了部分代码。1988年跟1989年，David Trueman在我的帮助下完全重构了 gawk，以解决与更新的 ***awk***兼容的问题。大概是1994年，我成为了主要的维护者。现在的版本主要着眼于 Bug 修复、性能提升，标准化，有时也添加一些新的特性。

1997 年5月， J¨urgen Kahrs觉得有必要用 awk 访问网络，在我的一些帮助下， gawk 添加进了这样的特性。也就是那个时候，我也用 gawk 写了一堆的 TCP/IP 代码（作为 gawk 发布版本一部分，有一个独立的文档可用）。他的代码最终在 gawk 3.1 版本的时候成为主流 gawk 发布版本的一部分。

John Haque重写了 gawk 的内部实现，以提供***awk***级的调试器，这个版本在 2011 年的 4.0 版本可用。

请查看，***在第 416 页***， 以了解对 gawk 作出过重要贡献的人。

# 玫瑰别名

***awk***语言已经进化了多年，在 *，****在第 404 页***，有完全的列表。在本书中所涉及的我们可以称为“new ***awk***”。类似的，***awk***的原始版本称为“old ***awk***”。

在现在多数的系统中，你运行***awk***工具你都有一些版本的新***awk***。[[4]](#footnote-5)如果你的系统中的标准***awk***是旧的版本，你用下面的代码测试，就可以得到这样的结果：

**$ *awk* 1 /dev/null**

**errorawk: syntax error near line 1**

**errorawk: bailing out near line 1**

在这个例子中，你应该能查找到一新版本的***awk***，或者直接安装 gawk 即可。

在整本书中，如果所涉及的所有语言特性，都在一个完整实现了 POSIX 标准的***awk***中找到，我们为了简化，就使用***awk***来指代。当提到的特性特定于 GNU 版本，我们则使用 gawk指代。

# 使用本书

***awk***这个词，即指代特定的程序，也表示你要用于告诉这个程序所做事情的语言。当需要特别小心时，我们称之为“***awk***语言”，以及“***awk***工具”。本书既说明如何用***awk***语言编写程序，也说明如何来运行***awk***工具。“***awk***程序”术语则指用***awk***语言编写的程序。

本书主要涉及 POSIX 标准所定义的***awk***特性。也包括在 gawk 中实现了的那些特性。这么处理，在于试图描述gawk 与其他***awk***实现版本[[5]](#footnote-6)之间的差异。最后，会提及那些在 gawk 中实现了，但不在***awk*** POSIX 标准中定义的特性。

本书既可以作为教程，又可以作为参考。如果你是个新手，你可以跳过那些复杂的部分。你也可以忽略那些交叉参考；他们主要用于专家级用户，同时作为信息参考以及用于本书的 HTML 版本。

在全书中还分布有一些边侧栏。它们主要对相关的点进行更完整全面的解释，但是第一次读本书时可能不太有兴趣涉猎。所有在边侧栏的内容会在索引中出现。

在多数据情况下，我们使用的例子都是完整的***awk***程序。一些进阶部分的小节，仅显示***awk***程序的一部分，以此来说明正在进行描述的概念。

本书主要目标人群主要集中在那些还没接触过***awk***的人，书中相当多的信息对于专家也非常有用。对于***awk*** POSIX 标准的部分更是如此。包括在*，****在第 221 页***， 以及*，****在第 253 页***，中的例子应该会相当有趣。

本书分为如下这些部分：

* 第一部分对***awk***语言以及 gawk 程序进行详细描述。通过从最基础的开始，不断详解***awk***的所有特性。它们包含如下章节：
* *，* ***在第 20 页***，包括一些使用***awk***的基本内容。
* *，* ***在第 35 页***，描述如何运行 gawk、命令行参数的意义，以及它如何来查找***awk***程序源代码。
* *，* ***在第 50 页***，总体介绍正则表达式，尤其是那些 POSIX ***awk***以及 gawk 所支持的内容。
* *，* ***在第 63 页***，描述 ***awk*** 如何来读取数据。本章中介绍记录(Records）与域（Fields）的概念，也包括 ***getline*** 命令。I/O 重定向是首先要描述的部分，而网络 I/O 则简单涉及。
* *，* ***在第 94 页***，介绍在 ***awk*** 程序中如何使用 print 与 ***printf*** 产生输出。
* *，* ***在第 112 页***，介绍表达式，这些表达式是构建程序代码块，并完成目标的基础。
* *，* ***在第 138 页***，描述如何为匹配记录编写模式，即当某个记录匹配时所执行的动作。同时还包括 ***awk*** 与 gawk 所使用的预定义变量。
* *，* ***在第 166 页***，包括 ***awk*** 中的唯一的数组结构，关联数组。删除数组元素以及整个数组，同时也涉及gawk中的数组的排序。在本章还包括 gawk 如何来提供数组之数组的实现方式。
* *，* ***在第 182 页***，描述 ***awk*** 与 gawk 所提供的内建函数，以及用户自定义函数。讨论 gawk 如何来间接调用函数。
* 第二部分展示如何使用***awk***与 gawk 来解决实际问题。这里有非常多的代码供读者阅读与学习。这个部分包括如下各章：
* *，****在第 221 页***，展示大量的可以通过 ***awk*** 程序来调用的函数。
* *，* ***在第 253 页***，有许多的 ***awk*** 程序，通过阅读这两章，可以让你看到 ***awk*** 程序如何来解决真正的问题。
* 第三部分关注特定于 gawk 的特性，它们包括如下各章：
* *，****在第 297 页***，描述各种高级特性。其中包括如来控制数组遍历的顺序、与另一个进程之间的双向通信、执行 TCP/IP 通信、测评你的 ***awk*** 程序。
* *，* ***在第 311 页***，描述如何将程序消息在运行时翻译成不同语言的特性。
* *，****在第 320 页***，描述 gawk 调试器。
* *，****在第 336 页***，描述高级的数学计算工具。
* *，****在第 349 页***，描述如何通过编写C与C++ 扩展为gawk添加新变量与函数。
* 第四部分包括一些附录，名词解释，以及本书代码所使用的两个许可。它们包含如下附录：
* *，****在第 404 页***，描述 ***awk*** 语言从第一个版本到现在的演化过程。同时也描述 gawk 在不同的时间内所引入的特性。
* *，****在第 419 页***，描述如何获取 gawk，如何在 POSIX 兼容的系统中编译，以及如何在非 POSIX 系统中编译与使用它。介绍如何来报告 gawk Bug，以及介绍可以自由获取 ***awk*** 的地方。
* *，****在第 439 页***，描述如何禁用 gawk 扩展，以及如何向 gawk 贡献新代码，还包括 gawk 未来可能的开发方向。
* *，****在第 450 页***，为那些初识计算编程的人提供一些粗略的背景资料。
* *，****在第 453 页***，定义大多数的本书中所用到的术语的意义，如果你看到你不熟悉的，可以参考这里。
* *，****在第 465 页***，与 *，****在第 466 页***，提供本书中源代码以及本书所使用到的两个许可证协议。

# 排版约定

本书是通过 TextInfo[[6]](#footnote-7) 完成的。这是一种文档格式化语言。单一的 TexInfo 源文件，即可用于产生在线版本的文档，也可以产生打印输出的文档。因为这个原因，其排版约定与你所读其他的书可能有一些差异。

你在命令行上输入的例子，由通用的Shell 主次提示符，***‘$’***与***‘>’***引导。命令行的输出由字符“-|”引导。这代表了命令行的典型输出。错误信息以及其他的命令行标准错误输出则由“error”引导，例如：

**$ echo hi on stdout**

**-|hi on stdout**

**$ echo hello on stderr 1>&2**

**errorhello on stderr**

在文本中，所有与程序相关的东西，如命令名、变量和函数名、字串、数据、正则表达式常量都以这样的字体出现。代码段也以相同的字体呈现，并由“如下”来括起来。由用户或者程序员替换的部分也用这个字体。选项是如–f 这样的参数。文件名由/path/to/ourfile 这样的串提示。如果有什么东西需要特别强调，如某个点上需要强调，也这么处理。第一个出现的术语，同一个句子中的先前出现的术语，包括其定义也用相同的字体。

你从键盘上键入的字符也用这样的字体呈现。对于一些特别的“控制字符”，这些字符是需要你同时键入 CONTROL 键以及另一个键来输入。比如Ctrl-d 需要首先按下并保持 CONTROL 键，然后敲击d 键，然后再释放两个键。

为了简单处理，在整本书中，我们把Brian Kernighan’s版本的awk 称为“BWK awk”（查看*，****在第 435 页***，查看这个版本与其他版本的信息）。

# 暗角

*暗角总是存在的——无论你多么仔细，总是有一些更小的，黑暗的地方。*

*—Brian Kernighan*

![flash.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAgEASABIAAD/4QUyRXhpZgAATU0AKgAAAAgABwESAAMAAAABAAEAAAEaAAUAAAABAAAAYgEbAAUAAAABAAAAagEoAAMAAAABAAIAAAExAAIAAAAcAAAAcgEyAAIAAAAUAAAAjodpAAQAAAABAAAApAAAANAACvyAAAAnEAAK/IAAACcQQWRvYmUgUGhvdG9zaG9wIENTMyBXaW5kb3dzADIwMTY6MDE6MjYgMTA6NDA6MTAAAAAAA6ABAAMAAAAB//8AAKACAAQAAAABAAAAMqADAAQAAAABAAAAMgAAAAAAAAAGAQMAAwAAAAEABgAAARoABQAAAAEAAAEeARsABQAAAAEAAAEmASgAAwAAAAEAAgAAAgEABAAAAAEAAAEuAgIABAAAAAEAAAP8AAAAAAAAAEgAAAABAAAASAAAAAH/2P/gABBKRklGAAECAABIAEgAAP/tAAxBZG9iZV9DTQAC/+4ADkFkb2JlAGSAAAAAAf/bAIQADAgICAkIDAkJDBELCgsRFQ8MDA8VGBMTFRMTGBEMDAwMDAwRDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAENCwsNDg0QDg4QFA4ODhQUDg4ODhQRDAwMDAwREQwMDAwMDBEMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwM/8AAEQgAMgAyAwEiAAIRAQMRAf/dAAQABP/EAT8AAAEFAQEBAQEBAAAAAAAAAAMAAQIEBQYHCAkKCwEAAQUBAQEBAQEAAAAAAAAAAQACAwQFBgcICQoLEAABBAEDAgQCBQcGCAUDDDMBAAIRAwQhEjEFQVFhEyJxgTIGFJGhsUIjJBVSwWIzNHKC0UMHJZJT8OHxY3M1FqKygyZEk1RkRcKjdDYX0lXiZfKzhMPTdePzRieUpIW0lcTU5PSltcXV5fVWZnaGlqa2xtbm9jdHV2d3h5ent8fX5/cRAAICAQIEBAMEBQYHBwYFNQEAAhEDITESBEFRYXEiEwUygZEUobFCI8FS0fAzJGLhcoKSQ1MVY3M08SUGFqKygwcmNcLSRJNUoxdkRVU2dGXi8rOEw9N14/NGlKSFtJXE1OT0pbXF1eX1VmZ2hpamtsbW5vYnN0dXZ3eHl6e3x//aAAwDAQACEQMRAD8A9UBhoJ8EF7y4+XZJ75gDgKKSlJJJAE8apKUissnQ8oRBHIhIkASTAHJOgSU2UkDc7xKSSn//0LOd/jiwsTLvxR0u17qLH1FxtaJLHFk/zbv3VTf/AI7GfmdIP9q/+6lY3Vv8WP1uyur5uRRjV+jdkW2VON1Ylrnuewxu3fRKC3/FH9cHc147fjc3/vu5JTtO/wAdmR+Z0isfG5x/JWFzP1h/xifWPrj9vrHBxQZbj4xLB/1y3+dt/wCoWi3/ABPfWs/SfiN+Nrj/ANTUsjrv1C+s3Q/dk4puo7ZGPNtf9raN9f8A1xiSnuv8WvUM1/1P6nc7OZRdVk+3LzSbK6wWVe6ze9n9n3/zi0Gt+p19jbuvfWOvrN7SHCu7IYzHa4f6PBxnNq/7d9VZv+K3Ezx9WerUDGYb33NNNWaxwpedg/nRt3bPat9nUn9P06v9WTjtHOTgV15dX9bbUxmVX/2ykp6jc3xHG75eKSj6rPP+b9T6J+j930/+D+mkkp//0fTnMI17FRVgfRHwQn1xqOElMEgSOEkklKJJ5MpxM6cpkZjNok8pKY+kfH/ekipJKf/S9QHH5yf/ADl8spJKfqFJfLySSn6ibyP4In+cvllJJT9Tf5yS+WUklP8A/9n/7QokUGhvdG9zaG9wIDMuMAA4QklNBAQAAAAAAAccAgAAAgAAADhCSU0EJQAAAAAAEOjxXPMvwRihontnrcVk1bo4QklNA+0AAAAAABAASAAAAAEAAgBIAAAAAQACOEJJTQQmAAAAAAAOAAAAAAAAAAAAAD+AAAA4QklNBA0AAAAAAAQAAAAeOEJJTQQZAAAAAAAEAAAAHjhCSU0D8wAAAAAACQAAAAAAAAAAAQA4QklNBAoAAAAAAAEAADhCSU0nEAAAAAAACgABAAAAAAAAAAI4QklNA/UAAAAAAEgAL2ZmAAEAbGZmAAYAAAAAAAEAL2ZmAAEAoZmaAAYAAAAAAAEAMgAAAAEAWgAAAAYAAAAAAAEANQAAAAEALQAAAAYAAAAAAAE4QklNA/gAAAAAAHAAAP////////////////////////////8D6AAAAAD/////////////////////////////A+gAAAAA/////////////////////////////wPoAAAAAP////////////////////////////8D6AAAOEJJTQQAAAAAAAACAAA4QklNBAIAAAAAAAIAADhCSU0EMAAAAAAAAQEAOEJJTQQtAAAAAAAGAAEAAAACOEJJTQQIAAAAAAAQAAAAAQAAAkAAAAJAAAAAADhCSU0EHgAAAAAABAAAAAA4QklNBBoAAAAAAz8AAAAGAAAAAAAAAAAAAAAyAAAAMgAAAAUAZgBsAGEAcwBoAAAAAQAAAAAAAAAAAAAAAAAAAAAAAAABAAAAAAAAAAAAAAAyAAAAMgAAAAAAAAAAAAAAAAAAAAABAAAAAAAAAAAAAAAAAAAAAAAAABAAAAABAAAAAAAAbnVsbAAAAAIAAAAGYm91bmRzT2JqYwAAAAEAAAAAAABSY3QxAAAABAAAAABUb3AgbG9uZwAAAAAAAAAATGVmdGxvbmcAAAAAAAAAAEJ0b21sb25nAAAAMgAAAABSZ2h0bG9uZwAAADIAAAAGc2xpY2VzVmxMcwAAAAFPYmpjAAAAAQAAAAAABXNsaWNlAAAAEgAAAAdzbGljZUlEbG9uZwAAAAAAAAAHZ3JvdXBJRGxvbmcAAAAAAAAABm9yaWdpbmVudW0AAAAMRVNsaWNlT3JpZ2luAAAADWF1dG9HZW5lcmF0ZWQAAAAAVHlwZWVudW0AAAAKRVNsaWNlVHlwZQAAAABJbWcgAAAABmJvdW5kc09iamMAAAABAAAAAAAAUmN0MQAAAAQAAAAAVG9wIGxvbmcAAAAAAAAAAExlZnRsb25nAAAAAAAAAABCdG9tbG9uZwAAADIAAAAAUmdodGxvbmcAAAAyAAAAA3VybFRFWFQAAAABAAAAAAAAbnVsbFRFWFQAAAABAAAAAAAATXNnZVRFWFQAAAABAAAAAAAGYWx0VGFnVEVYVAAAAAEAAAAAAA5jZWxsVGV4dElzSFRNTGJvb2wBAAAACGNlbGxUZXh0VEVYVAAAAAEAAAAAAAlob3J6QWxpZ25lbnVtAAAAD0VTbGljZUhvcnpBbGlnbgAAAAdkZWZhdWx0AAAACXZlcnRBbGlnbmVudW0AAAAPRVNsaWNlVmVydEFsaWduAAAAB2RlZmF1bHQAAAALYmdDb2xvclR5cGVlbnVtAAAAEUVTbGljZUJHQ29sb3JUeXBlAAAAAE5vbmUAAAAJdG9wT3V0c2V0bG9uZwAAAAAAAAAKbGVmdE91dHNldGxvbmcAAAAAAAAADGJvdHRvbU91dHNldGxvbmcAAAAAAAAAC3JpZ2h0T3V0c2V0bG9uZwAAAAAAOEJJTQQoAAAAAAAMAAAAAT/wAAAAAAAAOEJJTQQRAAAAAAABAQA4QklNBBQAAAAAAAQAAAACOEJJTQQMAAAAAAQYAAAAAQAAADIAAAAyAAAAmAAAHbAAAAP8ABgAAf/Y/+AAEEpGSUYAAQIAAEgASAAA/+0ADEFkb2JlX0NNAAL/7gAOQWRvYmUAZIAAAAAB/9sAhAAMCAgICQgMCQkMEQsKCxEVDwwMDxUYExMVExMYEQwMDAwMDBEMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMAQ0LCw0ODRAODhAUDg4OFBQODg4OFBEMDAwMDBERDAwMDAwMEQwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAz/wAARCAAyADIDASIAAhEBAxEB/90ABAAE/8QBPwAAAQUBAQEBAQEAAAAAAAAAAwABAgQFBgcICQoLAQABBQEBAQEBAQAAAAAAAAABAAIDBAUGBwgJCgsQAAEEAQMCBAIFBwYIBQMMMwEAAhEDBCESMQVBUWETInGBMgYUkaGxQiMkFVLBYjM0coLRQwclklPw4fFjczUWorKDJkSTVGRFwqN0NhfSVeJl8rOEw9N14/NGJ5SkhbSVxNTk9KW1xdXl9VZmdoaWprbG1ub2N0dXZ3eHl6e3x9fn9xEAAgIBAgQEAwQFBgcHBgU1AQACEQMhMRIEQVFhcSITBTKBkRShsUIjwVLR8DMkYuFygpJDUxVjczTxJQYWorKDByY1wtJEk1SjF2RFVTZ0ZeLys4TD03Xj80aUpIW0lcTU5PSltcXV5fVWZnaGlqa2xtbm9ic3R1dnd4eXp7fH/9oADAMBAAIRAxEAPwD1QGGgnwQXvLj5dknvmAOAopKUkkkATxqkpSKyydDyhEEciEiQBJMAck6BJTZSQNzvEpJKf//Qs53+OLCxMu/FHS7XuosfUXG1okscWT/Nu/dVN/8AjsZ+Z0g/2r/7qVjdW/xY/W7K6vm5FGNX6N2RbZU43ViWue57DG7d9EoLf8Uf1wdzXjt+Nzf++7klO07/AB2ZH5nSKx8bnH8lYXM/WH/GJ9Y+uP2+scHFBluPjEsH/XLf523/AKhaLf8AE99az9J+I342uP8A1NSyOu/UL6zdD92Tim6jtkY821/2to31/wDXGJKe6/xa9QzX/U/qdzs5lF1WT7cvNJsrrBZV7rN72f2ff/OLQa36nX2Nu699Y6+s3tIcK7shjMdrh/o8HGc2r/t31Vm/4rcTPH1Z6tQMZhvfc001ZrHCl52D+dG3ds9q32dSf0/Tq/1ZOO0c5OBXXl1f1ttTGZVf/bKSnqNzfEcbvl4pKPqs8/5v1Pon6P3fT/4P6aSSn//R9OcwjXsVFWB9EfBCfXGo4SUwSBI4SSSUoknkynEzpymRmM2iTykpj6R8f96SKkkp/9L1AcfnJ/8AOXyykkp+oUl8vJJKfqJvI/gif5y+WUklP1N/nJL5ZSSU/wD/2ThCSU0EIQAAAAAAVQAAAAEBAAAADwBBAGQAbwBiAGUAIABQAGgAbwB0AG8AcwBoAG8AcAAAABMAQQBkAG8AYgBlACAAUABoAG8AdABvAHMAaABvAHAAIABDAFMAMwAAAAEAOEJJTQQGAAAAAAAHAAgAAAABAQD/4Q6VaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wLwA8P3hwYWNrZXQgYmVnaW49Iu+7vyIgaWQ9Ilc1TTBNcENlaGlIenJlU3pOVGN6a2M5ZCI/PiA8eDp4bXBtZXRhIHhtbG5zOng9ImFkb2JlOm5zOm1ldGEvIiB4OnhtcHRrPSJBZG9iZSBYTVAgQ29yZSA0LjEtYzAzNiA0Ni4yNzY3MjAsIE1vbiBGZWIgMTkgMjAwNyAyMjo0MDowOCAgICAgICAgIj4gPHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj4gPHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9IiIgeG1sbnM6eGFwPSJodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvIiB4bWxuczpkYz0iaHR0cDovL3B1cmwub3JnL2RjL2VsZW1lbnRzLzEuMS8iIHhtbG5zOnBob3Rvc2hvcD0iaHR0cDovL25zLmFkb2JlLmNvbS9waG90b3Nob3AvMS4wLyIgeG1sbnM6eGFwTU09Imh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC9tbS8iIHhtbG5zOnRpZmY9Imh0dHA6Ly9ucy5hZG9iZS5jb20vdGlmZi8xLjAvIiB4bWxuczpleGlmPSJodHRwOi8vbnMuYWRvYmUuY29tL2V4aWYvMS4wLyIgeGFwOkNyZWF0ZURhdGU9IjIwMTYtMDEtMjZUMTA6Mzc6MDErMDg6MDAiIHhhcDpNb2RpZnlEYXRlPSIyMDE2LTAxLTI2VDEwOjQwOjEwKzA4OjAwIiB4YXA6TWV0YWRhdGFEYXRlPSIyMDE2LTAxLTI2VDEwOjQwOjEwKzA4OjAwIiB4YXA6Q3JlYXRvclRvb2w9IkFkb2JlIFBob3Rvc2hvcCBDUzMgV2luZG93cyIgZGM6Zm9ybWF0PSJpbWFnZS9qcGVnIiBwaG90b3Nob3A6Q29sb3JNb2RlPSIzIiBwaG90b3Nob3A6SGlzdG9yeT0iIiB4YXBNTTpJbnN0YW5jZUlEPSJ1dWlkOjY4Q0FFQUI5RDVDM0U1MTFBOTYzQjZGRTg0QTM1ODVDIiB0aWZmOk9yaWVudGF0aW9uPSIxIiB0aWZmOlhSZXNvbHV0aW9uPSI3MjAwMDAvMTAwMDAiIHRpZmY6WVJlc29sdXRpb249IjcyMDAwMC8xMDAwMCIgdGlmZjpSZXNvbHV0aW9uVW5pdD0iMiIgdGlmZjpOYXRpdmVEaWdlc3Q9IjI1NiwyNTcsMjU4LDI1OSwyNjIsMjc0LDI3NywyODQsNTMwLDUzMSwyODIsMjgzLDI5NiwzMDEsMzE4LDMxOSw1MjksNTMyLDMwNiwyNzAsMjcxLDI3MiwzMDUsMzE1LDMzNDMyO0MyQzVFMDhDRjBDNzU1OUU5QzkxMjdENDcyNUYxMDVBIiBleGlmOlBpeGVsWERpbWVuc2lvbj0iNTAiIGV4aWY6UGl4ZWxZRGltZW5zaW9uPSI1MCIgZXhpZjpDb2xvclNwYWNlPSItMSIgZXhpZjpOYXRpdmVEaWdlc3Q9IjM2ODY0LDQwOTYwLDQwOTYxLDM3MTIxLDM3MTIyLDQwOTYyLDQwOTYzLDM3NTEwLDQwOTY0LDM2ODY3LDM2ODY4LDMzNDM0LDMzNDM3LDM0ODUwLDM0ODUyLDM0ODU1LDM0ODU2LDM3Mzc3LDM3Mzc4LDM3Mzc5LDM3MzgwLDM3MzgxLDM3MzgyLDM3MzgzLDM3Mzg0LDM3Mzg1LDM3Mzg2LDM3Mzk2LDQxNDgzLDQxNDg0LDQxNDg2LDQxNDg3LDQxNDg4LDQxNDkyLDQxNDkzLDQxNDk1LDQxNzI4LDQxNzI5LDQxNzMwLDQxOTg1LDQxOTg2LDQxOTg3LDQxOTg4LDQxOTg5LDQxOTkwLDQxOTkxLDQxOTkyLDQxOTkzLDQxOTk0LDQxOTk1LDQxOTk2LDQyMDE2LDAsMiw0LDUsNiw3LDgsOSwxMCwxMSwxMiwxMywxNCwxNSwxNiwxNywxOCwyMCwyMiwyMywyNCwyNSwyNiwyNywyOCwzMDsxMzk4RjZEOEIyNDMxMEJDODlFQjg1NDJGNDg5RTk4OCIvPiA8L3JkZjpSREY+IDwveDp4bXBtZXRhPiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIDw/eHBhY2tldCBlbmQ9InciPz7/7gAOQWRvYmUAZEAAAAAB/9sAhAABAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAgICAgICAgICAgIDAwMDAwMDAwMDAQEBAQEBAQEBAQECAgECAgMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwP/wAARCAAyADIDAREAAhEBAxEB/90ABAAH/8QBogAAAAYCAwEAAAAAAAAAAAAABwgGBQQJAwoCAQALAQAABgMBAQEAAAAAAAAAAAAGBQQDBwIIAQkACgsQAAIBAwQBAwMCAwMDAgYJdQECAwQRBRIGIQcTIgAIMRRBMiMVCVFCFmEkMxdScYEYYpElQ6Gx8CY0cgoZwdE1J+FTNoLxkqJEVHNFRjdHYyhVVlcassLS4vJkg3SThGWjs8PT4yk4ZvN1Kjk6SElKWFlaZ2hpanZ3eHl6hYaHiImKlJWWl5iZmqSlpqeoqaq0tba3uLm6xMXGx8jJytTV1tfY2drk5ebn6Onq9PX29/j5+hEAAgEDAgQEAwUEBAQGBgVtAQIDEQQhEgUxBgAiE0FRBzJhFHEIQoEjkRVSoWIWMwmxJMHRQ3LwF+GCNCWSUxhjRPGisiY1GVQ2RWQnCnODk0Z0wtLi8lVldVY3hIWjs8PT4/MpGpSktMTU5PSVpbXF1eX1KEdXZjh2hpamtsbW5vZnd4eXp7fH1+f3SFhoeIiYqLjI2Oj4OUlZaXmJmam5ydnp+So6SlpqeoqaqrrK2ur6/9oADAMBAAIRAxEAPwDfthljhoYZZXCRpSxM7sbAARLcn/fc+/de6DvL5aTJT+kslNESIY/oT+PK/wDV2H+2HH9b+690z3P9T/tz7917r1z/AFP+3Pv3Xuu1d1YMrsrKQVZWIZSOQQQbgg+/de6XmFz61ISlrWC1HCxzGwWf8BW/Cy/7w3+v7917pVe/de6//9DerymWesjgpIiy00EcSkfQzSoiqWcX/SpHpH+x/wBb3XumT37r3XvfuvdZIopZ3EcMUk0hBISJGkcgfUhUBNh7917ruaCenYLPDLCxGoLNG8bFbkagHCki4+vv3Xuo80sVLTTVtVPBSUdPo+4rKuaKlpIPIwSPz1U7xwQ+SRgq6mGpiALn37r3Tt/FMj/ytVP+Y8P1f9P+p+n6/wDH9X+Pv3Xuv//RG3vP/hYj0t05232l1LD8Fe0twZHq/sXfPXVdlqvvDaGEpspXbH3LlNs1eRhootgZeWjgrajGNIkbSyMisF1MRc+690XLKf8AC2LCrqGD/l11knpJjbMfJiJDwf7a0PTTWYgfS/v3Xug9yf8Awti7ALWw38vDr6FbBlbLfIfddY39SrLQ9Z48XP0+ot7917qj3+YT/wAKIv5jHz5ysmKbsyt+NXTNNWR1eI6b+POa3Bsqid6clqaq3lvymr4d9b6yUROoipq4ccrgNFRxEXPuvdbNP/Cavv8A7qzP8oL5x73yPyo2N1j2Bsn5QAYb5D/MDLZrsTq3qvFZfrvqRKzJbqj3JvXbxkoTE1UlDTyZOmozlqiFpUkVnR/de6OTQ0H8nffe4cHvL+Yj/On61/mKdhYzLY/M47aXafyr656++MW29wUdQtRRS7N+K/SW48NsBKejrgrQ/wAbnzj3RWdja/v3Xutnv+KUP/K3R/8AFo/i/wCun/4s/wDyvf8Aat/2v/Nf4+/de6//0qtPlb/wmS/m39vfLT5P9k7E6R69fYPYnyI7p31snM5XvfqfFnKbQ3d2RuTcG3Mi+PqNzNlMe9Vh8jC7Q1EMc8TMVdAwI9+690G+N/4SR/zgq4Karafx4w1xyMn8gdruVJ45/hNFlP035tf6e/de6XuN/wCEe/8ANbq2X7/dHxCw6kqrGq7p3NWMoPJk0YvrKsuAv4BPPHv3Xuq4/nN/Ia/mX/AV2yvZ/QmT7H62MkEMHcfQLV/bHXfmqSVip8xJiMXT7q2fU67JbM4vHpJIwETyXBPuvdbUH/CWzqfvai/ln/zCevaTpPYlX2HuDu7aOT672B8v9kbuxvSG+cjL15jI5KTfWObb1ZlcltlDhhqkpKSqMFZ4HZbD37r3VveL+R+b+NckVP8AMv8AkZ1/VeLoqiKKp7x+DHVHTHzN6YjVHCpmqrB9fbR2v3ps7H3s+mp27VSwA8s1rn3Xurxv714f/jnl/wDjw/7+/wDHtbg/49r/AJV/+LX/AMX7/qzf8XT/AKZvfuvdf//T3qMjiJ6OOKpW8tNNHG/kA5ieRQxSQD6C54P0P+v7917pn9+691737r3WSKaWFtcMkkTWtqjdkYj8glSDY+/de65TVE9QQ080sxUEKZZHkKgm5C6idIJ/A9+6913TLUPPEtL5BUM4EXiYq+r+oZSCth9TewHv3XulX/deq/5W1/zGv6N/wL/1P1/R/tf6v8Pfuvdf/9Tfup0SSigR1V0emiVlYBlZTEoIIPBB9+690iM1gWo9VVRhnpfq8fLPT/1P9Wi/x+o/P9ffuvdJj37r3XvfuvdclVnZURSzMQqqoJZmJsAAOSSffuvdCPg8OuPi80wDVkq+o/XwobHxKf6/6oj6nj6e/de6f/fuvdf/1d8SL/NR/wDHyf5tP81/mv0j/N/82/6f4e/de65t+lv+Pn/Sf1fp+n9r/af6+/de6Rp+p/zf1/P1/wBj/j7917rr/qX7917qXQ/8C4f87+o/8A/+BP6W/wAz/tX/ABHv3XulT/6FHv3Xuvf+hR7917r/2Q==)在没有做 POSIX标准（以及没写 *GAWK: Effective AWK Programming*）之前，***awk***特性的文档少得可怜，甚至是没有文档。对于这样的特性（经常称为“暗角”）会通过手电的图形在页边上给予提示，正如这个页所示的。它们也出现在索引中的“暗角”区。

但是，正如开放性引述所提示的，在定义上对暗角的覆盖是不完全的。

对于***awk***标准语言的扩展，很多***awk***实现都支持，他们用“(c.e)”进行标示，并在索引中的“通用扩展”以及“扩展，通用”中进行列出。

# GNU 项目及本书

自由软件基金会是一个非营利性组织，其专注于开发与发布可自由分发的软件。它由Richard M. Stallman——即最初的 Emacs 编辑器的作者——创建。GNU 的 Emacs 软件也是目前用得最广泛的 Emacs 版本。

GNU[[7]](#footnote-8)项目是自由软件基金会的项目，其目前依然还在持续地为创建一个完全可自由发布，与POSIX兼容的计算环境而努力。自由软件基金会通过“通用公共请可”（GPL）来保证其下的软件的源代码对于终端用户总是可用的。GPL 的复本已经包含在本书中（*，****在第 465 页***）。GPL 也应用于用 C 写成的 gawk。要查找更多的关于自由软件基金会以及GNU项目的在线信息，你可以查看 GNU 项目的主页。本书也可以从 GNU 站点上阅读。

Shell，编辑器（Emacs），高度可移植的 C、C++ 与 Object-C 编译器，符号调试器以及大量的小工具（如 gawk），都已经完成并可自由获取。GNU 操作系统内核（HURD）也已经发布，只是还处于开发的早期阶段。

在 GNU 操作系统完全开发好前，你应该考虑使用 GNU/Linux，一个可自由发布的，Unix-like 的操作系统，用于 Intel、Power 这样的构架，Sun Sparc，IBM S/390 等其他系统。[[8]](#footnote-9)很多的 GNU/Linux 发行版本都可以通过互联网下载。

你正在阅读的这本书也是免费的——最起码的。这里面的信息对任何一个人都是免费的。也包括与 gawk 相关的，对于机器可读的源代码。（花一点时间阅读一下在*，****在第 466 页***，中的自由文档许可证协议。）

此书已经经过了多个版本。Paul Rubin写了第一份 GAWK Manual，大概有40页。Diane Close 与 Richard Stallman丰富了它，产生了一个大概90页的版本，它只针对最初的，“旧”版本的***awk***。

# 如何贡献

作为 GNU ***awk***的维护者，我曾经想着我应该能够管理这一大堆的公开可得的***awk***程序，我甚至招募过贡献者。从互联网可以得到我想要的东西，能够帮助 gawk 的发布版保持在一个可管理的大小。

最原始的材料，如本书，还可以从ftp://ftp.freefriends.org/arnold/Awkstuff获取，为了把这个事情做得更为开放广泛，我还申请了***awk***.info域名。

但是，我发现我没有时间完全地来管理这些分布的代码：文档已经不再增长，而域名已经几年前就不能使用了。

2008年的晚些时候，有志愿者设立了***awk***相关的网站——http://***awk***.info——工作做得相当棒。

如果你写过一个有味的awk程序，或者写了 gawk 扩展并且希望与其他人分享，请看http://***awk***.info/?contribute来了解如何将它发布到网站上。

# 致谢

最初的 The GAWK Manual 的感谢如下：

很多的人需要感谢，因为他们帮助产生了这个手册。Jay Fenlason 提供了许多的想法与例子。Richard Mlynarik 与 Robert Chassell 给了文档非常有帮助的点评。John W写了*A Supplemental Document for AWK* 文档。UC San Diego 化学部的 Pierce 指出几个问题，即与 ***awk*** 实现有关，也与手册有关，不然这些问题会逃过我们的眼睛。

我要感谢Richard M. Stallman，感谢他对美好世界的愿景，并有勇气成立 FSF 并开启 GNU 项目。

本书早期版本的感谢如下：

下面的人（按字母顺序）为本书的不同版本提供了很好的点评：Rick Adams， Dr. Nelson H.F. Beebe， Karl Berry， Dr. Michael Brennan， Rich Burridge， Claire Cloutier， Diane Close， Scott Deifik， Christopher (“Topher”) Eliot， Jeffrey Friedl， Dr. Darrel Hankerson， Michal Jaegermann， Dr. Richard J. LeBlanc， Michael Lijewski， Pat Rankin， Miriam Robbins， Mary Sheehan， 和 Chuck Toporek。

Robert J. Chassell在使用 Texinfo 上提供了非常有价值的建议。它也应该得到特别感谢，因为他说服我不要用How to Gawk Politely这样的书名。Karl Berry在 Texinfo 中的 TEX 部分给予了相当大的帮助。我也要感谢Marshall 与 Seattle 的Elaine Hartholz ，还有 Detroit 的 Bert and Rita Schreiber 博士，他们牺牲了大量的假期时间，安安静解地呆在他们的家里，使得我能够写作神速，也包括在 gawk 上的工作。

SSC的Phil Hughes借给我他的笔记本 GNU/Linux 系统，不是一次，而是两次，他以这样的一种方式使我在离开家的时候做了大量的工作。

David Trueman应该得到特别的致谢。他自告奋勇地承担起了优化 gawk 的工作，因此 gawk 才会执行得如此之好，没有 Bug。尽管他现在不再介入 gawk 的工作，但是与他在这个项目上一起工作相当愉快。

GNITS邮件列表中的那些无畏的成员们，以及最值得尊敬的Ulrich Drepper为设计国际化特性提供了无价的帮助与反馈。

Dr. Nelson Beebe， Andreas Buening， Dr. Manuel Collado， Antonio Colombo， Stephen Davies， Scott Deifik， Akim Demaille， Darrel Hankerson， Michal Jaegermann， J¨urgen Kahrs，Stepan Kasal， John Malmberg， Dave Pitts， Chet Ramey， Pat Rankin， Andrew Schorr， Corinna Vinschen， 跟 Eli Zaretskii（按字母顺序）组成了目前的 gawk “霹雳移植性小组”。如果没有他们的艰苦工作与帮助，gawk 不会今天有如此稳定，可移植的程序。与这样的一群好人小组一起工作曾经是也将一直是件快乐的事情。

许多人贡献了相当多的代码与文档，他们可以在*，****在第 416 页，***中有完整的列表。

谢谢Michael Brennan写的序言。

谢谢Patrice Dumas新写的makeinfo程序，也谢谢Karl Berry持续工作使用 Texinfo 这样的标志语言如此牛B。

Robert P.J. Day， Michael Brennan， 还有 Brian Kernighan非常好心地作为了本书 2015版本的审核者，他们的工作使用让本书质量更优。

我还要感谢Brian Kernighan，因为在测试与调试 gawk 期间提供的无价帮助，也为他在澄清无数的语言疑点上的的持续帮助与建议。

Brian是一流程序员与技术作者，我要（又一次）感谢他，因为他持续的友谊与为我树立起来的近30年的模范作用。有这样的人作为评论人真是大幸。而他一直以来都如此谦卑。

我还得感谢我的内人，Miriam，因为她的耐心，在这个项目的多个版本之间作为第一读者，同时还与我分享电脑。还要感谢我的老爸老妈，因为他们的爱与生而育我的艰辛。最后，我也要把我的感谢献给 G-d[[9]](#footnote-10)，是他给我了许多机会，礼物，而这些礼物使我能够更好地利用这些机会。

Arnold Robbins

Nof Ayalon

Israel

February 2015

# 第一部分：*awk*语言

# 第一章 开始*awk*

Awk的基本功能就是查找具某种模式的文本行（或者其他单位的文本）。当匹配某个模式后，***awk***会对该行执行指定的动作。Awk然后继续输入行，直到文件输入处理完毕。

Awk中的程序与其他语言的程序不同，因为***awk***程序是数据驱动的（即你描述你要处理的数据，然后告诉程序找到相应数据后要执行的工作）。多数其他语言都是过程式的；你需要在非常细的细节上描述程序每一行要做什么。当与过程式语言打交道时，一般很难清楚地描述你的程序所要处理的数据。正是由于这个原因，***awk***程序非常易读易写。

当执行awk程序，你需要指定一个程序告知awk接下来要做什么。这个程序包括一系统的规则（有可能也会包含函数，一些你现在可以忽略的高级特性；查看*，****在第 204 页***)，每个规则指定了要查找的模式以及一个在查找到模式时要执行的动作。

在语法上，规则包括一个模式，后面带着动作。动作是包含在花括号中的，与模式分离。每一行一般都是新的不同的规则。因此，***awk***程序看起来像这样：

**pattern { action }**

**pattern { action }**

**...**

## 1.1 如何执行*awk*程序

有几种方式执行***awk***程序。如果程序很短，最好的方式直接包含在程序的执行命令行中，如下：

**awk 'program' input-file1 input-file2 ...**

当程序比较长，更好的方式是将其放在一个文件中，然后通过命令行执行：

**awk -f program-file input-file1 input-file2 ...**

在这节中，我们使用两种方式，但是每种方式都有一些变化。

### 1.1.1 一次性 awk 程序

一旦你熟悉了awk，你就可以在使用时立即输入一些简单的程序。你可以把程序作为awk命令行的第一个参数，像这样：

**awk 'program' input-file1 input-file2 ...**

这个程序包括一系列的模式与动作，正如早些时候所描述的那样。

这种命令格式告诉Shell，或者命令行解释器，开启***awk***，并用其中的程序来处理输入文件。程序是由单引号引起来的，因此Shell 不会将***awk***中的特殊字符解析成Shell 的字符。单引号也使用Shell 将所有的程序都作为单独的***awk***程序，可以让程序多于一行。

这样的方式用来执行短的或者中等大小的***awk***程序是很方便的，因为它避免了要用一个单独的文件来写***awk***程序。自包含的Shell 脚本更加可靠，这样就不会跟其他的文件弄混淆。

在本章的后面部分，即*，****在第 28 页***，我们会学一些那些自包含的程序很短的例子。

### 1.1.2 不带输入文件运行 awk

你也可以运行***awk***程序，不带输入文件，如果你敲入下面的命令行：

**awk 'program'**

***awk***会使程序导向到标准输入，也就是说，你在键盘上输入的一切都会接受为输入数据。这会一直持续，直到你输入Ctrl-d 来表示***‘end-of-file’***。（在非POSIX 操作系统中，***‘end-of-file’***有可能不同，如在OS/2 中则是Ctrl-z）

如下面的例子，程序打印一小段建议（来自由Douglas Adams 的 *The Hitchhiker’s Guide to the Galaxy*），使你消除计算机程序复杂性的忧虑：

**$ awk ’BEGIN { print "Don\47t Panic!" }’**

**-| Don’t Panic!**

***awk***在读入任何输入之前，先执行与BEGIN 相关的语句。如果程序中没有了其他的代码了，像这个例子中的情况一样，***awk***就直接结束，而不是试图读取自己不知道如何处理的输入。***‘\47’***是一个小技巧（后面会解释）来将单引号引入程序，这样就不用使用Shell 丑陋的引文伎俩。

提示：如果你使用Bash，你需要先执行命令set+H，然后再执行这个交互式的命令，以禁用C shell 式的命令历史，在这种方式下***‘!’***会被当作特殊字符。我们建议你将这个命令放在你用户的启动文件中。[[10]](#footnote-11)

下面是一个简单模拟cat 工具的***awk***程序；它复制你输入的字符，然后输出到标准输出上（为什么这个可以做得到等会解释）：

**$ awk '{ print }'**

**Now is the time for all good men**

**-| Now is the time for all good men**

**to come to the aid of their country.**

**-| to come to the aid of their country.**

**Four score and seven years ago， ...**

**-| Four score and seven years ago， ...**

**What， me worry?**

**-| What， me worry?**

**Ctrl-d**

### 1.1.3 运行长程序

有时，***awk***程序非常长，在这种情况下，更方便的方法是将程序放在一个独立的文件中。为了告诉***awk***执行某个文件中的程序，你敲入：

**awk -f source-file input-file1 input-file2 ...**

-f 参数指示***awk***工具从***source-file***中读取程序（查看*，****在第 35 页***）。任何的文件名都可以作为***source-file***。如你可以输入下面命令行：

**BEGIN { print "Don’t Panic!" }**

到文件***advice***中，然后执行下面的命令行：

**awk -f advice**

下面的代码做一样的事情：

**awk 'BEGIN { print "Don\47t Panic!" }'**

这个已经早解释过（查看*，****在第 21 页***）。注意，当你用–f 参数指定文件名时，你不需要把文件名引起来，因为大多数文件名都不会含Shell 特殊字符。在文件advice 中，***awk***程序并没有把文件内容给引起来。引号只在命令行上输入程序才需要。（当然，把程序代码放入文件中，使得我们可以直接使用引号（‘’），而不需要像***‘\47’***这样的进行输入。

如果你想清楚地标识这样的***awk***程序，你可以给文件加上扩展名 .***awk***。这不会影响awk 程序的执行，但确实使“家务事”容易了许多。

### 1.1.4 可执行的 awk 程序

如果你学过***awk***，你可能就会想用***‘#!’*** 这样的机制写一个自包含的***awk***脚本。在很多系统[[11]](#footnote-12)上你都可以这么干。例如，你可以把***advice***文件写成这样：

**#! /bin/awk -f**

**BEGIN { print "Don’t Panic!" }**

把这个文件设置成可执行权限（用 chmod 工具），在Shell中简单地输入***‘advice’***，系统就会将awk执行成像你输入了***‘awk –f advice’***一样：

**$ chmod +x advice**

**$ advice**

**-| Don’t Panic!**

（我们假设你已经将你的当前目录放在了你的Shell 的搜索路径变量下【一般为 $PATH】。如果没有这么做，你可以敲入***‘./advice ’***就可以了。）

自包含的awk 脚本在用户调用脚本但不需要知道程序是用***awk***实现时非常有用。

|  |
| --- |
| 理解***‘#!’***  Awk 是一个解释型语言。这表示，***awk***工具把你的程序读入后，会根据你程序中的指令来处理你的数据。（这不同于C这样的编译型语言，首先你需要将它们编译成机器代码，这些代码可以直接被你系统的处理器执行。）***awk***工具因此被称为解释器（interpreter）。多数的现代语言都是解释执行的。  以***‘#!’***开始的行列出了要执行的解释器文件的完整路径，包括一个单一的可选命令行参数要传递给对应的解释器。操作系统然后用给定的参数执行解释器以及所有的参数列表执行被执行的程序。第一个参数即是***awk***程序的完整路径。其他的参数，要么是***awk***的参数，要么是数据文件，或者二者兼有。（注意，在很多的系统上，***awk***会在 /usr/bin 目录下找到，而不是在 /bin 目录下。）  有的系统会将解释器的长度限制在 32 个字符。但这种情况用软连接就可以解决。  在***‘#!’***行，你在***awk***的路径后面最好不好放超一个参数。这不会有作用。操作系统会将那一行剩下的内容当作一个参数，并传递给***awk***。这会导致一些令人疑惑的行为——多数像是***awk***使用方法的一些诊断信息。  最后，ARGV[0] 参数的值（查看see *，****在第 155 页***）会根据系统的同而不同。有的系统会把***‘awk’***作为它的值，而有的会将***awk***的完整路径赋值给它（如 /bin/***awk***）。有一些会将脚本的文件名（***‘advice’***）赋给它。所以，不要依赖于 ARGV[0] 的值来提供给你的脚本使用。 |

### 1.1.5 *awk*程序中的注释

注释，就是程序中给人读的文本；它不是可执行程序的一部份。注释可以解释程序是做什么的，以及如何做的。几乎所有的程序语言都会提供注释，因为程序如果没有它们是非常于难理解的。

在***awk***语言中，注释以***‘#’***开头然后持续到一行的结束。***‘#’***不一定要是一行的开始字符。***awk***会忽略数字符号***‘#’***后面的内容。如我们已经在 advice 中输入了下面的内容：

**# This program prints a nice， friendly message. It helps**

**# keep novice users from being afraid of the computer.**

**BEGIN { print "Don’t Panic!" }**

你可以将注释也带进命令行中的“用后即扔”***awk***程序中，但是一般来讲，这个用处不大；注释的目的是帮你或者其他人后面阅读时理解程序。

注意：如*，****在第 20 页***，所提到的，你可以将一个中等大小的程序用单引号引起来。这样就使得你的Shell脚本是自包含的了。你这么做的时候，你不要将撇号（’）放到你的注释中（或者你的程序的任何位置）。Shell 会将闭引号当做整个程序的结束。结果就是，Shell 会打印出引号不匹配的错误，而如果***awk***实际是执行了，也会打印出语法错误等奇怪的信息。如下面的例子中：

**$ awk 'BEGIN { print "hello" } # let's be cute'**

**>**

Shell首先看到前面两个引号匹配，然后在后面的注释又看到了一个开始的引号。因此就有第二个提示，并等待输入。对于Unix ***awk***，闭引号串会产生这样的结果：

**$ *awk*  '{ print "hello" } # let's be cute’**

**>’**

**error*awk*: can’t open file be**

**error source line number 1**

在撇号的前面加一个转义符（\）也没有作用，因为转义符在单引号中也不是一个特殊的字符。后面一节中我们会解释Shell的引号规则。

### 1.1.6 Shell引号问题

对于短到中等大小的***awk***程序而言，最方便的方式是将程序在命令行中输入。这个通过将整个程序包含在一对单引号当中即可。无论在交互式的输入程序，还是在一个大的Shell 脚本中输入都是可以的：

**awk 'program text' input-file1 input-file2 ...**

一旦你通过Shell 来运行，对于Shell 的引号规则有所了解总是好的。下面的规则只应用于POSIX 兼容的Bourne-式的Shell 中（如Bash，GNU Bourne-Again Shell）。如果你用的是C Shell，那就需要你自处了。

在深入规则之前，我们先介绍本书中通书所使用的概念，它们就是null，或者empty 串。

null string 就是在字符数据中没有值。换句话说，就是空的。在***awk***程序中写成这样：””。在Shell中，它可以写成单或者双引号的形式：”” 或者’’。虽说null string 中没有字符，但是确实是存在的。例如下面的指令：

**$ echo ""**

在这里，echo 工具收到单一的参数，就算参数中没有字符在其中。在本书的后续部分，我们使用术语 null string 以及 empty string 来表示这样的串。现在在引号规则中：

* 被引起来的项可以与没有被引起来项连接，也可以与已经引起来的项进行连接。Shell 会将它们全部转换成命令的参数。
* 在引起来的串中，在任何单个字符前的反斜杠（’\’）都会被Shell 移除，而将被引起来的字符传递给命令。
* 单引号保护在开与闭引号之间的所有字符。Shell 不会对串中的东西做任何解析，并原样地传递给命令。不可能在一个单引号中嵌入单引号。参考，***在第 23 页***，中的例子，看看如果你这么做会有什么结果。
* 双引号保护开引号与闭引号之间的大多数据字串。Shell 只做最小的变量与命令的替换。不同的Shell 对于双引号的处理是不一样的。

由于在双引号中，特定的字符是会被Shell处理的，因此他们在串中一定要进行转义。要注意这些符号***‘$’***，***‘‘’***， ***‘\’***， 和***‘"’***。这些符号如果要原样地传递给程序中，你就需要在串中用反斜杠（***‘\’***）进行转义。（前导的反斜杠（’\’）会先被过滤掉。）你可以参考之前的例子，在这里*，****在第 21 页***：

**awk 'BEGIN { print "Don\47t Panic!" }'**

可以写成这样的形式：

**$ awk "BEGIN { print \"Don’t Panic!\" }"**

**-| Don’t Panic!**

* 注意双引号中的单引号。空串（Null string）如果出现在非空串中时，会被移除，而显式的空串会被保留。例如：可以将域分隔符FS 指定为空串（null string），可以这么来：

**awk -F "" 'program' files # correct**

而不要这么来：

**awk -F"" 'program' files # wrong!**

在第二个例子中，***awk***会尝试使用程序的文本作为FS 的值，第一个文件名会做为程序的文本！这会导致在最好的情况下是语法错误，而最坏的情况下会导致令人费解的行为。

混用单双引号是比较麻烦的。你需要用一些Shell 的伎俩，如：

**$ awk ’BEGIN { print "Here is a single quote <’"’"’>" }’**

**-| Here is a single quote <’>**

这个程序中包括三个连接的引串。第一个与第三个都是单引号串，而第二个是双引号串。这个其实可以简化为：

**$ awk ’BEGIN { print "Here is a single quote <’\’’>" }’**

**-| Here is a single quote <’>**

这个得要你自己看哪个更好读。

另一个使用双引号的选择，就是转换内嵌的，***awk***层的双引号。

**$ awk "BEGIN { print \"Here is a single quote <’>\" }"**

**-| Here is a single quote <’>**

这种选择会非常痛苦，因为双引号，反斜杠（’\’）以及美元符号（$）在高级的awk程序中是很普遍的。

第三个选择是使用转义的八进制序列（查看see *，****在第 51 页*** 查看单双引号字符的对应码），如下：

**$ awk 'BEGIN { print "Here is a single quote <\47>" }'**

**-| Here is a single quote <’>**

**$ awk 'BEGIN { print "Here is a double quote <\42>" }'**

**-| Here is a double quote <">**

这看起来就漂亮多了，但是你需要注释好所转义的东西是什么。第四个选择就是使用命令行式的变量赋值，如下：

**$ awk -v sq="’" 'BEGIN { print "Here is a single quote <" sq ">" }'**

**-| Here is a single quote <’>**

（在这里，两个串常量以及sq 的值会被连接起来成为一个单一的串，然后用print 打印出来。）

如果你确实在程序中即需要单引号也需要双引号，你最好是将它们移到一个单独的文件中，在文件里，Shell 不会解析你的程序所要做的事情。

#### 1.1.6.1 MS-Windows批处理文件中的引号问题

尽管本书中一般只针对POSIX 系统以及POSIX Shell，下面的问题也值得为用户提出来。

微软Windows 系统中的Shell 用双引号来引字串。因此，比较难或者不可能在命令行脚本中通过转义的方式来包含双引号。多谢Jeroen Brink 提供，下面的例子，呈现文件中的每一行都并用双引号引起来：

**gawk "{ print \"\042\" $0 \"\042\" }" file**

## 1.2 例子中使用的数据文件

本书中所使用到的例子，主要从两个例子数据文件中输入数据。第一个是***mail-list***，里面展示了一系列的人名，同时还有他们的邮件地址，以及相关的个人信息。第二个文件为***inventory-shipped***，包含了每月的发货情况。两个文件中，每一行都称为一条记录。

在邮件列表中，每个记录包括了人名，他/她的电话号码，他/她的邮件地址，以及他/她与作者本人的关系。列用行来进行分隔。最后一列中的‘A’ 表示相识的人。‘F’ 表示相应的人是朋友关系，‘R’ 表示相应的人是亲属关系。

**Amelia 555-5553 amelia.zodiacusque@gmail.com F**

**Anthony 555-3412 anthony.asserturo@hotmail.com A**

**Becky 555-7685 becky.algebrarum@gmail.com A**

**Bill 555-1675 bill.drowning@hotmail.com A**

**Broderick 555-0542 broderick.aliquotiens@yahoo.com R**

**Camilla 555-2912 camilla.infusarum@skynet.be R**

**Fabius 555-1234 fabius.undevicesimus@ucb.edu F**

**Julie 555-6699 julie.perscrutabor@skeeve.com F**

**Martin 555-6480 martin.codicibus@hotmail.com A**

**Samuel 555-3430 samuel.lanceolis@shu.edu A**

**Jean-Paul 555-2127 jeanpaul.campanorum@nyu.edu R**

发货清单中的数据表示了在一年中的发货信息。每个记录都包括一个月绿色集装箱的发货数，红箱盒装的发货数统计，橙色的袋装的发货数统计，以及蓝色包装的发货数统计。这里面有16条记录，包括了了上一年最后12个月的数据，以及本年的前4个月的数据。用空行分隔了年份：

**Jan 13 25 15 115**

**Feb 15 32 24 226**

**Mar 15 24 34 228**

**Apr 31 52 63 420**

**May 16 34 29 208**

**Jun 31 42 75 492**

**Jul 24 34 67 436**

**Aug 15 34 47 316**

**Sep 13 55 37 277**

**Oct 29 54 68 525**

**Nov 20 87 82 577**

**Dec 17 35 61 401**

**Jan 21 36 64 620**

**Feb 26 58 80 652**

**Mar 24 75 70 495**

**Apr 21 70 74 514**

上面的文件包含在 gawk 发布版本，位于目录awklib/eg/data 中。

## 1.3 一些简单例子

下面的命令行执行了一个很简单的***awk***程序，就是查找邮件列表文件中的字串‘***li***’（一组字符称为一个串，这个是基于英语中的术语串的用法，如“一串珍珠”或者“火车中的一串汽车”）：

**awk’/li/ { print $0 }’ mail-list**

如果行中包括了***‘li’***，他们就会被打印出来，因为***‘print $0’***的意思就是打印当前行。

你应该注意到***awk***程序中在串***‘li’***两边的斜杠（‘/’）。这个斜杠指示了***‘li’***是要搜索的东西。这种模式称为正则表达式，这个知识点会在后面涉及（查看*，* ***在第 50 页***）。这个模式允许匹配单词的部分。在***awk***程序两边由单引号引起来，因此不会解析其中的任何字符。

下面是打印输出。

**$ *awk*’/li/ { print $0 }’ mail-list**

**-| Amelia 555-5553 amelia.zodiacusque@gmail.com F**

**-| Broderick 555-0542 broderick.aliquotiens@yahoo.com R**

**-| Julie 555-6699 julie.perscrutabor@skeeve.com F**

**-| Samuel 555-3430 samuel.lanceolis@shu.edu A**

在***awk***的规则中，即可以省略模式，也可以省略相关的动作，但不能两者都省略。如果模式省略了，那么动作的执行就会针对所有的输入行。如果动作被省略了，那么默认的运行就是打印所有的匹配行。

因此，我们不管例子中的动作（即***print***语句以及花括号），结果也是一样的：***awk***会打印所有匹配了***‘li’***字串的行。如果省略了***print***语句，而保留花括号，则动作会什么也不做（即不会有行被输出）。

实际的***awk***程序大多只有一两行长。下面收集了一些有用而短小的程序，以便于你开始使用***awk***。其中有些程序包括的特性目前还没有涉及（对于程序的描述可以提示你接下来将做什么，但不需要你先读完本书后成为专家后再来阅读程序！）大多数的例子都使用名为data 的数据文件。这仅是个占位符；如果你自己使用这些程序，替换成你自己的数据文件就好了。为了后续参考：一般来讲要完成同样一件事，***awk***可以有不止一种方法。在某个时候，你可能想回过头来看这些例子，看是否能够想出更多方法来做这里展示的相同的事情。

* 打印大于80个字符的行：

**awk 'length($0) > 80' data**

这里唯一的规则就是有一个关系表达式作为模式，但是没有动作。因此它用的是默认动作，就是打印记录（输入行）。

* 打印最长的行的长度：

**awk '{ if (length($0) > max) max = length($0) }**

**END { print max }' data**

这里与END 关联的代码，会在所有的行读入后执行；它与BEGIN刚好相反。

* 打印数据中最长的行的长度：

**expand data | awk’{ if (x < length($0)) x = length($0) }**

**END { print "maximum line length is " x }’**

这个例子与前面的有一些不同：输入是通过expand 工具，将TABs 转换成空格。因此长度的比较实际上是到最右边的列数，而不是每一行的输入字符数。

* 打印至少有一个域的行：

**awk’NF > 0’ data**

这个是最好的删除空白行的方法（即是，创建一个与旧文件一样的文件，但是移除了其中的空白行）。

* 打印从 0 到 100 （包含）的7个随机数：

**awk ’BEGIN { for (i = 1; i <= 7; i++)**

**print int(101 \* rand()) }’**

* 打印多个文件中总共的字节数：

**ls -l files | awk ’{ x += $5 }**

**END { print "total bytes: " x }’**

* 打印多个文件所使用的 KB 总数：

**ls -l files | awk ’{ x += $5 }**

**END { print "total K-bytes:"， x / 1024 }’**

* 打印所有用户的登录名的排序列表：

**awk -F: ’{ print $1 }’ /etc/passwd | sort**

* 打印文件的行数：

**awk 'END { print NR }' data**

* 打印文件中的偶数行：

**awk’NR % 2 == 0’ data**

如果你使用表达式***‘NR % 2 == 1’***，则程序将打印出奇数行。

## 1.4 两规则的例子

***awk***工具从文件中一次读取一行。对于每一行，***awk***都是尝试与每个模式进行匹配。如果有几个模式与其匹配，则几个动作都会按照匹配的顺序被执行。如果没有模式匹配上，则不会有动作会执行。

当处理了匹配行的所有规则后（也许也没有），***awk***会读取下一行。（但是请看，***在第 153 页***，与，***在第 154 页***，中的相关知识。）这个过程一直持续到文件读取完毕。例如，下面的***awk***程序包含了两个规则：

**/12/ { print $0 }**

**/21/ { print $0 }**

第一个规则用字符串‘12’ 作为模式，以及‘print $0’ 作为动作。第二个规则用‘21’ 作为模式，也用‘print $0’ 作为动作。每个规则的动作都用自己的花括号包含起来。

这个程序打印每一行包含有‘12’或者‘21’的行。如果有一行包含了两个串，则会打印两次，每个规则一次。

如果我们同时对我们的两个数据文件，即 mail-list 与 inventory-shipped 执行这个程序会有什么结果：

**$ awk '/12/ { print $0 }**

**> /21/ { print $0 }' mail-list inventory-shipped**

**-| Anthony 555-3412 anthony.asserturo@hotmail.com A**

**-| Camilla 555-2912 camilla.infusarum@skynet.be R**

**-| Fabius 555-1234 fabius.undevicesimus@ucb.edu F**

**-| Jean-Paul 555-2127 jeanpaul.campanorum@nyu.edu R**

**-| Jean-Paul 555-2127 jeanpaul.campanorum@nyu.edu R**

**-| Jan 21 36 64 620**

**-| Apr 21 70 74 514**

留意在mail-list 文件中的***‘Jean-Paul’***开头的行，它被打印了两次，一个规则一次。

## 1.5 复杂一点的例子

目前我们已经掌握一些基本的技能，现在我们再看一下***awk***典型地还能做些什么事情。这个例子展示了***awk***如何被用来做汇总，选择以及重新安排另一个工具的输出。所用到的特性还没有涉及，因此你不要担心不理解所有的细节。

**ls -l | awk ’$6 == "Nov" { sum += $5 }**

**END { print sum }’**

这个命令打印当前目录下，最后的修改时间为十一月份的所有文件的总共的字节数。‘ls –l’是这整体命令的一部分，用于显示一个目录下的文件，包括文件的大小以及最后修改时间。它的输出类似于这样：

**-rw-r--r-- 1 arnold user 1933 Nov 7 13:05 Makefile**

**-rw-r--r-- 1 arnold user 10809 Nov 7 13:03 awk.h**

**-rw-r--r-- 1 arnold user 983 Apr 13 12:14 awk.tab.h**

**-rw-r--r-- 1 arnold user 31869 Jun 15 12:20 awkgram.y**

**-rw-r--r-- 1 arnold user 22414 Nov 7 13:03 awk1.c**

**-rw-r--r-- 1 arnold user 37455 Nov 7 13:03 awk2.c**

**-rw-r--r-- 1 arnold user 27511 Dec 9 13:07 awk3.c**

**-rw-r--r-- 1 arnold user 7989 Nov 7 13:03 awk4.c**

第一个域包含了读写权限，第二个域包含了文件的硬连接[[12]](#footnote-13)个数，第三个域显示了文件的属主信息。第四个域显示的文件的用户信息。第五个域显示了文件的字节大小。第六、七、八个域分别包括文件最后修改时间的月，日与时间。最后，第九个域包含了文件名。

在***awk***程序中‘$6 == “Nov”’ 就是用来判断‘ls –l’ 输出的第六个域是否为‘Nov’ 的表达式。如果每次的输入行的第六个域匹配字串‘Nov’，***awk***就会执行‘sum+=$5’。这个会加上第五个域（文件大小）到变量sum 中。结果就是，当***awk***完成了所有行的输入时，sum 就包含了匹配模式的所有文件的大小。（这可以工作是因为***awk***的变量会默认初始化为 0。）

最后一行处理后，END 规则就会执行，并打印出sum 的值，在这个例子中为 80600。

这些个高级的***awk***技术会在后面的章节中涉及（查看*，****在第 145 页***）。在你学习到这些高级技术前，你只需要知道***awk***如何解析你的输入并显示你的输出。通过操作各个域并使用print 语句，你就可以产生一些相当有用的，令人印象深刻的报表。

## 1.6 *awk*语句与行

通常情况下，***awk***程序的每一行都是一个独立的语句或者一个独立的规则，类似于：

**awk ’/12/ { print $0 }**

**/21/ { print $0 }’ mail-list inventory-shipped**

但是gawk 会忽略下面符号后面的任何新行。

**， { ? : || && do else**

任何一个新行都会认为是一个语句[[13]](#footnote-14)的结束。为了识别一行的后续字符（续行），（‘\’）反斜杠必须是行的结束字符，就算在串的或者正则表达式的中间。如：

**awk ’/This regular expression is too long， so continue it\**

**on the next line/ { print $1 }’**

我们一般不在我们的程序代码中利用反斜杠来续行。gawk 对于一行的长度没有限制，因此反斜杠续行并非是必要的。这仅是使得程序更有可读性。因为这个原因，也为清晰起见，我们尽量保证书中代码的语句的短小。如果你的代码是写在单独的文件而不是命令行中，那么反斜杠就最有用了。同时你也需要知道不同的发布版本的***awk***对于反斜杠在何处使用是有特殊地方的。因此，为了能最大化你的代码的可移植性，最好不要把你的代码行在字串或者正则表达式中间断行分开。

注意：反斜杠续行不会在C Shell 中有效。它只在独立的awk程序文件，或者一次性的程序中有用，前提是你使用的是POSIX 兼容的Shell，例如Unix Bourne Shell 或者Bash。但是C Shell 的表现不同！你需要在行中使用两个反斜杠，然后再写入新行。在使用C Shell 时你也需要留意awk程序中的每一个新行都需要反斜杠转义。作为说明如下：

**% awk ’BEGIN { \**

**? print \\**

**? "hello， world" \**

**? }’**

**-| hello， world**

***‘$’*** and ***‘>’***.

这里面，‘%’ 与‘？’ 都是C Shell 的主、次提示符，与标准的Shell ‘$’ 与‘>’ 类似。

与前面一个例子相比，看看POSIX 兼容的Shell 如何来完成：

**$ awk ’BEGIN {**

**> print \**

**>"hello， world"**

**> }’**

**-| hello， world**

***awk***是一个面向行的语言。每一个规则的动作都与模式在同一行。为了将它们分隔在不同的行，你必须使用反斜杠来进行续行；没有他选项。

还有一个事情要记住，不要将反斜杠与注释混用。***awk***只要看到‘#’ 开始一个注释，就会忽略一行中的后续部分。例如：

**$ gawk ’BEGIN { print "dont panic" # a friendly \**

**> BEGIN rule**

**> }’**

**error gawk: cmd. line:2: BEGIN rule**

**error gawk: cmd. line:2: ^ syntax error**

在这个例子中，看起来反斜杠会将注释续到下一行。但是，反斜杠-新行这样的组合从来不会被注意到，因为它在注释中被藏起来了。因此，BEGIN 会被视作一个语法错误。

当***awk***的一个规则中的语句很短，你想把它们放在同一行，这个可通过语句之间用分号（‘；’）进行分隔。这也同样适应于规则本身。因此，在这节中展示的程序也可以写在这样：

**/12/ { print $0 } ; /21/ { print $0 }**

提示：需要声明的一点是，用一个分号分隔同一行中的规则并不是awk语言的首创。为了与在一个动作的语句处理保持一致，这才加入到awk中的。

## 1.7 *awk*的其他特性

***awk***语言提供了非常多的预定义的，或者内建的变量，可让你的程序从***awk***获取信息。也有些变量集是让你的***awk***程序控制***awk***如何处理你的数据。

另外，***awk***也提供了很多的内建函数，来做一些通用性的计算与字串相关的操作。gawk 提供了内建的函数用来处理时间戳，执行位操作，以及运行时的字串翻译（国际化），确定变量的类型以及数据排序。

当我们开发***awk***语言程序时，我们会介绍多数的变量与函数，他们会在，***在第 155 页***，以及，***在第 182 页***，有系统的描述。

## 1.8 何时使用*awk*

目前，我们已经了解了一些***awk***可以做的事情，你可能有疑问***awk***对你有什么用处。通过使用其他工具程序，更高级的模式，域分隔符，算术语句以及其他的选择方案，你可以产生更为复杂的输出。***awk***对于从大量的原始数据产生报表的场景中非常用有，如从其他的工具，如 ls 的输出中汇总信息。（查看 ，***在第 30 页***）

用***awk***语言写的程序一般会比较其他的语言所写的程序要短。这使得***awk***程序非常容易组合与使用。***awk***常常在“用后即丢”的场景中快速实现你的代码。由于***awk***是解释型的，这就避免了在编辑-编译-测试-调试这样的程序开发流程的编译流程，而这个流程通常都比较长。

也有非常复杂***awk***程序，包括一个完整的可重定位的为8位微处理写的汇编器（查看*，****在第 453 页***，取得详细信息），以及为专用的Prolog 计算机写的微代码的汇编器。起初的***awk***的能力没有办法完成这么复杂的任务，但是现代版本的***awk***则具备了这样的能力。

如果你发现你可能需要写好几百行的程序代码，你或许应该考虑使用其他的编程语言，Shell 就对字串处理与匹配就很在行；另外，它也可以让你充分使用系统中的强大工具。Python 在高层级上的语言编程方便性与使用系统工具之间提供了很好的平衡。[[14]](#footnote-15)

## 1.9 总结

* ***awk***程序由模式-动作对组成。
* 没有模式的动作也会运行。对于没有模式的默认动作就是‘{print $0 }’。
* 要么使用***awk*** ‘program’ file 或者***awk*** –f program-file files 来运行***awk***。
* 你可以使用特殊的‘#！’ 字串放在***awk***程序的第一行来直接执行。
* ***awk***程序的注释以‘#’ 开始，并持续到同一行的结束。
* 当在写大的脚本的一部份时，awk时候要注意引号问题（或者MS-Windows 的批处理文件）。
* 可以使用反斜杠来进行源代码续行。也可以在逗号‘，’，开大括号‘{’，问号‘？’，冒号‘：’，‘||’，‘&&’，‘do’，与‘else’后面自动续行。

# 第二章 运行*awk*与 gawk

本章的内容包括如何来运行awk，介绍POSIX 标准的与gawk 特定的命令行选项，以及awk 与gawk 不带参数运行时的情形。后面再涉及gawk 如何来搜索文件，在读取其他文件的同时从标准输入读取数据，gawk 的环境变量，退出状态，使用包含文件，以及那些过时的，未文档化的选项与特性。

本章中的许多特性与选项在后面的章节中会更详细地说明。可以跳过本章中那些你现在不感兴趣的内容。

## 2.1 调用*awk*

有两种方式来运行awk——带显式程序的方式或者是一到多个的程序文件方式。下面是两种运行方式的模式；在 [] 中包括内容是可选。

**awk [options] -f progfile [--] file . . .**

**awk [options] [--] 'program' file . . .**

除支持传统的单字母的POSIX 选项外，gawk 也支持GNU 长格式的选项。也可以用空程序的方式调用awk：

**awk ’’ datafile1 datafile2**

但是，这样做基本没什么用。当程序内容为空时，awk 会安静地退出。如果在命令行中进行了指定了--lint 参数，gawk会警告说，程序为空。

## 2.2 命令行参数

选项以横杠开始，后面接一个字符。GNU 风格的长选项，则是两个横杠后面带关键字。关键字可以是缩写的，只要缩写使得选项是可识别的唯一标识即可。如果选项带参数，要么是关键字后面直接跟一个等于号（=）加上参数的值，要么是关键字与参数的值通过空格分隔。如果特定的选项有多个值，那么只有最后一个值有效。

gawk 的每一个长选项都有一个对应的POSIX风格的短选项。长短选项在所有的上下文中都可以互相替换的。下面的列表列出了POSIX 标准中规定的选项：

***-F fs***

***--field-separator fs***

设置FS 变量的值为fs（查看***，在第 71 页***）。

***-f source-file***

***--file source-file***

从文件中读取awk 程序，而不是第一个非选项的参数。这个选项可以指定多次；awk 的程序可以由每一个指定的源程序文件连接而成。

***-v var=val***

***--assign var=val***

在执行程序之前，设置变量值为val。这个变量在BEGIN 规则中可用（查看***，在第 41 页***）。

-v 选项只可以设置一个变量；但是可以使用多次，如此来设置另一个变量的值：‘awk -v foo=1 -v bar=2 ...’。

注意：使用–v 选项设置内置变量的值可能导致令人惊讶的结果。awk 在需要的时候，可以重新设置这些变量的值，而忽略你指定的任何初始值。

***-W gawk-opt***

选择一个实现有关的选项。这是为特定实现而提供的一种POSIX 转换。这个选项也有一个GNU 风格的长选项。注意长选项是可以缩写的，只要保证缩写是唯一的即可。特定于gawk 的选项的完整列表下面会列出。

***--***

指示命令行选项的结束。后续的参数不会被识别为选项，即使它们以‘-’开始。

对于–- 的解释是参照POSIX 的参数分析习惯。如果你有一个文件名以‘-’开始，这个参数则非常有用，或者在Shell 脚本里，文件名会由用户来指定。在把参数传递给awk 程序上，这个参数也非常有用。查看，***在第 237 页***。

下面的选项是特定于gawk 的选项：

***-b***

***--characters-as-bytes***

指定gawk 将输入的数据按照单字节的方式对待。另外，所有的由 print 或者 printf 的输出也以单字节的方式对待。

正常情况下，gawk 会按照POSIX 的标准，按照当前语言设置来处理输入数据（查看***，在第 136 页***）。这常常导致将多字节字符转换为宽字符（内部处理了），当输入的数据不是有效的多字节字符时，这可能导致一些问题或者疑惑。这个选项简单地告诉gawk，“别碰我的数据！”

***-c***

***--traditional***

指定兼容模式，在这种模式下awk 的GNU扩展会被禁用，这样gawk 的表现就跟BWK awk 一致。查看，***在第 406 页***，其中汇总了所有的扩展。也可以参考，***在第 439 页***。

***-C***

***--copyright***

打印简单版本的通用许可证协议（General Public License，GPL）然后退出。

***-d[file]***

***--dump-variables[=file]***

打印经过排序的全局变量，以及它们的类型，以及最终值到file中。如果没有提供file参数，就把这个列表打印到一个awkvars 的文件中，并输出在当前目录。如果提供了file参数，在–d 参数与file之间不能有空格。

查看全局变量列表，是一种查找程序中输入错误的一种好方法。如果你的程序很大，而函数很多时，可以使用这个选项，来确定你的函数是否有这种情况，即本来使用本地变量却错误地使用了全局变量。（这个在将变量名命令为i，j 等等名字的情况下尤其容易出错。）

***-D[file]***

***--debug[=file]***

启用awk程序调试（查看，***在第 320 页***）。默认情况下，调试器从键盘中交互式地读入命令。可选参数file 可以让你指定在文件中的命令行列表，而不是交互地输入。如果你提供了file 参数，则在–D 与file 之间不能有空格。

***-e program-text***

***--source program-text***

在***program-text***中指定源代码。这个选项可以让你混用通过文件与通过命令行来提供源代码的方式。这个选项在你有自己的库函数要使用，但是你又通过命令行来转入程序的情况下非常有用。（查看***，在第 43 页***）。

***-E file***

***--exec file***

与–f 参数类似，awk 从文件中读取程序。与–f 相比，有两个不同：

* 这个选项会结束选项的处理；任何在命令行上后续的其他参数都将直接传递给awk 程序。
* 命令变量赋值形式***‘var=value’***也将禁止。

这个选项在写WWW CGI 程序时通过URL 传统参数时非常有用。通过这个选项可以防止一些有害的（或者其他的）用户将选项，赋值以及awk 源代码（通过 –e 选项）传递给CGI 应用。[[15]](#footnote-16)这个选项需要与 ‘#!’脚本一起使用（查看 ***，在第 22 页***），例如这样：

**#! /usr/local/bin/gawk -E**

**awk program here ...**

***-g***

***--gen-pot***

分析源程序中的已经做了翻译标志所有字串常量，并产生一个GNU gettext 可移植的对象模板文件到标准输出上。查看*，* ***在第 311 页***，来取得这个选项的相关信息。

***-h***

***--help***

打印“使用方式”信息，汇总gawk 接收的长、短风格的选项然后退出。

***-i source-file***

***--include source-file***

从***source-file***读取awk 源库。这个选项与在你的程序中的***@include***等同。也非常类似于–f 选项，但是有两个重要的不同。首先，当–i 指定时，如果源程序之前已经装载过了，则不会再被装载，而当使用–f 时，gawk 总是会装载源文件。第二，由于这个选项目的是用于库类型的代码，gawk 不会将这些文件识别成主程序的连续输入。因此，在处理了–i 参数后，gawk 还是希望通过命令行的–f 参数来取得主程序源代码。

***-l ext***

***--load ext***

载入一个名为ext 的动态扩展。扩展存储为系统的共享动态库。这个选项使用 AWKPATH 变量来搜索库。正确的库后缀会根据系统默认提供，因此你不需要指定扩展名。扩展的初始化函数为***dl\_load()***。另外一个选项就是通过在程序中通过***@load***关键字来装载共享库。这个高级特性的详细说明在*，****在第 349 页***。

***-L[value]***

***--lint[=value]***

对于可疑的或者不可移植到共他awk 实现的结果提出告警。如果提供了value，则与–L 参数之间不可以有空格。一些警告会在第一次读入程序时就会给出。而其他的一些会在运行时给出。当可选参数的值是 ‘fatal’，lint[[16]](#footnote-17)警告就成了致命错误。这可能有点夸张，但是这确实能够刺激开发者开发出更加“干净”的awk 程序。如果可选参数的值为***‘invalid’***，则只有在确实是无效的情况下才会发出告警。（这个还没有完全实现）

有些告警只打印一次，就算这样的可疑结果在你的awk 程序中出现多次。因此，当去除了由–-lint 所报告的问题时，你应该要仔细检查你的程序中所有不恰当的结构。如果你的程序不长，做这个工作也不会成为什么负担。

***-M***

***--bignum***

强制对于数据计算使用任意精度。这个选项如果在gawk 编译时没有使用GNU MPFR 以及MP 库时，不会起作用。（查看*，****在第 349 页***）

***-n***

***--non-decimal-data***

启用自动的对输入数据的八进制与十六进制值的自动解释（查看***，在第 297 页***）。

注意：这个选项有可能严重破坏旧的程序，因此要小心使用。同时也提示，这个参数可能在gawk 的后面的版本会被取消。

***-N***

***--use-lc-numeric***

当分析数值输入数据时，强制使用当前的语言设置(current locale)的十进制小数点字符。（查看***，在第 136 页***）

***-o[file]***

***--pretty-print[=file]***

启用awk 程序的简单打印。默认情况下，输出程序被创建在一个文件名为***awkprof.out***文件中（查看，***在第 307 页***）。可选参数file 可以让你可以指定一个不同的文件用于输出。如果你提供了file 参数，则–o 选项与file 之间不能有空格。

提示：由于gawk 演化的方式，有这个参数时，你的程序依然会执行。这个会在下一个主要版本发生变化，因此gawk 仅简化打印程序，而不是执行它。

***-O***

***--optimize***

启用某些程序内部表达式的优化。在此时，这个仅仅包括一些简单的常量折叠。[[17]](#footnote-18)

***-p[file]***

***--profile[=file]***

启用awk 程序采样分析（查看，***在第 307 页***）。默认情况下，采样分析会生成文件名为 awkprof.out。可选参数file 可以让你指定一个不同的文件名。如果你指定了file 参数，则在–p 选项与file 参数之间不能有空格。采样分析结果中在左边包括程序中的每条语句的执行次数，以及每个函数的函数调用次数。

***-P***

***--posix***

严格按POSIX 模式来。这个禁用所有的gawk 扩展（就像--traditional一样），并禁用所有不属于POSIX 的扩展，查看，***在第 414 页***，了解gawk 中通过这个参数被禁用的所有扩展。同时，也附加如下限制：

* 当FS 等于单个空格时，新行不会像空格一样用来进行域分隔。查看，***在第 67 页***。
* 在‘？’ 或者‘：’ 后不能断行（查看***，在第 132 页***）。
* 指定‘-Ft’ 时，不能将FS 的值设置为单一的TAB 字符（查看***，在第 71 页***）。
* 语言设置中的十进制小数点字符用来分析输入数据（查看，***在第 136 页***）。

如果你即提供了--traditional 与--posix 参数在命令行中，--posix 会优先执行。gawk 则会输出一个警告。

***-r***

***--re-interval***

在 regexps 中允许区间表达式（查看，***在第 53 页***）。现在这个是gawk 的默认行为。这个参数保留下来，即为了身后的兼容性，也为了与–-traditional 组合使用。

***-S***

***--sandbox***

禁用 system () 函数，用 getline 进行输入重定向，用 print， printf 以及动态扩展来进行输出重定向。当你要执行来源有有疑问的awk 源代码时，为了确保脚本不会访问你的系统（而不是通过指定输入数据文件），这个参数尤其有用。

***-t***

***--lint-old***

当相应的结构在 Version 7 Unix起初始的awk 版本中不可用时，发出告警。（查看，***在第 404 页***）

***-V***

***--version***

打印这个本gawk 的版本信息。这个可以让你确定你的gawk 版本是不是与Free Software Foundation 发布的最新版本匹配。在Bug 报告中也非常有用。（查看***，在第 434 页***）

只要提供了程序文本，如果有选项由于警告而被标志为无效，忽略它就可以了。

在兼容模式里，有个特殊的地方，如果果 fs 的值通过 -F 参数设置为‘t’，那么 FS 就会被设置成 TAB 字符（“\t”）。这种情况只有在使用 --traditional 时才会为真，而不是 --posix（查看，***在第 71 页***）。

-f 参数可以在命令行中使用多次。awk 将从多个文件中读取程序，就好像这些文件已经合并成了一个大的文件。这种方式在创建 awk 函数库时非常有用。这些函数只需要写一次，然后从某个标准的位置取用，而不是在每个单独的文件中包含。-i 参数在这个方面的考虑也类似。（正如，***在第 204 页，***中所提到的，这些函数名必须是唯一的。）

标准的 awk 中，就算程序是通过键盘输入的，通过 -f /dev/tty 完成，库函数也还是可以使用的。输入程序后，键入 Ctrl+d （文件结束符）来结束。（你也可以使用 -f - 来从标准输入中读取程序源代码，只是这个时候，你就不能同时使用标准输入作为数据的输入源。

由于标准 awk 中混用源文件与命令行 awk 程序，显得有一些笨拙，所以 gawk 提供了一个 -e 选项。这并不需要你抢占标准输入来输入源代码，而是让你很容易地混合使用命令行与库源代码（查看***，在第 43 页***）。与 -f 一样，-e 与 -i 选项也可以在命令中多次使用。

如果没有 -f 或者 -e 选项指定，gawk 会使用命令行中的第一个非选项参数作为程序的源代码。

如果环境变量POSIXLY\_CORRECT存在，gawk 就会严格地按照 POSIX 模式执行，就如你提供了 --posix 参数一样。许多的 GNU 程序都查找这个环境变量来禁用与 POSIX 标准有冲突的扩展，但是 gawk 的行为有一些不同：它禁用所有的扩展，就算某个特性与 POSIX 没有冲突，然后按照严格的POSIX 标准模式执行。如果指定了 --lint 选项，gawk 会因为POSIXLY\_CORRECT而开启 POSIX 模式，然后会输出警告信息，说 POSIX 模式已经启用。一般来说，你可能会在你的 Shell 的启动脚本中设置这个变量。对于与 Bourne Shell 兼容的 Shell 来说（如 Bash），你可以将下面的行加入到用户主目录的 .profile 文件中：

**POSIXLY\_CORRECT=true**

**export POSIXLY\_CORRECT**

对于与C shell 兼容的 shell，[[18]](#footnote-19)你可以将下面的行加入到用户主目录的 .login 文件中：

**setenv POSIXLY\_CORRECT true**

对于每日的工作环境，设置POSIXLY\_CORRECT变量并不值得建议，但是对于测试你的程序在其他环境中的可移植性则有相当作用。

## 2.3 其他命令行参数

对于命令行中的额外参数，一般都会被当作输入文件来对待，并依次处理。但是具有 var=value（将 value 赋值给变量 var） 形式的参数，却并不作为一个输入文件指定。（查看 .***在第 116 页***）在下面的例子中，count=1 是一个变量赋值，而不是文件名：

***awk* -f program.*awk* file1 count=1 file2**

有的命令行参数都可以通过ARGV 数组被 awk 程序得到（查看***，在第 155 页***）。命令行参数与程序文本（如果有）都在 ARGV 中忽略掉了。其他的参数，包括变量赋值，都包含在了这个数组中。随着对 ARGV 参数的处理，gawk 会设置 ARGIND 的值为 ARGV 数组的索引，以记录当前的元素位置。

通过更改 ARGC 与 ARGV 的值，你可以控制 awk 处理输入文件的方式；这个内容会在，***在第 163 页***，会有更详细的描述。

对文件名参数与赋值变量参数的区分是在 awk 在准备打开下一个输入文件时处理的。在那个执行点，awk 会检查文件名，看它是一个文件还是一个变量赋值；如果是，awk 会设置那个变量而不是打开文件进行读操作。

因此，在处理完所有之前的文件后，变量就会被设置成相应的值。特别的，以这种方式对变量进行的赋值，在 BEGIN 规则（查看***，在第 141 页***）中是不可访问到的，因为这个规则在 awk 开始扫描参数列表之前就已经执行了。

在命令行上所给的赋值变量会按照转义的方式进行处理（查看***，在第 51 页***）。

在一些非常早期的 awk 实现中，当变量赋值参数出现在任何文件名之前，则赋值操作会发生在 BEGIN 规则执行前。awk 的行为因此就不一致了；一些命令行赋值会在 BEGIN 规则中就可以使用，而其他的则不可以。非常不幸的是，一些应用程序却依赖于这样的“特性”。当 awk 变得更一致的时候，-v 选项就用来协调应用依赖于这种旧行为的代码。

变量赋值特性会在设置 RS，OFS，ORS 变量的值时非常有作用，这个变量用来在扫描数据文件时控制输入输出格式。同时，如果 awk 要多次扫描数据文件时，用来控制状态也非常有用。例如：

**awk’pass == 1 { pass 1 stuff }**

**pass == 2 { pass 2 stuff }’ pass=1 mydata pass=2 mydata**

有了变量赋值特性后，用 -F 参数来设置 FS 的值，严格来说就不那么必要了。这里保留下来只是为了兼容历史版本。

## 2.4 命名标准输入

很多情况下，你希望同时从标准输入与文件中输入数据，你希望读一个文件，再从标准输入的管道中读入数据，然后再读另一个文件。

将标准输入命名的方式，对所有版本的 awk，都是使用一个单独的减号，或者说是横杠 ‘-’，例如：

**some\_command | awk -f myprog.awk file1 - file2**

这个例子中，awk 首先读取文件 file1，然后从***some\_command***的输出中读入数据，最后从 file2 中读取数据。

当你使用 getline 来读取文件时，你也可以用“-”来命名标准输入（查看***，在第 85 页***）。

另外，gawk 也可以让你在命令行或者程序文件中指定特殊的文件名 /dev/stdin。一些版本的 awk 也支持这种方式，但这并不是标准。（有些操作系统在文件系统中提供文件 /dev/stdin；而 gawk 总是自己来处理这个文件。）

## 2.5 gawk 使用的环境变量

有很多的环境变量会影响到 gawk 的行为。

### 2.5.1 环境变量 AWKPATH

在大多的 awk 实现中，你可以指定为每个程序文件指定确定的路径名，除非文件就在当前目录。但是，如果通过 -f 或者 -i 选项所提供的文件名中没有包括目录分隔符‘/’，gawk 则会在一系列的目录中进行搜索（称为搜索路径），一个接一个地查找是否有指定的文件名。

这些搜索路径包括一系列的由冒号[[19]](#footnote-20)分隔的路径名。gawk 从 AWKPATH 环境变量中取得它的搜索路径。如果不存在这个变量，或者这个变量为空，gawk 会使用默认的路径（后面说明）。

搜索路径特性用来创建通用的 awk 函数库非常有用。库文件可以放在一个标准的默认目录中，然后在命令行中指定一个短的文件名。不然的话，你需要输入每个文件的完整路径。

通过使用 -i 或者 -f 选项，你的命令行 awk 程序可以利用 awk 的库文件（查看*，****在第 221 页***）。如果是在兼容模式中，路径搜索并没有实现，因此，而对于--traditional 与 --posix模式，搜索路径不可用。查看.***在第 35 页***。

如果源代码文件没有在初始的路径中找到，则路径搜索会在文件名后面加一个 .awk 后缀名后再执行搜索。

gawk 的路径搜索机制与 Shell 的机制有点类似。（可以查看 Bourne-Again Shell 手册）它将空的路径项视为当前路径。（一个空项由一个冒号开始，或者以冒号结束的路径，或者两个紧接着的冒号表示[‘::’]。）

提示：要将当前路径包括在路径中，要么在项目中放一个点号 . 或者写一个空的路径项。

gawk 之前的几个不同版本会显示地在当前目录进行搜索，不管是在搜索路径前还是后。在版本 4.1.2 这个版本中，则不再这么处理；如果你希望搜索当前目录，你必须包括一个点 . 作为一个独立的项，要么在搜索路径中加入一个空项。

AWKPATH 的默认路么是：***‘.:/usr/local/share/awk’***。[[20]](#footnote-21)由于 . 包括在了开始处，gawk 会首先搜索当前目录，然后再搜索/usr/local/share/awk。在实践中，这意味着你很少需要更改 AWKPATH 的值。

gawk 将其使用的搜索路径的值放在ENVIRON["AWKPATH"]元素中。这提供了可以让你在程序中访问搜索路径的机制。

尽管你可以在程序中更改ENVIRON["AWKPATH"]的值，但这不会影响正在执行的程序的行为。原因如下：AWKPATH是用来作为搜索程序文件的环境变量。一旦你的程序运行起来，所有的文件都已经搜索到了，gawk 就不再需要 AWKPATH 变量了。

### 2.5.2 环境变量 AWPLIBPATH

AWKLIBPATH环境变量与 AWKPATH 变量类似，但是是由来搜索可装载的扩展（存储为系统的共享库），而不是用来搜索源代码文件，这些扩展由 -l 选项进行指定。如果扩展没有找到，会在搜索完成后加上恰当的共享库后缀后再次搜索。例如，在 GNU/Linux 系统中，后缀是‘.so’。搜索路径也可以用于用***@load***关键词进行的扩展装载（查看***，在第 48 页***）。

如果 AWKLIBPATH 在环境变量中不存在，或者为空，gawk 会使用默认的路径，一般是‘***/usr/local/lib/gawk***’，但这也会由于 gawk 构建的方式而有不同。

gawk 会将搜索路径的值存放于 ENVIRON["AWKLIBPATH"]中。这样，在你的程序中可以得到实际的搜索路径。

### 2.5.3 其他的环境变量

还有很多的环境变量会影响gawk的行为，但是它们都比较特殊。下面的变量都是一般的用户使用：

***GAWK\_MSEC\_SLEEP***

指定连接重试的间隔，以毫秒为单位。在不支持 usleep 调用的系统上，这个值为向上舍入为整数秒。

***GAWK\_READ\_TIMEOUT***

指定 gawk 在返回出错前，等待输入的毫秒数。查看***，在第 90 页***。

***GAWK\_SOCK\_RETRIES***

控制 gawk 重试双向 TCP/IP （Socket）连接的次数。查看***，在第 306 页***。

***POSIXLY\_CORRECT***

导致 gawk 切换到 POSIX 兼容模式，并禁用所有的传统的与 GNU 扩展。查看***，在第 35 页***。

下面的环境变量由 gawk 的开发者用于测试与调测目的。它们会改变。这些变量是：

***AWKBUFSIZE***

这个变量只影响在 POSIX 兼容系统上的 gawk。如果果值是 exact，gawk 会使用输入文件的大小作为内存缓存的大小，来用进行 I/O 的分配。其他情况下的值则是一个整数值，gawk 使用这个值进行缓存的分配。（当这个变量没有设置，gawk 使用文件大小与默认块大小两者中的小的数值，这一般来说者是文件系统的 I/O 块大小。）

***AWK\_HASH***

如果这个变量存在，值为‘gst’，gawk 会切换使用来自于 GNU Smalltalk 的哈希函数来管理数组。这个函数比标准的函数要稍快。

***AWKREADFUNC***

如果这个变量存在，gawk 会切换成一次一行地读取文件，而不是整块地读。这个变量的存在是为了调试在 non-POSIX 操作系统上文件系统的问题，在这个系统上的 I/O 是以记录来进行读取而不是以块的方式。

***GAWK\_MSG\_SRC***

如果这个变量存在，gawk 会在产生的警告信息与致命信息中加入文件名与行号。它的目的是帮助分离消息源，因为有可能有多个地方会产生相同的警告或者错误信息。

***GAWK\_NO\_DFA***

如果这个变量存在，gawk 不会使用 DFA regexp 匹配器[[21]](#footnote-22)来进行“它匹配么？”类型的匹配测试。这会导致 gawk 更慢。它的目的是帮助分隔两个 gawk 内部使用的 regexp 匹配器。（本来应该是没有什么差异的，但是偶尔有时理论与实际相互不太合拍。）

***GAWK\_NO\_PP\_RUN***

注意：这个变量在下个版本发布时不会继续存在。

当 gawk 指定 --pretty-print 选项时，如果存在这个变量，它将不会执行程序。

***GAWK\_STACKSIZE***

指定 gawk 内部求值栈的增长的大小，如果需要增长的话。

***INT\_CHAIN\_MAX***

指定gawk 管理的由整数进行索引的数组中的哈希链的元素的最大数值。

***STR\_CHAIN\_MAX***

指定gawk 管理的由字串进行索引的数组中的哈希链的元素的最大数值。

***TIDYMEM***

如果这个变量存在，gawk 则使用 GNU C 库中的 mtrace () 库调用来跟踪可能的内存泄露。

## 2.6 gawk 的退出状态

如果使用一个数值来与退出语句一起使用（查看 ***，在第 154 页***），gawk 则用这个数值做为它的退出状态数值。

否则，如果在执行中没有发生错误，gawk 则用 C 的常量EXIT\_SUCCESS退出，这一般为 0。

如果出现了错误，gawk 则使用 C 常量EXIT\_FAILURE退出，这一般是 1。

如果 gawk 由于致命错误而退出，则退出状态为 2。在 non-POSIX 系统上，这个值可能会被影射为EXIT\_FAILURE。

## 2.7 在你的程序中包含其他的文件

本节中所描述的特性都是gawk 所独有的。

***@include***关键字可以用来读取 awk 外部的源文件。这赋予了你将大的awk 源程序拆分为更小的，可管理的代码块的能力，也可以让你复用通用的awk 源代码。这就是说，你可以将实现特定任务的 awk 函数组织成外部文件。通过***@include***关键字与 AWKPATH 环境变量搭配使用，这些文件可以像函数库一样被使用。注意，源文件也可以通过–i 选项包含进来。

让我们看个例子。我们启动两个小的（没啥用的）awk 脚本，名字为 test1 与test2。这里是 test1 的脚本：

**BEGIN {**

**print "This is script test1."**

**}**

这里是 test2 的：

**@include "test1"**

**BEGIN {**

**print "This is script test2."**

**}**

用gawk 执行test2 产生了下面的结果：

**$ gawk -f test2**

**-| This is script test1.**

**-| This is script test2.**

gawk 执行 test2 脚本，而这脚本通过***@include***关键字包含了 test1。因此，包含外部的awk 源代码，你可以只使用***@include***，后面加上要包含的文件名，并用双引号引起来。

提示：要记住，这是个语言结构，并且文件名不能是个串变量，而只能是一个在双引号中的代表其自身的字串常量。

文件包含有可能是内嵌的；例如，如果有第三个脚本，名字为 test3：

**@include "test2"**

**BEGIN {**

**print "This is script test3."**

**}**

用gawk 执行脚本 test3 则会产生下面的结果：

**$ gawk -f test3**

**-| This is script test1.**

**-| This is script test2.**

**-| This is script test3.**

文件名也可以是一个目录名。如：

**@include "../io\_funcs"**

或者：

**@include "/usr/awklib/network"**

上面两个格式都是正确的。AWKPATH 环境变量在使用***@include***时会产生巨大好处。在***@include***使用 AWKPATH 环境变量的规则，在命令行搜索中也是一样适应的。（查看，***在第 43 页***。）

用这来构建gawk 的函数库非常有用。如果你有一个大的，非常有用的通用awk 函数脚本，你就可以将他们拆分为一个个库文件，然后将这些文件放在一个特定目录。然后你可以将这些“库”包含进来。你可以使用文件的全路径，也可以通过设置 AWKPATH 环境变量，然后使用***@include***，并仅使用全路径名的文件名部分即可。当然，你也可以将库文件放在不止一个目录下；更复杂的工作环境是这样的，你用多个目录来组织需要包含的文件。

由于可以通过多个 -f选项来指定个文件，***@include***这样的机制并不严格需要。但是，***@include***关键字可以帮你构建自包含的gawk 程序，这样可以避免写复杂，多余的命令行。特别是，***@include***在写CGI 脚本来运行网络页面时非常有用。

如在，***在第 43 页***，所提到的，当前的目录总是包含在文件AWKPATH 搜索路径的第一个位置，这也同样应用于***@include***机制。

## 2.8 在你的程序装入动态扩展

这一节描述的也是gawk 的特性。

***@load***关键字，可以用来读取外部的awk 扩展（存储为系统共享库）。这个机制可以让你使用编译过的代码来实现非常高的执行性能，并且/或者使用使用一些awk 语言所不支持的能力。AWKLIBPATH 变量来用进行扩展的搜索。使用***@load***机制完全与使用命令行选项 -l 等同。

如果扩展一开始没有在 AWKLIBPATH 中找到，会通过给文件名附加上默认动态库扩展名再搜索一次。例如，在GNU/Linux 系统中，这个后缀名是‘.so’：

**$ gawk ’@load "ordchr"; BEGIN {print chr(65)}’**

**-| A**

上面的代码与下面的例子等同：

**$ gawk -lordchr ’BEGIN {print chr(65)}’**

**-| A**

对于命令行的使用，-l 选项更加方便，但是***@load***用来在你的awk 源代码中嵌入必须的扩展也非常有用。

***,在第 349 页***，详细解释了如何（用C 或者C++）来写扩展，这些扩展可以用***@load***来装载，也可以用 -l 选项来装载。在这章里也述及了 ordchr 扩展。

## 2.9 已经取消的选项以及特性

本节所涉及的特性以及/或者命令行选项，来自之前的gawk 发布版本。这些特性，命令行选项要么已经不再可用，要么是虽然是还支持，但是已经标志为放弃状态(意味着它们在下个版本中将不再可用)。

进程相关的特殊文件/dev/pid， /dev/ppid， /dev/pgrpid， 与 /dev/user已经在 gawk 3.1 版本取消了，但是还可以使用。到 4.0 版本的时候，它们将不再被 gawk 识别。（而是使用PROCINFO，查看，***在第 158 页***。）

## 2.10 未记载的选项与特性

*使用源代码，祝好运！*

*—Obi-Wan*

本节特意留空。

## 2.11 总结

* 使用‘awk 'programe' files’或者‘awk -f program-file files’来运行 awk。
* 对所有版本的 awk，有三个标准的选项，即 -f， -F 与 -v。gawk 支持这几个选项，也支持其他许多的选项，以及 GNU 风格的长选项。
* 非选项的命令行参数通常会被当做文件名对待，除非它他有‘var=value’这样的形式，这种形式下，会在 awk 处理输入文件时执行变量赋值语句。
* 所有的非选项命令行参数，不包括程序文本，都会存放于ARGV数组中，调整 ARGC 与 ARGV 会影响 awk 处理输入的方式。
* 在命令行中，你可以使用一个单一的减号（‘-’）来指定标准输入。gawk 也可以让你使用特殊文件 /dev/stdin。
* gawk 会关注一系列的环境变量，AWKPATH， AWKLIBPATH与 POSIXLY\_CORRECT是最重要的几个。
* gawk 的退出状态向调用它的程序传递了相应的信息。在程序代码中使用退出语句来设置 awk 程序的退出状态。
* gawk 可以将其他的 awk 源代码包含在到你的程序中，这是通过@include语句以及/或者 -i 与 -f 命令行参数来实现的。
* 通过***@load***语句与/或者 -l 选项，你可以将使用 C 或者 C++ 编译的其他附加功能模块（扩展）引入你的程序。（这个高级特性会在*，****在第 297 页，*** 中进行详细说明。）

# 第三章 正则表达式

正则表达式，也称为‘regexp’，是描述字串集的方法。由于正则表达式是 awk 程序最基础的部分，它们的格式与使用有必要用单独的一章来进行解析。

在斜杠对（‘/’）中包括的正则表达式，在 awk 中称为模式，用以匹配那些属于这个字串集的输入记录。最简单的正则表达式就是一串字符序列，数字或者二者兼而有之。这样的正则表达式匹配任意具有这个字符序列的字串。所以正则表达式‘foo’匹配任意包含‘foo’的字串。这样，模式 /foo/ 匹配任意的输入记录，只要这个记录在任意位置包含这三个连续的字符序列‘foo’好可。其他类型的正则表达式可以让你指定更复杂的字串类。

在本章的开始的例子，都是比较简单的。当我们更深入地解释正则表达式如何工作时，就会写一些更复杂的例子。

## 3.1 如何使用正则表达式

正则表达式通过两个斜杠包含起来进行使用。然后正则表达式就会对记录的整个文本进行测试。（正常情况下，只需要按顺序匹配文本的一部份就能够成功测试匹配与否。）例如，下面只需要记录的任意位置出现‘li’串，就打印它的第二个域：

**$ awk’/li/ { print $2 }’ mail-list**

**-| 555-5553**

**-| 555-0542**

**-| 555-6699**

**-| 555-3430**

正则表达式也可以用于匹配表达式。这些表达式中你可以指定一个要匹配的串；而不需要整个的输入记录。有两个操作符来执行匹配，一个是‘~’，一个是‘!~’。这些表达式可以用作模式部分，也可以用在 if 语句，while 语句，for 语句，以及 do 语句。（查看 ，***在第 146 页***。）例如，下面的例子中，如果 exp（存有字串）匹配 regexp 则会为真：

**exp ~ /regexp/**

下面这个例子中，匹配，或者选择所有的输入记录中的第一个域中某个地方存在大字的字母‘J’：

**$ awk’$1 ~ /J/’ inventory-shipped**

**-| Jan 13 25 15 115**

**-| Jun 31 42 75 492**

**-| Jul 24 34 67 436**

**-| Jan 21 36 64 620**

下面执行一样的功能：

**awk’{ if ($1 ~ /J/) print }’ inventory-shipped**

下个例子中，如果表达式 exp （存有字串）不匹配 regexp 则为真：

**exp !~ /regexp/**

下面的例子中匹配或者选择所有的，第一个域不包含大写字母‘J’的记录：

**$ awk’$1 !~ /J/’ inventory-shipped**

**-| Feb 15 32 24 226**

**-| Mar 15 24 34 228**

**-| Apr 31 52 63 420**

**-| May 16 34 29 208**

**...**

当 regexp 被斜杠包含时，如 /foo/ 我们称 regexp 为常量，就类似于 5.27 是一个数值常量以及“foo”是一个字串常量一样。

## 3.2 转义序列

有些字符不能够原样地在字串常量（“foo”）或者正则表达式常量（/foo/）中。相反，它们需要放在转义序列中，在这个序列中，字符会用一个反斜杠开始。其中的一个用法就是在一个双引号字串常量中包含进一个双引号。由于光双引号会结束一个串，在字串中，你必须使用‘\"’来表示一个实际的双引号。例如：

**$ awk’BEGIN { print "He said \"hi!\" to her." }’**

**-| He said "hi!" to her.**

反斜杠字符自己本身也是一个不能以通常方式包含的字符；你必须输入‘\\’来将反斜杠包含进字串或者正则表达式中。因此，如果字串的内容为‘"’与‘\’，则必须写成 "\"\\"。

其他的转义字符是一些如 TAB 或者换行符这样的不可打印字符。没什么东西可以阻止你输入大多数的不可打印字符到字串常量或者正则表达式常量中，但那看起来奇丑无比。

下面的列表列出了所有的在 awk 中使用的转义的字符以及其对应的字符。除非另外提示，所有这些转义字符即可用于字串常量也用于正则表达式：

\\ 字符反斜杠‘\’。

\a “alert”字符，Ctrl+g，ASCII 代码 7（BEL，响铃）。（这通常是制造一些可以听得到的噪声。）

\b 退格，Ctrl + h，ASCII 代码8（BS）。

\f 换页，Ctrl + l，ASCII 代码 12（FF）。

\n 换行，Ctrl + j，ASCII 代码 10（LF）。

\r 回车，Ctrl + m，ASCII 代码13（CR）。

\t 水平跳格，Ctrl+i，ASCII 代码9（HT）。

\v 垂直跳格，Ctrl+k，ASCII 代码11（VT）。

\nnn 八进制值 nnn，nnn 表示 1 到 3位的‘0’到‘7’之间的数字。如，ASCII ESC 字符的代码是‘\033’。

\xhh... 十六进制值 hh，hh 表示十六进制数字（‘0’到‘9’，以及‘A’到‘F’或者‘a’到‘f’）序列。类似于 ISO C 中的结构，转换序列一直延续到第一个非十六进制的数字为止。(c.e.)但是，使用两个以上的十六进制的数字会产生未定义的结果。（‘\x’转义序列在 POSIX awk 中不被支持。）

注意：下一个 gawk 的主要版本会有改变，会使用到‘\x’后面跟两个最大的十六进制数字的情况。

\/ 字面斜杠字符（在正则表达式的常量中使用）。当你要在一个正则表达式中加入有反斜杠的表达式常量时使用（如***/.\*:\/home\/[[:alnum:]]+:.\*/***；***[[:alnum:]]’***符号会在，***在第 56 页***讨论。）由于正则表达式通过斜杠来分隔，所以如果斜杠是其中的一部分，你就需要进行转义，以通知 awk 继续处理正则表达式后面的部分。

\" 字面双引号（仅在字串常量中使用）。这个序列当你要在一个字串常量中包含双引号时使用（例如"He said \"hi!\" to her."）。由于双引号用来分隔字串，所以当在字串中有双引号时，你需要进行转义，以通知 awk 继续处理字串后面的部分。

在 gawk 的正则表达式中，有许多的以反斜杠开始两字符序列有关特殊的意义。查看，***在第 59 页***。

在正则表达式中，在任意字符前的反斜杠，不在前面的列表中，也没有在，***在第 59 页***，中，其下一个字符则会按字面的处理。就算它正常情况下是正则表达式的操作符。例如/a\+b/匹配3个字符的串***‘a+b’***。

为了完全可移植，不要使用任何没有在前面列表列出的字符或者在不是正则表达式操作符字符前使用反斜杠。

|  |
| --- |
| 常规字符前的反斜杠  如果你在字串常量中的某个未在前面的列表中列出的字符前使用反斜杠，POSIX awk 有意地使这种情况为未定义。有两个选择：  把反斜杠去掉  这正是 BWK awk 与 gawk 两者所做的。例如“a\qc”与“aqc”一样。（因为这是很容易引入，又容易错过的 Bug，gawk 会给予警告。）考虑***‘FS = "[ \t]+\|[ \t]+"’***使用坚线‘|’以及周边的空白作为域分隔符，这时，需要在字串中使用两个反斜杠。  保留反斜杠  有一些 awk 实现会这么做。在这种实现中，输入“a\qc”将与输入“a\\qc”相同。 |

总结一下：

* 对于字串常量与正则表达式常量，前面列表中的转义序列都是会首先处理。处理的时间非常靠前，一读完你的程序，就处理了。
* 常量正则表达式或者动态正则表达式（查看***，在第 58 页***），gawk 都会处理列在，***在第 59 页***，中的操作符。
* 在其他的符号前使用反斜杠，都表示把这个符号按字面处理。

|  |
| --- |
| 转义元字符  假设你使用八进制或者十六进制转义来提交正则表达式的元字符（查看，***见下方***），awk是否将这些字符做为字面字符还是一个正则表达式操作符？  由于历史原因，这样的字符是按照字面字符来处理的。然而，POSIX 标准却表示它们应该被当成真正的元字符，gawk 则是这么处理的。在兼容模式下（查看，***在第 35 页***），gawk 在正则表达式常中会将这些转义的八进制或者十六进制的字符按字面处理。因此 /a\52b/ 与 /a\\*b/ 等同。 |

## 3.3 正则表达式操作符

你可以在正则表达式中与特定字符进行组合，称为正则表达式操作符或者元字符，来给正常表达式加入更加强大的能力与多样性。

在前节，***在第 51 页***，中所描述的转义字符，在正则表达式中也是有效的。他它们通过反斜杠‘\’引入，然后在处理正则表达式第一步，被识别成或者转换成相应的真实字符。

下面是元字符列表。所有的那些未列在此的，非转义序列，就是代表他们自己。

\ 这个取消了某个字符的在匹配时的特殊含义，如‘\$’就是匹配字符‘$’。

^ 这里匹配字串的开头。‘^@chapter’匹配字串开头的‘@chapter’，如可以用来识别 Texinfo 中章的开头。‘^’也被称为锚定符，因为它就是将模式设定成匹配字串的开头。要了解‘^’并不是匹配内嵌在字串中行头（即‘\n’字符正右边的点）。下面的例子中条件表达式不为真：

if ("line1\nLINE 2" ~ /^L/) ...

$ 这个与‘^’类似，但是匹配的是串尾。如‘p$’匹配以‘p’结尾的串。‘$’是个锚定符，但是不匹配内嵌在字串中行尾（在‘\n’按行符正前的位置）。下面的例子的条件返回非真。

if ("line1\nLINE 2" ~ /1$/) ...

. (period) 匹配单个字符，包括换行符。如‘.P’匹配任意字符后面跟‘P’的任意字串。通过使用连接符，我们可以构造这样的正则表达式，如‘U.A’， 来匹配任意的三字符序列，其以‘U’开头，以‘A’结尾。在严格的 POSIX 模式（查看，***在第 35 页***）下，‘.’不匹配 nul（空）字符，该字符所有的位都被置成了0。否则，nul 就只是另一个字符。其他版本的 awk 有可能可以匹配 nul 字符。

[. . .] 这东西叫方括号表达式。[[22]](#footnote-23)它要匹配的是包含在方括号中的任一字符。例如，“[MVX]”匹配字符‘M’，‘V’或者‘X’中的一个。可以在方括号中放入什么字符的完整讨论在，***在第 56 页***。

[^. . .] 这个写方括号表达相反。在字符‘[’后面的第一个字符必须是‘^’。这里匹配除了方括号中列出的那些字符。例如，‘[^awk]’，匹配不是‘a’，‘w’，‘k’的字符。

| 这个是选择操作符，用来指定其他选择。‘|’在所有的正则表达式操作符中具有最低的优先级。例如，‘^P|[aeiiouy]’要么匹配 ^P，要么匹配[aeiouy]。就是说，匹配任意以P开头的字串，或者包含（在字串中的任一位置）英语元音字母的字串。

选择操作会在正则表达式的两边取中最大可能性的一边。

(. . .) 圆括号用来对正则表达式进行组合，如算法中的类似。他们可以将具有选择操作符‘|’的正则表达式组合起来。例如‘@(samp|code)\{[^}]+\}’能够匹配‘@code{foo}’与‘@samp{bar}’。（这里 Texinfo 的格式控制序列。‘+’在本列表中后面解释。）

\* 这个符号表达前面的正则表达式可以重复多次来找匹配。例如‘ph\*’中将‘\*’符号放在前面的‘h’后面，来查找一个‘p’后面跟跟随任意多个‘h’的匹配串。这也会匹配仅有‘p’，而后面没有‘h’的情况。在理解‘\*’如何工作上面，有两个微妙的地方要注意。第一，‘\*’只应用在其前面的单独正则表达式组件（例如，在‘ph\*’中，只应用要‘h’中）。要使‘\*’应用在一个更大的子表达式中，则使用括号：‘(ph)\*’匹配‘ph’，‘phph’，‘phphph’等等。第二，‘\*’会查找尽可能多的重复。如果要匹配的文本为‘phhhhhhhhhhhhhhooey’，则‘ph\*’会匹配所有的‘h’。

+ 本符号类似于‘\*’，只是其前面的表达式至少要匹配一次。这就是说，‘wh+y’会匹配‘why’，以及‘whhy’，但是不会匹配‘wy’，而‘wh\*y’则会匹配所有的三个。

? 这个符号类似于‘\*’，只是其前面的表达式只能匹配要么一次，要么不匹配。例如，‘fe?d’匹配‘fed’与‘fd’，而不是其他的什么。

{n}

{n，}

{n，m} 在花括号中与其中的一个或者两个数值表示一种区间表达式。如果只有一个数值在花括号中，则前面的表达式重复 n 次。如果有两个数值，并以逗号分隔，则前面的表达式重复 n 到 m 次。如果只有一个数值，后面跟一个逗号，则前面的表达式至少要重复 n 次。

**wh{3}y 匹配‘whhhy’， 但不匹配‘why’ or ‘whhhhy’。**

**wh{3，5}y 只匹配‘whhhy’， ‘whhhhy’， 或者‘whhhhhy’。**

**wh{2，}y 匹配‘whhy’， ‘whhhy’， 等等。**

区间表达式在 awk 上历来不受支持。后面成为 POSIX 标准的一部分，使得 awk 与 egrep 之间相互保持一致。

最开始时，由于旧的程序可能在正则表达式常量中使用‘{’与‘}’，gawk 因此在正则表达式中不匹配区间表达式。

但是从 4.0 开始，gawk 开始默认匹配区间表达式。这是因为与 POSIX 标准兼容，相比于与旧的程序兼容，前者更为重要。

对于在正则表达式中使用‘{’与‘}’的程序，好的实践是将他们用反斜杠进行转义。这样的话，你的正则表达式就是有效的，并在任何其他的版本中可用。[[23]](#footnote-24)

最后，当‘{’与‘}’出现在正则表达式常量中，但不是以一种可以被解释为区间表达式的方式（如 /q{a}/），那么他们就只表示自己。

在正则表达式中，‘\*’，‘+’以及‘?’操作符，包括花括号‘{’与‘}’，具有最高的优先级，然后是连接操作符，最后才是‘|’，在数学上，括号可以改变操作符的组合方式。

在 POSIX awk 中与 gawk 中，‘\*’，‘+’以及‘?’操作符，如果在正则表达式中，它们前面没有任何字符了，那么它就代表它们自己。如 /+/ 匹配一个字面加号。但是，很多其他的 awk 版本会把这样的用法视为语法错误。

如果 gawk 在兼容模式下，查看（，***在第 35 页***），区间表达式在正则表达式中是不可用的。

## 3.4 使用方括号表达式

如前面所提到的，方括号表达式匹配在括号中列出的任意字符。

在方括号表达式内，一个范围表达式由两个用连字符分隔的字符组成。它匹配以系统的本地字符集排序，并处于这两个字符间的符号。如‘[0-9]’与‘[0123456789]’等同。（查看，***在第 414 页***，对 POSIX 标准与gawk变化过程的解释，这主要是有一些历史兴趣所在。）

为了包括这些字符***‘\’***， ***‘]’***， ***‘-’***， 或者***‘^’***在方括号表达式中，将在它们之前使用‘\’，如：

**[d\]]**

会匹配‘d’或者‘]’，另外，如果你将‘]’就放在开方括号‘[’的后面，则闭方括号会以其字面字符对待并进行匹配。

对于在方括号中的‘\’表达式对待上，与其他的 awk 实现是兼容的，也是 POSIX 标准所要求的。在 awk 中的正则表达式，是 POSIX EREs（扩展正则表达式，Extended Regular Expressions）规范的一个超集。POSIX 的扩展正则表达式基于传统的 egrep 工具所接受的正则表达式。

字符类是在 POSIX 标准中引入的一个特性。字符类是一种特殊的符号，用其来表述具有特定属性的一类字符的列表，但是实际的字符由于国家的不同，以及/或者字符集的不同而不同。如，对于字母类的符号，在美国与法国之间就不一样。

正则表达式的字符类，只有在一个方括号表达式中的方括号内才会有效。字符类由‘[:’，一个代表类的关键字，以及‘:]’组成，表 3.1 列出来由 POSIX 标准定义的字符类。

类 含义

[:alnum:] 字母数字字符

[:alpha:] 字母字符

[:blank:] 空格与 TAB 字符

[:cntrl:] 控制字符

[:digit:] 数字字符

[:graph:] 可见可打印的字符（空格是可打印的，但是是不可见的，而‘a’则兼而有之）

[:lower:] 小写字母字符

[:print:] 可打印字符（那些不是控制字符的字符）

[:punct:] 标点字符（那些不是字母，数字，控制以及空格字符的字符）

[:space:] 空格字符（如空格，TAB，以及回档，等）

[:upper:] 字母的大写字符

[:xdigit:] 十六进制的数字的字符

表 3.1 POSIX 字符类

在 POSIX 标准前，如果你写了这样的表达式 /[A-Za-z0-9]/来匹配字母数字字符。如果你的字符集有另一套字母字符，这个就不会匹配它们。通过 POSIX 的字符类，你可写成这样/[[:alnum:]]/来匹配你的字符集中的字母与数字。

有一些工具的正则表达式提供了一种非标准的***‘[:ascii:]’***字符类，awk 则没有提供。但是，你可以这样***‘[\x00-\x7F]’***来模拟这种结构。

这会匹配数值上为 0 到 127 之间的，定义在 ASCII 字符集中的字符。利用其反的字符列表（***‘[^\x00-\x7F]’***）可以匹配任何个不在 ASCII 中的单字节字符。

有两个额外的序列可以出现在方括号表达式中，这些用来应用到非ASCII字符集中，这些字符集有的单符号（称为集合元素）可以由多个字符来表示。它们也可以有几个字符是等同的，以进行校对，排序等目的。（如在法语中，普通字母‘e’有一个重音字母‘`e’是等同的。）这些序列是：

集合符号

在‘[.’与‘.]’之间的，多字符集合元素。如，如果‘ch’是一个集合元素，这样***‘[[.ch.]]’***就是可以匹配这样的集合元素的正则表达式。而‘[ch]’则是匹配‘c’或者‘h’的正则表达式。

等同类

特定于字符集的用于命名等同字符列表。其名字由‘[=’与‘=]’包含。如名字 e 可以用来表示所有的 ***‘e’***， ***‘^e’***， ***‘′e’***， 与***‘`e’***。在这种情况下，***‘[[=e=]]’***就是用来匹配***‘e’***， ***‘^e’***， ***‘′e’***， 或者***‘`e’***的正则表达式。

这个特性在那些非英语的字符集中非常有用。

注意：gawk 当前所使用的一些正则表达式匹配库，只能识别 POSIX 字符类；它们无法识别集合符号或者等同类。

## 3.5 匹配多少？

考虑下面的例子：

**echo aaaabcd | awk’{ sub(/a+/， "<A>"); print }’**

在这个例子中，我们使用 sub() 函数来改变输入记录。（sub () 用第二个参数替换，任意匹配第一个参数的文本内容，查看，***在第 184 页***，这里，正则表达式 /a+/ 表示一个或者多个‘a’字符，并将其替换为文件‘<A>’。

输入中包括4个‘a’字符。awk（以及 POSIX）正则表达式总是匹配最左边最长的输入字符序列。因此，所有的4个‘a’字符都将被‘<A>’替换。

**$ echo aaaabcd | awk’{ sub(/a+/， "<A>"); print }’**

**-|<A>bcd**

对于简单的匹配/不匹配的测试，这就并不太重要，但是当执行文本匹配与替换时，如 match()， sub()， gsub() 与 gensub() 等函数所执行的，这个特点就非常重要了。理解这个原则对于基本正则表达式分隔的记录也非常重要（查看，***在第 63 页，***也可查看，***在第 71 页***）。

## 3.6 使用动态正则表达式

在‘~’或者‘!=’操作符的右手边，不一定需要一个正则表达式常量（例如用斜杠分隔这些的字串）。也可以是任意的表达式。在必要的情况下，表达式会被求值，或者转换为字串；这个字串即被用于当做正则表达式。以这种方式计算的表达式称为动态正则表达式或者计算型正则表达式。

**BEGIN { digits\_regexp = "[[:digit:]]+" }**

**$0 ~ digits\_regexp { print }**

上面的例子中，将 digits\_regexp 设置成描述一个或者多个数字的正则表达式，并测试输入记录是否匹配这个表达式。

当使用‘~’与‘!=’操作符时，要了解使用这样的用斜杠表式的正则表达式字串常量与用双引号括起来的正则表达式之间的不同。如果你准备使用字串常量，你就必须得理解字串实际上会被扫描两遍；第一次是 awk 读取你的程序的时候，第二次是当要执行与操作符左边的字串与右边的模式符进行匹配的时候。这对于所有求值为字串的表达式都是如此（如前例中的***digits\_regexp***），而并不止是字串常量才如此。

字串会被扫描两次会有什么不同呢？答案是与转义序列有关，尤其是反斜杠。为了将反斜杠加入到正则表达式中的字串，你需要输入两个反斜杠。

例如，/\\*/ 是字符‘\*’的正则表达式。只需要一个反斜杠。如果你要在字串在实现相同的事情，你就得输入“\\\*”。第一个反斜杠转义第二个反斜杠，因此实际的字串才包含两个字符，即‘\’与‘\*’。

假设你既使用正则表达式常量与字串常量来描述正则表达式，你该如何来选择使用？答案是正则表达式常量，有几个原因：

* 字串常量写起来更复杂，读起来也更难。使用正则表达式常量使你的程序少出错。不理解两种常量之间的差异常常是错误之源。
* 用正则表大式常量更加高效。awk 会注意到你提供正则表达式，会将它存成能够更加高效地进行模式匹配的形式。当使用字串常量，awk则首先需要将其转换成内部形式然后才执行模式匹配。
* 使用正则表达式常量是一种更好的形式，能够更容易看清你要进行的正则表达式匹配。

|  |
| --- |
| 在动态正则表达式中的方括号表达式中使用 \n  一些旧版本的 awk 不能够在动态正则表达式中的方括号表达式里使用换行符‘\n’。  **$ *awk* ’$0 ~ "[ \t\n]"’**  **error*awk*: newline in character class [**  **error ]...**  **error source line number 1**  **error context is**  **error $0 ~ "[ >>> \t\n]"<<<**  但是在正则表达式常量中却没有问题：  **$ *awk* ’$0 ~ /[ \t\n]/’**  **here is a sample line**  **-| here is a sample line**  **Ctrl-d**  gawk 没有这个问题，并且在实践中也很少出现，但是在后面的使用中，则值得注意一下。 |

## 3.7 特定于 gawk 的正则表达式操作符

GNU 软件在处理正则表达式时提供了许多额外的正则操作符。在本节中列出的操作符是 gawk 特有的，他们在其他的 awk 中是没有的。这些操作符多数是用来处理字（单词）匹配。对于我们的目的而言，一个单词就是一个或者多个字母、数字或者下划线（‘\_’）的连续序列：

\s 匹配任意的空白字符，你可看成是***‘[[:space:]]’***缩写。

\S 匹配任意非代白字会，可以看成是***‘[^[:space:]]’***的缩写。

\w 匹配任意组成单词的字符，也就是匹配任意的字母，数字或者下划线。可以看成为***‘[[:alnum:]\_]’***的缩写。

\W 匹配任意的非组成单词的字符，可以看成是***‘[^[:alnum:]\_]’***的缩写。

\< 匹配单词开始的空串，如/\<away/匹配‘away’，但是不匹配‘stowaway’。

\> 匹配单词后的空串，如 /stow\>/ 匹配‘stow’，但是不匹配‘stowaway’。

\y 匹配单词两边的空串（如单词的边界）。如***‘\yballs?\y’***匹配***‘ball’***或者***‘balls’，***作为单独的单词。

\B 匹配单词中任意两个组成单词字符间的空串，例如 /\Brat\B/匹配‘crate’，但是不匹配‘dirty rat’。‘\B’的反面实际就是‘\y’。

还有还两个操作符用在缓存中，在 Emacs 里，缓存很自然的就是一个 Emacs 缓存。在其他的 GNU 程序中，包括 gawk，可以认为整个要匹配的字串就是一个缓存。这两个操作符是：

\***‘*** 匹配缓存（字串）的开始处的空串。

***\’*** 匹配缓存（字串）的结束处的窗口。

由于‘^’与‘$’总是会匹配字串的开头与结尾，这个操作符没有给 awk 带来什么新的功能。提供这些操作符只是为了与其他的 GNU 软件保持兼容性。

在其他的 GNU 软件中，单词边界操作符是‘\b’。但是这个与 awk 语言定义‘\b’是一个退格有冲突，因此 gawk 使用了一个不同的字母。一个可选择的方法就是在 GNU 操作符中必须输入双反斜杠，但是这个用来起令人疑惑。当前的方法就是在使用‘\y’，这样 GNU 中的‘\b’在两个恶棍中就出现得少一些。

有几个命令行参数（查看，***在第 35 页***）可以控制 gawk 如何来解释正则表达式中的字符：

No options 在默认情况下，gawk 会提供所有的 POSIX 正则表达式的设施，以及前面所描述的那些正则表达式操作符。

--posix 只匹配 POSIX 正则表达式，GNU 操作符没有特殊含义（如‘\w’就是匹配字面的‘w’）。区间表达式也可用。

--traditional 匹配传统的 awk 正则表达式。GNU 操作符没有特殊含义，并且区间表达式也不可用。因为 BWK awk 支持它们，POSIX 的字符类（***‘[[:alnum:]]’***等）可用。由八进制与十六进制描述的转义字符序列会按字面处理，就算它们以正则表达式的元字符出现。

--re-interval 如果指定了--traditional，则可以在正则表达式中使用区间表达式。否则区间表达式是默认可用的。

## 3.8 匹配时的大小写

大小写在正则表达式中非常重要，无论是匹配正常字符（如非元字符）还是在方括号表达式中。因此‘w’只匹配小写的‘w’，而不是大写的‘W’。

不区分大小写的最简单的方法就是使用方括号表达式——如***‘[Ww]’***。但是要经常使用的时候就有点烦了，也使得正则表达式更难读。有可以有两个其他方法可以选择。

第一种方法，就是在要进行不区分大小写匹配的地方，用内建的函数 tolower() 或者 toupper() （当然还没讨论过；可以查看，***在第 184 页***）将其转换成同一种大小写。例如：

**tolower($1) ~ /foo/ { ... }**

将第一个域转换成小写，然后对其进行匹配。这个在 POSIX 兼容的 awk 中是可以使用的。

另外一个方法，只在 gawk 中使用，就是设置变量IGNORECASE为非零值（查看，***在第 155 页***）。当 IGNORECASE 为非零时，所有的正则表达式以字串操作都不区分大小写。

动态地改变 IGNORECASE 的值，就可以控制程序运行时的大小写处理方式。大小写默认情况下是区分的，因为 IGNORECASE （像其他大多数变量一样）被初始化为0：

**x = "aB"**

**if (x ~ /ab/) ... # this test will fail**

**IGNORECASE = 1**

**if (x ~ /ab/) ... # now it will succeed**

一般情况下，你不能通过 IGNORECASE 来使特定的规则是大小写不区分的，而其他的规则则是区分的。因为没有直接的方法来设置IGNORECASE以针对特定的规则。[[24]](#footnote-25)如果要这么做，要么使用方括号表达式或者使用 tolower() 方法，但是你可以对IGNORECASE所做的事情，就是动态地为所有规则开关大小写区分功能。

IGNORECASE也可以在命令行上设置，或者在 BEGIN 规则中设置（查看，***在第 41 页***，也可以参考，***在第 141 页***）。在命令行上设置IGNORECASE使得程序不用更改就可以进行不区分大小写的匹配。

在多字节字符的区域中，大小写字符是等同的，则是根据它们在字符集中的宽字符值来进行测试的。否则字符就是按照ISO-8859-1 (ISO Latin-1)字符集进行测试的。这个字符集是传统 128 ASCII 字符的超集，它也提供了许多的字符可用于欧洲语言。[[25]](#footnote-26)

如果 gawk 是在兼容模式中，则IGNORECASE的值不会有影响（查看，***在第 35 页***）。大小写在兼容模式下都是区分的。

## 3.9 总结

* 正则表达式描述了要被匹配的字串集。在 awk 中，正则表达式常量写成这样：/.../。
* 正则表达式常量可以在模式与条件表达式中单独使用，或者利用‘~’与‘!~’操作符使其成为匹配表达式的一部分。
* 转义序列可以让你输入不可打印字符，也可以让你将正则表达式的元字符作为字面字符在表达式中进行匹配。
* 正则表达式操作符可以提供组合，选择以及重复功能。
* 方括号表达式使你方便地指定一个字符集合，在正则表达式中的某个点进行匹配。在方括号表达式中。POSIX 字符类可以指定一组区域字符无关的字符。
* 正则表达式会匹配最左最长的字串。这对于你需要了解匹配的区域范围时是有意义的，像文件替换，以及记录分隔符是正则表达式这种情况。
* 匹配表达式可以使用动态的正则表达式（如字串值按照正则表达式对待）。
* gawk 的IGNORECASE变量可以让你控制正则表达式匹配时的大小区分情况。在其他版本的 awk 中，使用 tolower() 或者 toupper ()。

# 第四章 读取输入文件

在典型的 awk 程序中， awk 要么从标准输入（默认情况下，就是键盘，但是常常是其他程序命令的管道输入），要么从你在 awk 命令行上指定的文件中读取数据。如果你指定了输入文件， awk 会按顺序从中读取，并在下一个文件之前处理其中的数据。当前正在处理的文件可以从参定义的变量 FILENAME 中取得（查看，***在第 155 页***）。

输入单位称为记录，并利用你提供的规则一次处理一个记录，每个记录一行。每个记录会被自动力地拆分成几个块，称为域。这样程序就能够更好地处理记录的不同部分。

在极少情况下，你可能需要使用 getline 命令来读取数据。getline 非常有用，一是其可以从大量的文件中显示地输入，二是在读取文件时，这些文件不需要在命令地中指定（查看，***在第 83 页***）。

## 4.1 输入如何拆分为记录

awk 将输入拆分为记录与域，然后输入到你的程序中。同时，awk 记录从当前输入文件中已经读取的记录数。这个值存储在预定义的变量 FNR 中，在处理下一个文件时，它会被重置为 0。另一个预定义的变量称为 NR，来用记录从所有文件中已经读取输入记录的总数。它从0开始，但是不会自动重设为0。

### 4.1.1 标准 awk 的记录拆分

记录通过被称为记录分隔符的字符分隔。默认的分隔符是换行符（‘\n’）。这就是为什么记录默认都是一行一行的。要使用不同的字符来进行记录分隔，简单地给预定义的变量 RS 赋值即可。

与其他的变量类似，RS 的值可以在 awk 程序中通过操作符‘=’来改变（查看，***在第 122 页***）。新的记录分隔符可以用引号引起来，即指示为一个字串常量。一般地，这么做的正确时间是在程序执行的开始，并在记录未输入之前，因此就可以从第一条记录开始进行处理。要这么做，可以使用特殊的 BEGIN 模式（查看***，在第 141 页***）。例如：

**awk’BEGIN { RS = "u" }**

**{ print $0 }’ mail-list**

在读取任何输入之前，将 RS 的值改成‘u’。新的值是一个字串，它的第一个字符是字母‘u’；其结果就是，记录都被字母‘u’进行分隔。然后输入文件被读取，awk 程序的第二个规则（没有模式的动作）打印每一个记录。由于每条记录打印时，都添加了一个换行符在输入的末尾，所以，awk 程序就是将每个字母‘u’换成了换行符。下面是执行程序在使用 mail-list作为输入文件时的输出：

**$ awk ’BEGIN { RS = "u" }**

**>{ print $0 }’ mail-list**

**-| Amelia 555-5553 amelia.zodiac**

**-| sq**

**-| e@gmail.com F**

**-| Anthony 555-3412 anthony.assert**

**-| ro@hotmail.com A**

**-| Becky 555-7685 becky.algebrar**

**-| m@gmail.com A**

**-| Bill 555-1675 bill.drowning@hotmail.com A**

**-| Broderick 555-0542 broderick.aliq**

**-| otiens@yahoo.com R**

**-| Camilla 555-2912 camilla.inf**

**-| sar**

**-| m@skynet.be R**

**-| Fabi**

**-| s 555-1234 fabi**

**-| s.**

**-| ndevicesim**

**-| s@**

**-| cb.ed**

**-| F**

**-| J**

**-| lie 555-6699 j**

**-| lie.perscr**

**-| tabor@skeeve.com F**

**-| Martin 555-6480 martin.codicib**

**-| s@hotmail.com A**

**-| Sam**

**-| el 555-3430 sam**

**-| el.lanceolis@sh**

**-| .ed**

**-| A**

**-| Jean-Pa**

**-| l 555-2127 jeanpa**

**-| l.campanor**

**-| m@ny**

**-| .ed**

**-| R**

**-|**

注意名字为‘Bill’的那一项没有被拆分。在初始的数据文件中（查看***，在第 27 页***），那一行是这样的：

**Bill 555-1675 bill.drowning@hotmail.com A**

里面不包含‘u’，因此没有理由要分隔记录，不像其他的部分，它们每个都有一个或者多个‘u’出现。实际上，这个记录会被当前一个记录的一部分；输出时分隔他们的换行符是原来数据文件中的换行符，而不是 awk 后来打印记录时加上的。

另一个方法就是利用变量赋值特性，在命令行上改变记录分隔符（查看，***在第 41 页***）：

**awk’{ print $0 }’ RS="u" mail-list**

这里将在处理 mail-list 之前将 RS 设置成‘u’。

利用类似于‘u’这样的字母字符作为记录的分隔符有可能产生奇怪的结果。使用特别一点的字符，如‘/’更可能在大多数例子中产生正确的结果，但是这也不是打包票的事情。终极方法就是：要了解你的数据。

使用正则表达式作为记录的分隔符，当 gawk 完全与 POSIX 兼容时，有一个特殊的情况会出现（查看，***在第 35 页***）。下面（极端情况）的管程会打印令人惊讶的‘1’：

**$ echo | gawk --posix ’BEGIN { RS = "a" } ; { print NF }’**

**-| 1**

这里有一个域，只包含一个换行符。内建变量 NF 的值就是当前记录的域的数量。（在正常情况下，gawk 会将换行符当做空格处理，会打印***‘0’***作为结果。awk 大多数其他版本都是这么表现的。）

当输入文件结束后，就会结束当前的输入记录，就算文件的最后一个字符不在 RS 里。

空串（即没有任何字符的串）对于 RS 的值来说，有着特殊的含义。即表示记录之间是通过一个或者多个空行来分隔的，而不是其他的什么字符。查看，***在第 81 页***，来获取更多的细节。

如果你在awk程序中中途改变 RS 的值，新的值将用来做后续记录的分隔符，但是当前的记录会继续按原来的方式处理。

当记录尾已经确定好了，gawk 设置变量 RT 的值为输入文件中匹配 RS 的文本。

### 4.1.2 使用 gawk 分割记录

当使用 gawk 时，RS 的值并不局限于单个字符的字串，它也可以是任何的正则表达式（查看 ***, 在第 50 页***）。(c.e.)一般来说，每个记录都在下个匹配正则表达式的文件串地方结束；而下一个记录则开始于该匹配文本的地方。这个一般的原则在通常的情况下是么工作的，此时 RS 只包括一个换行符：记录结束于下一个匹配串的开始处（输入中的下一个换行符），然后下一个记录就开始于刚才匹配串的后面（即下一行的第一个字符处）。由于换行符匹配 RS，所以其并不是任何记录的一部份。

当 RS 只是单一的一个字符时，RT包含相同的单一字符。但是，当RS 是一个正则表达式时，RT包含匹配正则表达式的实际的输入文本。

如果输入文件结束时也没有文本匹配 RS，gawk 将 RT 设置成空串。

下面的例子解释了这两个特性。例子中将 RS 设置成一个正则表达式，表达式要么匹配换行符，要么是一个或者多个大写字母的序列，其前导并且/或者其末尾带有可选的空白符。

**$ echo record 1 AAAA record 2 BBBB record 3 |**

**> gawk ’BEGIN { RS = "\n|( \*[[:upper:]]+ \*)" }**

**> { print "Record ="， $0，"and RT = [" RT "]" }’**

**-|Record = record 1 and RT = [ AAAA ]**

**-|Record = record 2 and RT = [ BBBB ]**

**-|Record = record 3 and RT = [**

**-|]**

方括号勾勒出 RT 的内容，让你可看到了前面与后面的空白。RT 的终值是一个换行符。可以查看 ，***在第 285 页***，来看看更有用的以正则表达式作为 RS 与 RT 的例子。

如果你将 RS 设置在可以有可选结束文本的正则表达式，如***‘RS ="abc(XYZ)?"’***， 由于实现上的限制，gawk 有可能匹配正则表达式的前部分，而不会匹配后面的可选部分，尤其是可选的结尾匹配很长的情况。gawk 会试图避免这个问题，但是目前，并不保证绝不会发生这个情况（即不匹配结尾可选部分———译者）。

提示：要记住，在 awk 中，‘^’与‘$’锚定元字符匹配字串的开始与结束，而不是行的开始与结束。这样的结果就是，如果有这样的表达式‘RS = "^[[:upper:]]"’可以只匹配文件的开头。这是因为 gawk 将输入文件看作是一个包含换行符的长串。因此最好的避免在 RS 的值中含有锚定符。

将 RS 设置成一个正则表达式，以及 RT 变量是 gawk 的扩展；它们在兼容模式下是不可用的（查看 ）。在兼容模式下，只有 RS 值的第一个字符会用来确定记录的结束。

|  |
| --- |
| RS = "\0" 是不可移植的  有那么几次，你可能想将整个文件作为一个单独的记录。唯一能够实现这个功能的就是将 RS 的值设置成不会在输入文件中出现的字符。一般来说，程序比较难做到在任意的输入文件中都是正确的。  对于文本文件来说，你可能认为 nul 字符，即字符的所有位都是0，可以用在这种情况下：  **BEGIN { RS = "\0" } # whole file becomes one record?**  gawk 实际上接受这样的输入，并且使用 nul 字符作为记录的分隔符。这对于特定的特殊文件是可以的，例如在 GNU/Linux 系统上的文件 /proc/environ ，实际上 nul 字符实际上是记录分隔符。可是，对于大多数的 awk 实现来说，这是不可移植的。  大多数的其他 awk 实现[[26]](#footnote-27)内部将字串存成 C 风格的字串。而 C 风格的字串使用 nul 做为字串的结束符，效果就是***‘RS ="\0"’***与***‘RS = ""’***是一样的。  新近的 mawk 的版本也可以使用 nul 字符作为记录的分隔符。但是，这是个特殊情况：mawk 不允许在字串中嵌入 nul 字符。（这可能在 mawk 的后续版本中会改变。）  查看，***在第 231 页***，来查看一些有趣的方法来读取整个文件。如果你使用 gawk，查看，***在第 399 页***，来选择其他的选项。 |

## 4.2 检查域

当 awk 读取输入记录时，记录是自动地被 awk 工具分析或者分隔成称为域的块，默认情况下，域是通过空白进行分隔的，像一行中的单词一样。

awk 中的空白符表示一个或者多个空格、TABs，或者换行符所组成的串；[[27]](#footnote-28)其他的字符如回档符，垂直跳格等）被其他语言认为是空白符的这些符号都不被 awk 识别为空白符。

域的用处是为了让你可以很方便地指定这些记录的块。你不必一定要使用他们，你可操作整个记录，但是域可以使得 awk 程序变得非常强大。

你使用美元符号（‘$’）来指定awk程序中的域，符号后面跟的是域的编号。因此，$1 表示是第一个域，$2 是第二个等等。（不像 Unix Shell 中，域的编号只被限制用单个数字，例如，$127 是记录中的第 127 个域。假设下面的行是输入行：

**This seems like a pretty nice example.**

这里第一个域，或者 $1 是‘This’，第二个域，或者说 $2 是‘seems’等等。注意最后一个域，即 $7 是‘example.’。因为在‘e’与‘.’之间没有空格，因此点号被认为是第七个域的一部份。

NF 是预定义变量，用来记录当前记录的域数量。awk 在每次读取记录的时候，会自动更新 NF 的值。无论记录中有多少个域，其最后一个域都可以用 $NF 来表示。因此在上面的例子中，$NF 与 $7 相同，即‘example.’。如果你指定域超过了最后一个域（如上面的只有7个域的例子中指定 $8），你会得到一个空串（如果用作数值操作中，则你会得到0。）

$0 看起来像用来表示第0个域，但这是个特别情况，它代表的是整个输入记录。当你不使用单个的域的时候，你可以使用这个变量。这里有更多的例子：

**$ awk ’$1 ~ /li/ { print $0 }’ mail-list**

**-| Amelia 555-5553 amelia.zodiacusque@gmail.com F**

**-| Julie 555-6699 julie.perscrutabor@skeeve.com F**

在这个例子中，会打印文件 mail-list 中的每一条记录，其第1个域中包含‘li’字串。

作为比较，下面的例子中，会在整个记录中查找‘li’字串，然后打印匹配的记录中的第一个与最后一个域：

**$ awk ’/li/ { print $1， $NF }’ mail-list**

**-| Amelia F**

**-| Broderick R**

**-| Julie F**

**-| Samuel A**

## 4.3 非常数域编号

域编号不一定要是一个常数。awk 程序中的任意表达式都可以用在‘$’的后面来指定一个域。表达式的值指定了一个域编号。如果果是一个字串，而不是一个数值，则将会被转换成一个数值。看下面例子：

**awk’{ print $NR }’**

回忆一下，NR 是到目前为止所读取的记录数：当在第一个记录是是为1，第二时为2等等。在这个例子中，会打印第一个记录的第一个域，第二个记录的第二个域等等。对于20个记录，第20个域的值会被打印；最可能的情况是，记录少于20个域，因此这会打印一个空行。这里有另外一个例子，来用另一个表达式来计算域域编号：

**awk’{ print $(2\*2) }’ mail-list**

awk 会对‘（2\*2）’表达式进行求值，并用其值作为域的编号，并打印该域。‘\*’代表乘法操作，会在‘$’之前完成；当在域编号表达式中有二元操作符[[28]](#footnote-29)存在时，这都是必要的。这个例子中，打印 mail-list 文件中每一行中关系的类型（第4个域）。（所有的 awk 操作符都按照优先级降序列出在，***在第 135 页***）

如果域编号最终计算为0，你就会得到整个记录。因此，***‘$(2-2)’***与 $0 的值是一样的。负的域编号是无效的；这么做一般会导致程序的结束。（POSIX 标准没有定义在使用负的域编号是会产生什么情况。gawk 会注意到这样的使用方式，并结束整个程序。其他的 awk 实现处理方式可能不同。）

如在，***在第 67 页***，中所提到的，awk 将当前记录的域数目存储在内建的变量 NF 中（查看，***在第 155 页***）。因此， $NF 表达式具有一个特别的特性——就是会直接对 NF 求值，并将这个值作为域编号。

## 4.4 更改域内容

awk 所看到的域内容，是可以在 awk 程序中更改的，这会更改 awk 能看到当前输入记录的结果。（这个输入实际上还没有被处理；awk 不会修改输入文件。）考虑下面的例子以及它的输出：

**$ awk’{ nboxes = $3 ; $3 = $3 - 10**

**> print nboxes， $3 }’ inventory-shipped**

**-| 25 15**

**-| 32 22**

**-| 24 14**

**...**

上面的程序，首先保存第三个域的原始的值到变量 nboxes 中。‘-’号表示相减，因此程序重新对第三个域，即 $3 进行赋值为第三个域的原始值减10：‘$3 - 10’。（查看，***在第 119 页***）然后打印第三个域的旧值与新值（库房中有人出错了，导致在盘点红盒子时导致了不一致。）

要使这个能够工作，则 $3 的文件必须是一个数值；而字符串也必须转换成数值以进行算法计算。而减法所得的结果也会转化成字串，并成为第三个域的值。查看，***在第 117 页***。

当某个域的值被更改了后（如 awk 所见的），输入记录的文本就会被重新计算，以将新的域包含在旧的域所在的位置。换句话说，$0 会变更以反映变化的域。因此，这个程序会打印输入文件的复本，同时，每行中的第二个域会减去10。

**$ awk ’{ $2 = $2 - 10; print $0 }’ inventory-shipped**

**-| Jan 3 25 15 115**

**-| Feb 5 32 24 226**

**-| Mar 5 24 34 228**

**...**

给域范围之外的域赋值也是可以的，如：

**$ awk ’{ $6 = ($5 + $4 + $3 + $2)**

**> print $6 }’ inventory-shipped**

**-| 168**

**-| 297**

**-| 301**

**...**

我们在上面创建了 $6，它的值反映了域 $2，$3，$4 与 $5 的和。‘+’号代码加操作。对于文件 inventory-shipped 来说，$6 表示了特定月份中，已经发送的包裹的总数。

创建一个新的域，会改变 awk 的针对当前的输入记录内部复本，也就是 $0 的值。因此，如果你在添加了一个域后执行 ***‘print $0’***，导致输出结果也会包括新的域，同时相应数量的域分隔符会插入到其本身与前一个已经存在的域之间。

这样的重新计算即受 NF 的影响，也会影响 NF（域数量；查看***，在第 67 页***）。如果，NF 的值被设置成你创建的域的最大值。$0 的确切格式也同样受一个未讨论的特性的影响：输出域分隔符，OFS，该分隔符用来分隔域（查看，***在第 96 页***）。

但是，仅仅参考一个域范围外的域，并不会改变 $0 的值，也不会改变 NF 的值。参考范围之外的域仅会产生个空串，如：

**if ($(NF+1) != "")**

**print "can’t happen"**

**else**

**print "everything is normal"**

上面的例子应当打印***‘everything is normal’***， 因为 NF + 1 一定会超过域范围。（查看，***在第 146 页***，来获取关于 awk 的 if-else 语句的更多信息。查看，***在第 127 页***，来获取‘!=’操作符的更多信息。）

知道这样的事实也非常重要：对一个已经存在的域赋值会改变 $0 的值，但是不会改变 NF 的值，就算你给这个域赋给一个空串。例如：

**$ echo a b c d | awk’{ OFS = ":"; $2 = ""**

**> print $0; print NF }’**

**-| a::c:d**

**-| 4**

相应的域还是存在的，只是具有一个空值，在‘a’与‘c’之间用冒号进行了分隔。下面的例子显示，如果你创建一个新的域，会发生什么样的情况：

**$ echo a b c d | awk’{ OFS = ":"; $2 = ""; $6 = "new"**

**> print $0; print NF }’**

**-| a::c:d::new**

**-| 6**

中间的域，$5 会以空值创建（由第二对紧临的冒号指示），NF 的值则更新为6。

减少 NF 的值，将会将新值后面的域全部丢弃，并重新计算 $0 的值。下面是这样的例子：

**$ echo a b c d e f | awk ’{ print "NF ="， NF;**

**> NF = 3; print $0 }’**

**-| NF = 6**

**-| a b c**

注意：一些版本的 awk 当 NF 没有递减时则不会重建 $0。

最终，有机会在合适的时机强制 awk 利用当前的域与 OFS 值重新整个记录。为了实现这个目的，使用下面看起来没用的赋值语句：

**$1 = $1 # force record to be reconstituted**

**print $0 # or whatever else with $0**

这强制 awk 重建记录。如这里所示，添加相应的注释是有帮助的。

这是 $0 与记录之间关系的生动体现。任何对 $0 的赋值都会导致 awk 利用当前的 FS 值对记录进行重新分析。这也同样使用于内建的函数对于 $0 的更改，例如 sub() 以及 gsub()（查看，***在第 184 页***）。

|  |
| --- |
| 理解 $0  记住 $0 是整个记录这一点非常重要，知道他是通过输入获取的，这一点也同样重要。它包含任何的前导与后缀的空白符，也就是分隔域的空白符（或者其他的分隔字符）。  通过简单地设置 FS 或者 OFS 的值来改变域分隔符，并期望简单的***‘print’***或者***‘print $0’***打印的时新记录的值，是个常见的错误。  但是这不会有作用，因为对于更改记录本身什么也没有做。相反的，你必须强制记录要进行重建，典型的情况就是利用如***‘$1 = $1’***这样的语句来触发。 |

## 4.5 指定记录如何进行分隔

域分隔符要么是一个单个字符，或者是一个正则表达式，以控制 awk 将输入记录分隔成域。awk 扫描输入记录的字符序列以匹配分隔符；域则是匹配之间的文本。在下面的例子中，我们使用子弹符(***●***)个表示输出之间的空间。如果域分隔符是‘oo’然后下面的行：

**moo goo gai pan**

将被分成三个域：***‘m’***， ***‘●g’***， and ***‘●gai●pan’***。注意第二个与第三个域中的前导空间。域分隔符由预定义的变量 FS 表示。Shell 程序员要注意：awk 不使用由 POSIX 兼容 Shell(如果 Unix Bourne shell， sh， 或者 Bash)使用的名字 IFS。

FS 的值可以在 awk 的程序当中使用赋值操作符来进行改变，‘=’（查看，***在第 122 页***），一般来说，进行赋值的正确时机一般是在执行的开始，并在任何记录还没有被处理之前，因此第一条记录会通过正确的分隔符进行处理。为了实现这样的赋值，你可以使用 BEGIN 模式（查看，***在第 141 页***）。例如，下面的例子将 FS 的值设置成字串“，”：

**awk ’BEGIN { FS = "，" } ; { print $2 }’**

如果输入的行为：

**John Q. Smith， 29 Oak St.， Walamazoo， MI 42139**

这个 awk 程序会提取并打印字串***‘●29●Oak●St.’***。

有时，输入数据中包含有分隔符，因此没有按你所预期的方式对或者分隔。如，在我们刚才使用的例子中，人名中有可能有称谓或者后缀，如：

**John Q. Smith， LXIX， 29 Oak St.， Walamazoo， MI 42139**

同样的程序，会提取***‘●LXIX’***而不是***‘●29●Oak●St.’***。如果你预期其打印的是地址，你就会感觉到很奇怪。终极方法是要选择你的数据外观并仔细选择分隔符以避免这样的问题。（如果果数据的格式并不好处理，也可以先将它用另一个程序先输出来进行查看。）

### 4.5.1 标准的域分隔符空白符

通常的情况下，域是通过空白符序列进行分隔的（空格，TABs，或者换行符），而不是通过空格。一行中的两上连续字符不会分隔出一个空域。域分隔符 FS 的默认值是包含一个空格的字串，即“”。如果 awk 将这个值按照通常的方法解释，每个空格都会分隔出一个域出来。因此一行中的连续两个空格会在他们之间产生一个空域。没有产生这种情况，是因为 FS 值中的单个空格是一种特殊情况——其用来指定域分隔的默认方式。

如果 FS 是其他的任意单个字符，如“，”，则每一个这样的字符出现，都会分隔出两个域出来。两个连续的出现，就会分隔出一个空域。如果字会出现在开头或者结尾，也会产生一个空域。空格是唯一一个不按这种规则处理的字符。

### 4.5.2 使用正则表达式分隔域

前面的章节讨论了使用单个字符或者简单串作为 FS 值的情况。更通常的情况，FS 的值可以包含任意的正则表达式。在这种情况下，每一次匹配正则表达式就会分隔域。如下面的赋值：

**FS = "， \t"**

每一个输入行中，匹配逗号后面跟着一个与一个TAB字符的文本区，都将成为一个分隔符。

在一个不是太普通的正则表达式例子中，会尝试用单个空格来分隔域，与单个的逗号一样的方式。FS 可以被设置成“[ ]”（左方括号，空格，右方括号）。这个正则表达式只匹配单个空格而不是其它的（查看*，* ***在第 50 页***）。

***‘FS = " "’*** (单空格) 与***‘FS = "[ \t\n]+"’***（匹配一个或者多个空格，TABs 与换行符）之间存在一个重大的差异。对于 FS 的两个值，域都会被一系列的空格、TABs、与换行符分隔。但是，当 FS 的值是“”时，awk 首先将记录的前后空白符都去掉，然后才去决定域所在的区域。例如下面的管程会打印‘b’：

**$ echo ' a b c d ' | awk’{ print $2 }’**

**-| b**

但是这个管程会打印‘a’（注意一下在每个字母前后两额外空格）：

**$ echo ' a b c d ' | awk’BEGIN { FS = "[ \t\n]+" }**

**> { print $2 }’**

**-| a**

在这个例子中，第一个域是 null，或者称为空。

略去记录的前后空白符在 $0 是如果何来重新计算也会有作用。如，考察下面的管程：

**$ echo ' a b c d' | awk’{ print; $2 = $2; print }’**

**-| a b c d**

**-|a b c d**

第一个 print 语句打印出被读时的内容，并且前头的空白是保留了的。对于 $2 域的赋值会导致 $0 的重建，并且将 $1 到 $NF 的记录合并在一起，相互之间用 OFS 的值进行分隔（默认情况下也是空格）。因为前导的空白在查找 $1 时已经被忽略了，所以它不再是新的 $0 的一部份。最终，最后的一个 print 语句打印的是新的 $0。

使用正则表达式来分隔记录时，有一个额外的细节之处要了解。这在 POSIX 标准在没有确定，也在没其他地方说明，到底‘^’在域分隔时表示什么。是只匹配整个记录的开始？还是域分隔出的新串？因此不同的版本的 awk 对于这个问题的回答也是不一样的。你不要依赖于你的程序中的特定行为表现。

作为提示信息，BWK awk 允许‘^’只匹配记录的开头。gawk 也这么处理。如：

**$ echo 'xxAA xxBxx C' |**

**> gawk -F ’(^x+)|( +)’’{ for (i = 1; i <= NF; i++)**

**>printf "-->%s<--\n"， $i }’**

**-| --><--**

**-| -->AA<--**

**-| -->xxBxx<--**

**-| -->C<--**

### 4.5.3 各字符皆为分隔符

有那么几次，你可能想测试一下单独地每个字符作为分隔符的情况。这种情况下，在gawk中你只需要简单地将空串（“”）赋值给 FS 即可。（c.e.)在这个例子中，记录中的每一个单独的字符都将成为一个分隔符。如：

**$ echo a b | gawk ’BEGIN { FS = "" }**

**> {**

**> for (i = 1; i <= NF; i = i + 1)**

**> print "Field"， i， "is"， $i**

**> }’**

**-| Field 1 is a**

**-| Field 2 is**

**-| Field 3 is b**

传统上，FS等于“”的行为并不是确定的，在这个例子中，Unix awk 的大多数版本只是简单地将整个记录当做一个域。在兼容模式下（查看，***在第 35 页***），如果 FS 是一个空串，那么 gawk 也会按照上面的方式进行处理。

### 4.5.4 从命令行中设置 FS

FS 可以在命令行中通过 -F 选项进行设置，如：

**awk -F， 'program' input-files**

设置 FS 的值为‘，’，注意选项使用的是一个大写的‘F’，而不是小写的‘f’。后者‘-f’选项指定了包含 awk 程序的文件。

用来 -F 参数的值按照命令行上的赋值参数的方式一样处理。任何在域分隔字符中的特殊字符都必须进行适当地转义。如使用一个‘\’用作一个域分隔符，你需要这样来输入：

**# same as FS = "\\"**

**awk -F\\\\ ’...’ files ...**

由于 ‘\’ 要在 shell 中用引号引起来，awk 会看到 ‘-F\\’。之后 awk 会处理 ‘\\’ 转义字符，（查看，***在第 51 页***），最后，产生一个单独的 ‘\’ 用作域分隔符。

有一个特殊的例子，在兼容模式下（查看，***在第 35 页***），如果 -F 的参数是‘t’，则 FS 会被设置成 TAB 符号。如果你在 Shell 中输入‘-F\t’，没有进行任何转义，则‘\’会被删除掉，所以， awk 会了解到你是真的想用 TABs 来分隔记录，而不是‘t’。如果你确实是要用‘t’来分隔记录，则在命令行中使用***‘-v FS="t"’***或者***‘-F"[t]"’***。如果不是在兼容模式下，使用***‘-F ’***\t’’来指定 TABs 来做域分隔符。

下面的例子中，我们利用一个名为 edu.awk 的程序文件，其中包括了 /edu/ 模式，以及动作‘print $1’：

**/edu/ { print $1 }**

我们将 FS 的值设置成‘-’字符，并把程序运行在文件 mail-list 上。下面的命令打印出那些工作在大学或者在上大学的人的名字列表，以及他们电话号码的前三个数字：

**$ awk -F- -f edu.awk mail-list**

**-| Fabius 555**

**-| Samuel 555**

**-| Jean**

注意第三行输出，第三行内容在原文件是这样的：

**Jean-Paul 555-2127 jeanpaul.campanorum@nyu.edu R**

‘-’ 是人名的一部份，但是却被用来作了域分隔符，而不是按照预想的那样用电话号码中的 ‘-’ 来做分隔符。这说明了，你需要仔细地选择你的域分隔符。

也许，大多数使用单字符作为域分隔的情况下出现在处理 Unix 系统的密码文件。在许多的 Unix 系统中，每个用户在系统的密码文件中都有一个项，一行一用户。这些行中的信息是用冒号分隔的。第一个域是用户的登录名，第二项是用户已经加密过的密码，或者是影子密码（影子密码就是在第二个域中用 x 代替的密码。）密码文件的项看起来可能如下：

**arnold:x:2076:10:Arnold Robbins:/home/arnold:/bin/bash**

下面的程序搜索系统的密码文件并搜打印那些用户的全名没有存在的项：

**awk -F: ’$5 == ""’ /etc/passwd**

### 4.5.5 一行即一域

有时候，将整行当成一个域非常有用，这只要简单地将 FS 设置成‘\n’（换行符）[[29]](#footnote-30)即可，这也是可移植的。

**awk -F’\n’ 'program' files ...**

当你这么做时，$1 与 $0 一样。

|  |
| --- |
| 改变 FS 不会影响域  根据 POSIX 标准，awk 的行为起来就就像记录在被读取的时候就已经分隔了。这意思就是说，如果你在记录读取后再更改 FS 的值，域的值（如他们如何被分割）应该反映的是旧的 FS 的情况，而不是新的。  但是，许多的旧的awk 实现不是这么处理的。相反，这些实现是当要使用域时，才开始进行分割。域使用当前的 FS 值来进行分割，这个行为很验证进行识别。下面的例子解释了两种方法的差异：  **sed 1q /etc/passwd | *awk*’{ FS = ":" ; print $1 }’**  一般都打印：  **root**  这是在一个不正确的 awk 实现中的行为，而 gawk 则会打印文件的第一行的整行，如：  **root:x:0:0:Root:/:**  （sed [[30]](#footnote-31)命令打印文件 /etc/passwd 的第一行。） |

### 4.5.6 域分割总结

当你给 FS 赋值为一个字串常量的时候，要记住这个非常重要，其与 awk 正常的字符处理是不一样的。例如：Unix awk 与 gawk，这样的赋值***‘FS = "\.."’***会将“..”赋值给 FS（反斜杠会被去掉）。这个赋值创建了一个正则表达式表示“域由两个字符进行分割。”如果你确实想用一个点号（.）后面跟一个字符来分割域，使用***‘FS = "\\.."’***。

下面是基于 FS 的值的（‘==’表示等于‘’）域分割的总结：

FS == " " 域由连续的空格进行分割。记录的前后的空白会被忽略，这是默认分割方式。

FS == 任意单个字符

域由单个字符进行分割。多个连续的字符会分割出空域，头、尾的出现也一样。字符甚至可以是正则表达式的元字符，并且也不需要进行转义。

FS == ***regexp***

域由匹配‘regexp’的正则表达式字符串进行分割。前后匹配会分割出空字符。

FS == "" 记录中的每个字符都是分隔符。（这是一个通用扩展；但是没有由 POSIX 标准定义。）

|  |
| --- |
| FS 与 IGNORECASE  当域分割符 FS 的值是正则表达式时，IGNORECASE 变量会影响到分割。当 FS 是一个单独的字符时，则没有影响，即使字符是一个字母。因此下面的代码：  **FS = "c"**  **IGNORECASE = 1**  **$0 = "aCa"**  **print $1**  输出为‘cCa’。如果你确实想用字母字符来分割域而忽略大小写。就使用正则表达式，并由它来为你处理这样的问题（如，***‘FS = "[c]"’***）。在这个例子，IGNORECASE 会产生效果。 |

## 4.6 读取固定宽度数据

本单讨论 gawk 一个高级特性。如果你是 awk 新手，你可以第一次阅读时跳过。

gawk 提供了处理固定宽度域的功能，而不需要特别的域分割符。例如，这种数据可能由旧的 Fortran 程序处理数据时出现，或者是程序的输出不参与将其输出作为输入的程序。

作为后者的一个例子就是表，它的每一列通过利用可变的数字或者空格来对齐，空的域则全是空格。很明显的，awk 的一般域分割是基于 FS 的值，不会在这样的例子中工作得好。尽管一个可移植的 awk 程序可以使用一系列的 substr() 调用来处理 $0（查看），在处理有很多域，并且数据量巨大时，这是一很蹩脚也低效的方法。

将输入记录分割成固定宽度的域，通过指定一个包含空格分割的数字到内建变量FIELDWIDTHS来实现。每一个数字表示了域的宽度，包含了域之间的列。如果你想忽略域之间的列，则可以指定分离的域宽度，则后面的处理会忽略掉它。指定一个负的域宽是一个致命错误。下面的数据是 Unix 工具 w 的输出。这个用来演示FIELDWIDTHS的使用非常有用：

**10:06pm up 1 days， 14:04， 23 users**

**User tty login idle JCPU PCPU what**

**hzuo ttyV0 8:58pm 9 5 vi p24.tex**

**hzang ttyV3 6:37pm 50 -csh**

**eklye ttyV5 9:53pm 7 1 em thes.tex**

**dportein ttyV6 8:17pm 1:47 -csh**

**gierd ttyD3 10:00pm 1 elm**

**dave ttyD4 9:47pm 4 4 w**

**brent ttyp0 26Jun91 4:46 26:46 4:41 bash**

**dave ttyq4 26Jun91 15days 46 46 wnewmail**

下面的程序使用上面的输入，将空闲时间转换为秒数，并打印输出头两个域并计算空闲时间：

**BEGIN { FIELDWIDTHS = "9 6 10 6 7 7 35" }**

**NR > 2 {**

**idle = $4**

**sub(/^ +/， ""， idle) # strip leading spaces**

**if (idle == "")**

**idle = 0**

**if (idle ~ /:/) {**

**split(idle， t， ":")**

**idle = t[1] \* 60 + t[2]**

**}**

**if (idle ~ /days/)**

**idle \*= 24 \* 60 \* 60**

**print $1， $2， idle**

**}**

提示：前厕所程序使用了一些 awk 我们目前还没有讨论的特性。

执行上面的程序，产生了如下输出：

**hzuo ttyV0 0**

**hzang ttyV3 50**

**eklye ttyV5 0**

**dportein ttyV6 107**

**gierd ttyD3 1**

**dave ttyD4 0**

**brent ttyp0 286**

**dave ttyq4 1296000**

另一个固定宽度输入数据例子（可能更复杂）是来自于投票站。在美国的一些地区，投票者会将他们的选择在计算机卡上打上孔。然后处理这些卡，从而统计特定的候选者或者特定的问题。由于投票者可以不选择某些问题，因此卡上的某些列可能是空的。处理这类数据的 awk 程序可以使用 FIELDWIDTHS特性来简化数据的读取。（当然，让 gawk 选择在选举卡阅读器上的系统是另一个问题！）

向 FS 赋值会让 gawk 使用 FS 来进行域分割。使用 ***‘FS = FS’***来完成这样的功能，而不需要知道当前的 FS 值。为了了解当前正在使用的域分割策略，可以使用 PROCINFO["FS"] （查看，***在第 158 页***）。如果是常规的分割策略，则返回的值是“FS”，如果是固定宽度的分割策略则返回的是“FIELDWIDTHS”：

**if (PROCINFO["FS"] == "FS")**

**regular field splitting ...**

**else if (PROCINFO["FS"] == "FIELDWIDTHS")**

**fixed-width field splitting ...**

**else**

**content-based field splitting ... (*see next section*)**

当要写一个需要临时改变 FS 或者 FIELDWIDTHS 策略的函数时，这个功能则非常有用。这个函数读一些记录后，然后恢复初始配置（查看，***在第 242 页***，有这种函数的例子）。

## 4.7 以内容定义域

本节中，讨论一个 gawk 的高级特性。如果你是一 awk 新手，第一次阅读时，你可以路过这一节。

通常情况下，当使用 FS 策略时，gawk 将域定义为记录的一部份，它们出现在每个域分割符之间。换言之，FS 定义了域不是什么，而不是域是什么。但是，有那么一些时候，你确实需要按照域是什么来定义它们，而不是它们不是什么来定义。

最臭的例子就是所谓的“逗号分隔数据”（CSV）。许多的表单程序，都可以将他们的数据输出为文本文件人，这些记录都以换行符结束，同时通过逗号分隔。如果只有逗号来分割数据，这个就不是问题。问题是，当其中的某个域中有逗号时。在这样的状况下，大多数据的程序都将域用双引号引起来。[[31]](#footnote-32)所以，我们可能有如下这样的数据：

**Robbins，Arnold，"1234 A Pretty Street， NE"，MyTown，MyState，12345-6789，USA**

FPAT 变量为这样的问题提供了解决方案。FPAT 的值应该是一个正则表达式字串。这个表达式描述了每个域的内容。

在上面所列的 CSV 数据中，每个域要么是“一切都不是逗号，”或者“一个双引号，一切不是双引号，一个闭双引号。”如果写这样的一个正则表达式常量（查看*，* ***在第 50 页***），我们有这样的正则表达式/([^，]+)|("[^"]+")/。

**FPAT = "([^，]+)|(\"[^\"]+\")"**

是骡子是马，拉出来溜溜，这是来分析上面数据的简单程序：

**BEGIN {**

**FPAT = "([^，]+)|(\"[^\"]+\")"**

**}**

**{**

**print "NF = "， NF**

**for (i = 1; i <= NF; i++) {**

**printf("$%d = <%s>\n"， i， $i)**

**}**

**}**

当运行时，我们可以得到下面的结果：

**$ gawk -f simple-csv.awk addresses.csv**

**NF = 7**

**$1 = <Robbins>**

**$2 = <Arnold>**

**$3 = <"1234 A Pretty Street， NE">**

**$4 = <MyTown>**

**$5 = <MyState>**

**$6 = <12345-6789>**

**$7 = <USA>**

注意含在 $3 里的逗号。

这种处理 CSV 数据类型的直接提升是在双引号出现时，会自动移除它们，如像这样的：

**if (substr($i， 1， 1) == "\"") {**

**len = length($i)**

**$i = substr($i， 2， len - 2) # Get text within the two quotes**

**}**

与 FS 一起，IGNORECAASE 变量会影响 FPAT 类型的域分割策略（查看，***在第 156 页***）。

给 FPAT 赋值，会覆盖 FS 与 FIELDWIDTHS 策略。与 FIELDWIDTHS 中的 PROCINFO["FS"] 的值类似，如果采用的是基于内容的域分割策略，其值将是“FPAT”。

提示：有一些程序输出的 CSV 数据会包含换行符在双引号之间。gawk 没办法处理这个问题。就算是符号正规的 CSV 规范的数据，也无能为力。FPAT 机制为大多数情形提供了一种优雅的解决方法，gawk 的开发者对此也非常满意。

正如所写的，FPAT 所使用的正则表达式，要示每个域包含至少一个字符。直接更改（更改第一个‘+’为‘\*’）允许域可为空：

**FPAT = "([^，]\*)|(\"[^\"]+\")"**

最后，patsplit() 函数也实现相同的功能，用来对常规的字符进行分割（查看，***在第 184 页***）。

总结一下，gawk 提供三种独立的方法来将输入记录分割成记录。这些机制通过三个变量来实现，即FS， FIELDWIDTHS， 或者 FPAT，谁最后被赋值，则采用相应的对应的机制。

## 4.8 多行记录

在一些数据中，单行无法方便地包含所有的信息在一个项中。在这样的情况下，你可以使用多行记录。实现这个方式的第一步是选择你的数据格式。

其中一个技巧是使用一个不常用的字符或者字串来分割数据。例如，你可以使用换页符（在 awk 中写成‘\f’，如C）来分割他们，使得每个记录是文件中的一个页。接着，将变量 RS 的值设置成‘\f’（只包含一个换页符的字串）。任意其他的字符也是可以用的，只要它们不是记录数据的一部分。

另一个技巧是用一个空行来分隔记录，然后通过一个特殊的值，即一个空串赋值给 RS，以提示记录是通过一个或者多个空行来进行分隔的。当 RS 被设置成空串，每条记录就是结束于第一个空行。下一个记录直到后续遇到的第一个非空行开始。不管在行中出现多少空行，它们都实际分隔一个记录。（空行必须是完全空的，包含空格的也不算。）

你可以通过将串“\n\n+”赋值给 RS，可以取得与‘RS=""’一样的效果。这个正则表达式匹配记录结尾一个到多个换行符。另外，正则表达式总是匹配最长的可能序列（查看***在第 57 页***）。因此，下一个记录开始于后续的第一个非空行，不管一行中出现多少的空行，他们都会认为是一个记录分隔符。

但是，‘RS=""’与‘RS="\n\n+"’两者之间有一个重要的差别。第一个情形下，输入数据的前导空行会被忽略，并且如果文件的最后一条记录后面没有额外的一个空行，最后的换行符会被从记录中删除。但是在第二种情况下，这个特殊处理过程不会执行。

现在，输入已经被分割成记录，第二步是将记录分割成域。一种方法是用通常的方式是将记录分割成域。在这种特殊情况下，这是一种默认情况。当 RS 被设置成了空串，FS 被设置成单个字符，域分隔符总是换行符。同时也包含由 FS 产生的任意分割结果。[[32]](#footnote-33)

这个特殊的例外的原始动机可能是为了提供在默认场景下有用的行为（例如 FS 等于“”时）。当你确实不想用换行符来分隔域时，这个特性可能就会有问题，因为没有方法可以避免它。但是，你可以通过 split() 函数来手工分解记录来修复这个问题（查看，***在第 184 页***）。如果你有一个单字符的域分隔符，你可以用另外一种方式来解决这个特性带来的问题，只需要将 FS 设置成这个单字符的正则表达式。例如，如果域分隔符是一个百号，要使用‘FS=“[%]”’，而不要使用‘FS=“%”’.
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**Jane Doe**

**123 Main Street**

**Anywhere， SE 12345-6789**

**John Smith**

**456 Tree-lined Avenue**

**Smallville， MW 98765-4321**

**...**

下面则是一个处理该文件的简单的程序：

**# addrs.awk --- simple mailing list program**

**# Records are separated by blank lines.**

**# Each line is one field.**

**BEGIN { RS = "" ; FS = "\n" }**

**{**

**print "Name is:"， $1**

**print "Address is:"， $2**

**print "City and State are:"， $3**

**print ""**

**}**

执行后，产生如下的输出：

**$ awk -f addrs.awk addresses**

**-| Name is: Jane Doe**

**-| Address is: 123 Main Street**

**-| City and State are: Anywhere， SE 12345-6789**

**-|**

**-| Name is: John Smith**

**-| Address is: 456 Tree-lined Avenue**

**-| City and State are: Smallville， MW 98765-4321**

**-|**

**...**

查看，***在第 277 页***，查看一个更实际的程序来处理邮件列表。下面的列表总结了记录基于 RS 的值的记录分割方式：

RS == "\n" 记录通过换来符来进行分割（“\n”）。在效果上，数据文件中的每一行都是一个记录，包括空行。这是默认行为。

RS == 任意单独字符

记录通过字符来进行分割。多个连续的字符会分割出空记录。

RS == "" 记录通过一连串的空行进行分割。当 FS 是一个单独的字符时，则换行符总会表现为域分隔符，不管 FS 有什么样的值。文件的头尾的换行符会被忽略掉。

RS == ***regexp*** 记录通过匹配 regexp 正则表达式的字符串来进行分割。文件头尾的空行会分割出空的记录。（这是 gawk 的扩展；在 POSIX 中没有对这种情形进行定义。）

如果不是在兼容模式下（查看，***在第 35 页***），gawk 设置 RT 的值为输入数据中匹配由 RS 指定的值的文本。但是，如果输入文件结束输入而没有匹配 RS，则 gawk 会将 RT 的值设置成空串。

## 4.9 用 getline 输入数据

到目前为止，我们都是从 awk 的主要输入流中获取数据，要么是标准输入（通常是你的键盘，有时是其他程序的输出）或者通过命令行指定的文件。awk 语言有一个特殊的内建命令 getline 可以用来显式地在你的控制下读取输入。

getline 命令有几种不同的使用方式，并且初学者最好不要使用。下面的 getline 使用例子以及相应的解释包括了一些目前还没有涉及的知识。因此，当你阅读了第一、二部分剩下的部分时，再回过头来学习 getline，则你会更了解 awk 是如何进行工作的。

getline 命令查看到一个记录时则返回 1，如果遇到文件结束时则返回 0。如果在读取数据时发生了错误，如文件不能被打开，则 getline 返回 -1。在这个情况下，gawk 将变量 ERRNO 的值设置成所遇到的的错误的描述字串。

在下面的例子中，command 代表 shell 命令的字串值。

提示：当 --sandbox 指定时（查看，***在第 35 页***），从文件，管道或者并程[[33]](#footnote-34)中读取行数据是被禁止的。

### 4.9.1 不带参数调用 getline

getline 命令可以不带参数来从当前文件中读取输入。在这种情形下，就是读取下一个输入记录并将其分割为域。当你已经完成当前记录的处理，但是对于下一个记录想先做一些处理的情况下非常有用。例如：

**# Remove text between /\* and \*/， inclusive**

**{**

**if ((i = index($0， "/\*")) != 0) {**

**out = substr($0， 1， i - 1) # leading part of the string**

**rest = substr($0， i + 2) # ... \*/ ...**

**j = index(rest， "\*/") # is \*/ in trailing part?**

**if (j > 0) {**

**rest = substr(rest， j + 2) # remove comment**

**} else {**

**while (j == 0) {**

**# get more text**

**if (getline<= 0) {**

**print("unexpected EOF or error:"， ERRNO) >"/dev/stderr"**

**exit**

**}**

**# build up the line using string concatenation**

**rest = rest $0**

**j = index(rest， "\*/") # is \*/ in trailing part?**

**if (j != 0) {**

**rest = substr(rest， j + 2)**

**break**

**}**

**}**

**}**

**# build up the output line using string concatenation**

**$0 = out rest**

**}**

**print $0**

**}**

这个 awk 程序从输入中删除 C 风格的注释（‘/\* ... \*/’）。其中用到的一些特性我们还没有讲到，包括字串合并（查看，***在第 121 页***），以及 index()， substr () 内建函数等（查看，***在第 184 页***）。通过替换‘print $0’为其他的语句，你可以执行更为复杂的从输入中删除注释的处理，例如搜索正则表达式等。（这个程序有一个很微小的细节——就是如果一个注释在本行结束，同时又开启另一个注释。）这种使用 getline 的方式，会设置 $0 的 NF，NR，FNR，RT 变量。

提示：$0 的新值用于测试接所有接下来的模式。$0 在触发执行 getline 调用的规则的最初始就会丢失。另一方面，next 语句读取一个新的记录，并且立即从程序中的第一个规则开始处理它。查看，***在第 153 页***。

### 4.9.2 将 getline 赋值给变量

你也可以使用‘getline var’将从 awk 的输入的下一个记录赋值给一个变量。这没有做任何针对数据的处理。例如，假设下一行是一个注释或者一个特殊字串，你想读取它的同时，不触发任何规则。这种形式的 getline 调用可以让你读取行并且将其存在一个变量中，因此，主循环中***read-a-line-and-check-each-rule（读取一行并检查每个规则）***的 awk 循环就看不到这个记录了。下面的例子交换输入中的两行：

**{**

**if ((getline tmp) > 0) {**

**print tmp**

**print $0**

**} else**

**print $0**

**}**

例子中使用下面的输入：

**wan**

**tew**

**free**

**phore**

并产生如下的结果：

**tew**

**wan**

**phore**

**free**

这么使用 getline 命令仅设置变量 NR，FNR 以及 RT（当然还有变量 var）。记录不会被分割成域，因此域的值（包括 $0）以及 NF 的值都不会改变。

### 4.9.3 使用 getline 读取文件

使用 ‘getline < file’ 来从 file 中读取记录。在这里，file 是一个求值为字串的表达式，并用其指定文件名。‘<file’ 称为重定向，因为它将输入定向为另一个不同的位置。例如，下面的程序当它遇到从当前输入文件输入的记录中的第一个域的值为10时，则从文件 secondary.input 中读取输入记录：

**{**

**if ($1 == 10) {**

**getline<"secondary.input"**

**print**

**} else**

**print**

**}**

由于主输入流没有被使用，变量 NR 以及 FNR 的值是不会改变的。但是，它所读取的记录会被正常地分割成域，因此 $0 以及其他域的值是会改变的，因此导致 NF 与 RT 的值是会改变的。

根据 POSIX 标准，‘getline < expression’如果 expression 中包含未括起来的除‘$’的操作符时，则会产生歧义。例如***‘getline< dir "/" file’***就是有歧义的，因为连接操作符（还未讨论到，查看，***在第 121 页***）是没有被括起来的。如果你的程序要能够移植到所有的 awk 实现中，你应该这么写***‘getline< (dir "/" file)’***。

### 4.9.4 从文件中 getline 到变量

使用***‘getline var < file’***来从文件 file 中读取输入，并且将其存放在变量 var 中。如前所示，文件是一个求值为字串的变量，结果中包括要被读取的文件。

在这个版本的 getline 中，没有一个预定义的变量会改变，记录也不会被分割成域。唯一改变的就是 var[[34]](#footnote-35)变量。例如，下面的程序复制所有的输入文件到输出，除了如果记录内容为***‘@include filename’***。这样的记录会被文件 filename 替换：

**{**

**if (NF == 2 && $1 == "@include") {**

**while ((getline line < $2) > 0)**

**print line**

**close($2)**

**} else**

**print**

**}**

注意这里的另外的输入文件的名字是如何构建到程序中的；它是直接从数据中来的，通过***@include***行的第2个域来指定的。

close() 函数的调用是为了保证如果***@include***在输入文件中出现两次，文件的内容也会被指定两次。查看，***在第 108 页***。

这个程序的不足就是不能处理内嵌***@include***的情况（例如，***@include***语句包含在被包含的文件中），如一个真正的宏处理器所执行的功能。在，***在第 286 页***， 查看处理内嵌***@include***语句的程序。

### 4.9.5 从管道中使用 getline

*全知全能太遥远，还不是关注细节更有用。*

*—Brian Kernighan*

命令的输入也可以被通过使用‘command|getline’来以管道输出给 getline。在这种情形中，command 是一个 Shell 命令，同时，它的输出会被以管道形式输出给 awk 来作为输入。这种形式的 getline 从管道中一次读取一个记录。如，下面的程序复制它的输入到输出中，排除那些以‘***@exclude***’开头的行，这些行会被替换为将行的剩下的内容当做Shell命令执行时产生的输出：

**{**

**if ($1 == "@execute") {**

**tmp = substr($0， 10) # Remove "@execute"**

**while ((tmp | getline) > 0)**

**print**

**close(tmp)**

**} else**

**print**

**}**

close() 函数保证两个相同的‘***@execute***’行，命令会执行相应次数。假设有下面的输入：

**foo**

**bar**

**baz**

**@execute who**

**bletch**

程序可能产生如下的输出：

**foo**

**bar**

**baz**

**arnold ttyv0 Jul 13 14:22**

**miriam ttyp0 Jul 13 14:23 (murphy:0)**

**bill ttyp1 Jul 13 14:23 (murphy:0)**

**bletch**

注意这个程序会执行命令 who 然后打印出结果。（如果你测试这个程序，你可能会得到不同的结果，这依赖于你所登入的系统。）

这样的 getline 形式会将记录分割成域，并设置 NF 的值，并重新计算 $0 的值。NR 与 FNR 的值不会改变，RT 的值则会被设置。

根据 POSIX 标准，***‘expression | getline’***表达式中，如果 expression 包含了未被括起来的除 $ 之外的操作符时，则会是有歧义的。例如，***‘"echo ""date" | getline’***由于连接操作符没有被括起来，因此这个语句是有歧义的。如果乐想你的程序可以有移植到所有的 awk 实现里，你应该这么写：***‘("echo ""date") | getline’***。

提示：不幸的是，gawk 在对待像这样的结构‘"echo ""date" | getline’时是不一致的。大多数的版本，包括目前的版本，都将其看成‘("echo ""date") | getline’。（这也是 BWK awk 的行为）有一些版本则会将其看成‘"echo " ("date" | getline)’。（这是 mawk 的行为）简单地说。显式地使用括号，就不用担心这些问题。

### 4.9.6 从管道中getline到变量

当使用***‘command | getline var’***这种形式，即 command 命令的输出通过管道发送给 getline，并将其存储在变量 var 中。例如，下面的程序利用 date 工具，读取当前的日期与时间到变量 current\_time 中，然后打印它：

**BEGIN {**

**"date" | getline current\_time**

**close("date")**

**print "Report printed on " current\_time**

**}**

在这个版本的 getline 中，没有任何预定义的变量会改变，记录也不会分割成域，但是 RT 会被设定。

### 4.9.7 从并程中使用 getline

从管道中 getline 读取输入是单向操作。通过***‘command | getline’***启动的命令 command 只会将数据发送到你的 awk 程序。

有时候，你可能会想发送数据到另一个程序用于处理，并将结果返回来。gawk 可以启动一个并程，同时允许双向通信。这是通过‘|&’操作符来实现的。典型的情况中，你首先将数据写到并程中，然后将结果读取回来，如下面所示：

**print "some query" |&"db\_server"**

**"db\_server" |&*getline***

上面的例子中将请求发送到 db\_server 中然后读取结果。

NR 与 FNR 的值不会变更，因为主输入流没有被使用。但是，记录会按正常方式分割成域，因此会改变 $0 的值，其他域的值，以及 NF 跟 RT 的值。

并程是一个高级特性。在这里讨论是因为这跟 getline 有关。查看 ，***在第 304 页***，这里并程会更讨论得更深入一些。

### 4.9.8 使用并程 getline 到变量

当你使用***‘command |&getline var’***，并程 command 的输出会通过一个双向管斗管道发送到 getline 中，并保存在变量 var 中。

在这个版本的 getline 中，没有任何预定义的变量会改变，记录也不会分割成域。唯一变化的是变量 var，但是 RT 的值会被设定。

### 4.9.9 回顾 *getline*

这下面有几点关于 getline 的内容需要留意：

* 当 getline 改变了 $0 与 NF 的值时，awk 不会自动跳到程序的开始并测试新的记录与模式。但是新的记录会匹配任意后后续规则。
* 一些非常老的 awk 实现限制了 awk 程序可以打开的管线的数量就是1个。在 gawk 中，没有这样的限制。你可以打开你想要的在操作系统限制下的管线（以及并程）数量。
* 如果你在 BEGIN 规则中使用 getline 而没有重定向符，则会出现一个有趣的副作用。由于一个未重定向的 getline 会从命令行中的数据文件中读取数据，第一个 getline 命令会导致 awk 设置 FILENAME 的值。正常情况下。FILENAME 不会在 BEGIN 规则内有值，由于你还没有开始处理命令行数据文件。（查看，***在第 141 页***与，***在第 158 页***。）
* 在 getline 中使用 FILENAME（***‘getline< FILENAME’***）有可能导致困惑。awk 利用当前文件打开一个独立的输入流。但是不通过使用变量，$0 与 NF 的值也还会改变。如果你这么做，有可能是偶然，你应该重新考虑你到底想要什么结果。
* ，***在第 90 页***，提供了 getline 不同变体及在相应情况下受影响的变量的总结表。也值得注意，那些变体不使用重定向，如果导致了 awk 重新读取一个新的输入文件，也可以导致 FILENAME 的更新。
* 如果正在被赋值的变量是一个带副效应的表达式，则不同的 awk 版本会有不同的表现。这依赖于怎样碰到“end-of-file”。这是一个例子，感谢Duncan Moore：

**BEGIN {**

**system("echo 1 > f")**

**while ((getline a[++c] <"f") > 0) { }**

**print c**

**}**

这里，副效应是‘++c’。如果文件结束时，c 是否是在 a 的元素被赋值之前进行递增么？

gawk 将 getline 按照函数调用来对待，并在尝试读取 f 之前对表达式***‘a[++c]’***进行求值。但是，在 awk 的某些版本中，当它知道有字串值要进行赋值时，才会对表达式求值。

### 4.9.10 getline 变体总结

表 4.1 总结了 getline 的8个变体，并列举了在每种变体下会被设置的预定义变量，以及变体是否是 gawk 的标准扩展。提示：对每个变体，gawk 都会设置预定义变量 RT。

|  |  |  |
| --- | --- | --- |
| Variant | Effect | awk / gawk |
| getline | Sets $0， NF， FNR， NR， and RT | awk |
| getline var | Sets var， FNR， NR， and RT | awk |
| getline< file | Sets $0， NF， and RT | awk |
| getline var < file | Sets var and RT | awk |
| command | getline | Sets $0， NF， and RT | awk |
| command | getline var | Sets var and RT | awk |
| command |&getline | Sets $0， NF， and RT | gawk |
| command |&getline var | Sets var and RT | gawk |

表4.1：getline 变体及其设置的变量

## 4.10 带超时的输入读取

本节讨论的特性是 gawk 所独有的。

在读取键盘上、管道、双向通信，包括TCP/IP 套接字中读取输入的时候，你可以指定一个为毫秒单位超时时间。这可以在每个输入，每个命令或者每个连接的基础上来指定。所有这些都可以指定 PROCINFO 数组中的某个元素的值来实现（查看，***在第 158 页***）：

**PROCINFO["input\_name"， "READ\_TIMEOUT"] = timeout in milliseconds**

如果设置了这样的时间，gawk 超时后，如果没有在指定的超时时间内读取到数据，则会返回一个失败状态。例如，TCP 客户端可以在指定时间后，决定是放弃接收从服务器返回的响应。

**Service = "/inet/tcp/0/localhost/daytime"**

**PROCINFO[Service， "READ\_TIMEOUT"] = 100**

**if ((Service |&getline) > 0)**

**print $0**

**else if (ERRNO != "")**

**print ERRNO**

下面则是从 user 那里[[35]](#footnote-36)进行交互式读写，并且不等待超过5秒：

**PROCINFO["/dev/stdin"， "READ\_TIMEOUT"] = 5000**

**while ((getline<"/dev/stdin") > 0)**

**print $0**

gawk 会在等待指定的超时时期后，如果没有数据输入，则会结束读操作，并返回失败，同时设置 ERRNO 的值为恰当的值。负值或者0的超时时间，与不指定超时时间一样。

超时时间也可以设置在在显式的循环中来读取键盘输入，通过读取这些输入来对模式进行匹配，如：

**$ gawk ’BEGIN { PROCINFO["-"， "READ\_TIMEOUT"] = 5000 }**

**> { print "You entered: " $0 }’**

**gawk**

**-| You entered: gawk**

在这个情形下，如果在5秒之内反应失败，会导致如下错误信息：

**error gawk: cmd. line:2: (FILENAME=- FNR=1) fatal: error reading input file *‘-’*: Connection timed out**

超时或者变更超时可以在任意时间，并在下次从输入设备中读取时产生效果。在下面的例子中，我们从1秒开始，并不断按1/10秒的时间递减，直到有输入到达：

**PROCINFO[Service， "READ\_TIMEOUT"] = 1000**

**while ((Service |&getline) > 0) {**

**print $0**

**PROCINFO[Service， "READ\_TIMEOUT"] -= 100**

**}**

提示：你不可以假设读操作在读取了第10个记录后会阻塞。有可能 gawk 第一次读取时就读取了多于一个的记录并缓存起来。因为这个原因，在上面的例子中，改变超时值不是特别有用。

如果 PROCINFO 元素没有设置，并且GAWK\_READ\_TIMEOUT环境变量存在，gawk 会使用这个变量的值来初始化超时值。唯一地使用环境变量来指定超时值有这样的一个缺陷，就是不能够按照每命令或者每个连接地进行控制。

gawk 会认为超时事伯是一个错误。就算后续对于输入设备的读取是成功的。这是一个限制，这也表示你不可以用这个来复用两个或者更多的输入源。

赋值一个超时值，可以避免读操作一直被阻塞。但是要记住，还有其他的方法来等待输入设置准备就绪。一个网络客户端在可以读取数据之前可能需要等待很长的时间来建立连接，或者要很长的时间来打开 FIFO 特殊文件以进行读取，这时会一直阻塞，直到其他的进程打开这个特殊文件并进行写。

## 4.11 命令行中的目录

根据 POSIX 标准，在 awk 命令行中指定的文件名必须是文本文件；如果不是则会是一个致命错误。大多数 awk 版本将命令行上指定目录看成是一个致命错误。

在默认情况下，gawk 在命令行上指定目录会产生一个告警，但是会忽略它。这样的知，可能很容易使用右 awk 程序中使用 Shell 通配符：

**$ gawk -f whizprog.awk \* Directories could kill this program**

如果指定了 --posix 或者 --traditional 选项，gawk 则会将在命令行上指定目录视为致命错误。

查看 ，***在第 397 页***，有一个方式来在 awk 程序将目录视为有用的数据。

## 4.12 总结

* 根据 RS 的值，输入会被分割成记录，可能如下：

|  |  |  |
| --- | --- | --- |
| Value of RS | Records are split on . . . | awk / gawk |
| Any single character | That character | awk |
| The empty string ("") | Runs of two or more newlines | awk |
| A regexp | Text that matches the regexp | gawk |

* FNR 表示已经从当前输入文件中读取了多少记录，NR则表则从所有的文件总读取了多少记录。
* gawk 设置 RT 的值为通过 RS 匹配的文本。
* 将输入分割成记录后，awk 会进一步将记录分割成不同的域，称为 $1，$2 等等。$0 是整个记录，NF 表示有多少个域。默认的分割域的方式是在空白符之间的字符。
* 域可以通过变量来进行参考，如 $NF。域也可以被赋值，这会导致 $0 再次被使用时，会被重新计算。对大于 NF 的值的域进行赋值可以创建新的域，并重建记录，通过 OFS 来分割域。增大 NF 的值也产生相同的结果。减少 NF 的值，会丢弃超过 NF 之外的域，并重建记录。
* 域分割比记录分割要复杂一些：

|  |  |  |
| --- | --- | --- |
| Field separator value | Fields are split . . . | ***awk*** / gawk |
| FS == "" | On runs of whitespace | ***awk*** |
| FS == any single character | On that character | ***awk*** |
| FS == ***regexp*** | On text matching the ***regexp*** | ***awk*** |
| FS == "" | Such that each individual character is a separate field | gawk |
| FIELDWIDTHS == list of columns | Based on character position | gawk |
| FPAT == ***regexp*** | On the text surrounding text matching the ***regexp*** | gawk |

* 使用‘FS="\n"’会使整个记录成为一个域（假设用换行符来分隔记录）。
* FS 可以通过命令行选项 -F 进行设置，也可以通过命令行中的变量赋值方式进行设置。
* Use PROCINFO["FS"] to see how fields are being split.
* 通过 PROCINFO["FS"] 来查看正在被用于进行域分割的方式。
* 使用 getline 及其不同的格式来从默认的输入流之外的文件，管管或者并程等地方读取记录。
* Use PROCINFO[file， "READ\_TIMEOUT"] to cause reads to time out for file.
* 使用PROCINFO[file， "READ\_TIMEOUT"]来对从文件读进行超时设置。
* 标准的 awk 中，在命令行中指定目录是一个致命错误；gawk 在非 POSIX 模式中会忽略它们。

## 4.13练习

1. 使用 FIELDWIDTHS 变量（查看，***在第 77 页***），写一个程序来读取选举数据，这些数据中每个记录代表一个投票者的选票。构造一个方式来定义列如何来与每个投票项进行关联，并打印总的票数，包括每个项的弃权票数。
2. 在，***在第 83 页***中，有一个程序来从输入中移除 C 风格的注释（/\*...\*/)。那个程序在一个行中结束一个注释，同时开启另一个注释时工作不正确。可以做一些很小的变更就可以来修复它，如何来做？

# 第五章 打印输出

大多数编程行为就是打印或者说是输出一些或者全部的输入。使用 print 语句进行简单的输出，利用 printf 语句进行格式化输出。print 语句并不仅限于何时计算哪个值要进行打印。但是有两个例外，你无法指定它们如何来打印它们——多少列，是否使用幂方式等等。（对于这些例外，查看，***在第 96 页***，以及，***在第 97 页***）对于规范的打印，你需要 printf 语句（查看，***在第 97 页***）。

除了基本的与格式化的打印，本章还会讨论一 I/O 重定向到文件与管道的相关问题，介绍一些 gawk 内部使用的特殊的文件名，还讨论 close() 这个内建函数。

## 5.1 print 语句

利用 print 进行简单的，标准化的输出。只需要指定要打印的字串以及数字，并用逗号分隔它们。它们输出时用简单的空格进行分隔，并在最后附加上换行符。语句看起来如下：

**print item1， item2， ...**

整个的项目列表可以用括号括起来，但是可选的。如果项目表达式使用了‘>’这样的关系操作符，则括号是必须的；否则会产生令人困惑的输出重定向（查看，***在第 103 页***）。

要打印的项，可以是常量字串，数值，当前记录的域（如$1），变量，以及任意的 awk 表达式。数值会被转换成字串，然后再打印。

简单的 print 语句，同时没有带任何打印项，等同于‘print $0’：即打印整个的当前记录。要打印一个空行，则使用‘print ""’。要打字固定的文本片，使用字串常量，如“Don't Panic”这样的项。如果你忘记使用双引号字符，则文件会被当成 awk 表达式，这样有可能会产生一个错误。要记住，在任意两个要打印的项目之间空格是要打印的。

注意 print 语句是一个语句，而不是一个表达式——你不能使用在模式-动作语句中的模式部分。

## 5.2 print 语句例子

每一个 print 语句至少会产生一行输出。但是不限于只输出一行。如是项目中的值是一个字串，并包含一个换行符，则换行符会与剩下的串一起输出。一个单一的 print 语句可以按这种方式首先任意行数。下面是一个打印内嵌了换行符串的例子：

**$ awk’BEGIN { print "line one\nline two\nline three" }’**

**-| line one**

**-| line two**

**-| line three**

下一个例子，会运行在文件 inventory-shipped 上，并打印每个输入记录的前两个域，它们之间有空格：

**$ awk’{ print $1， $2 }’ inventory-shipped**

**-|Jan 13**

**-|Feb 15**

**-|Mar 15**

**...**

常见的使用 print 语句的错误是省略了项目之间的逗号。这常会导致在输出中所有的项目挤在了一些，相互之间没有空格。原因在于在 awk 中，并列两个字串表示的是合并它们。这是相同的程序，但是没有逗号的情况：

**$ awk’{ print $1 $2 }’ inventory-shipped**

**-|Jan13**

**-|Feb15**

**-|Mar15**

**...**

对于不熟悉 inventory-shipped 文件的读者，上面的两个例子的输出没什么意义。开头的行可能更清楚。让我们在我们的月（$1）表以及已经发送的蓝包（$2）中添加一些头部信息：

**awk’BEGIN { print "Month Crates"**

**print "----- ------" }**

**{ print $1， $2 }’ inventory-shipped**

当执行时，程序打印如下：

**Month Crates**

**----- ------**

**Jan 13**

**Feb 15**

**Mar 15**

**...**

然而，唯一的问题是头部信息与表数据并没有对齐。我们可以在其中打印一些空格来修复这个问题：

**awk’BEGIN { print "Month Crates"**

**print "----- ------" }**

**{ print $1， ""， $2 }’ inventory-shipped**

如果要修复的列有很多，这样的修复方式会非常繁琐。计算两三个列是很简单的，但是超过这个数的时候，所耗的时间就很多了。这就是为什么要使用 printf 语句原因（查看 ，***在第 97 页***）；它的其中一个特别功能就是对齐数据列。

提示：你可以对 print 或者 printf 进行续行，只需要简单地在任意的逗号后面放置一个换行符即可。（查看，***在第 31 页***）。

## 5.3 输出分隔符

如前所述，print 语句包含了由逗号分隔的项目列表。在输出中，项目一般是用空格进行分隔。但是也不一定非要这样，空格只是默认情况。任意的字串都可以用来当成是输出分隔会，只需要设定预定义的变量 OFS。这个变量初始值就是串“”（一个空格）。

整个的 print 语句输出称为一个输出记录（output record）。每一个 print 语句输出一个输出记录，然后输出一个输出记录分隔符（或者 ORS）。ORS 的初始值为串“\n”（一个换行符）。因此，每一个 print 语句产生一个单独的行。

为了改变输出域以及记录的分隔方式，给变量 OFS 以及 ORS 赋值即可。通常做这件事的地方就是 BEGIN 规则里（查看），因此，在任意的输入被处理之前就可以就绪。也可以在命令行中的对其进行赋值，需要放在输入文件之前，或者使用 -v 命令行选项（查看）。下面的例子打印记录的第一与第二个域，并用分号分隔，并在每个换行符的后面增加一个空行：

**$ awk’BEGIN { OFS = ";"; ORS = "\n\n" }**

**> { print $1， $2 }’ mail-list**

**-|Amelia;555-5553**

**-|**

**-|Anthony;555-3412**

**-|**

**-|Becky;555-7685**

**-|**

**-|Bill;555-1675**

**-|**

**-|Broderick;555-0542**

**-|**

**-|Camilla;555-2912**

**-|**

**-|Fabius;555-1234**

**-|**

**-|Julie;555-6699**

**-|**

**-|Martin;555-6480**

**-|**

**-|Samuel;555-3430**

**-|**

**-|Jean-Paul;555-2127**

**-|**

如果 ORS 的值中不包含换行符，程序的输出就会挤在一行中。

## 5.4 控制 print 的数字输出

当用 print 语句打印数值时，awk 内部会将每一个数值转换成一个字符串，然后打印它。awk 使用 sprintf 函数来做这样的转换（查看，***在第 184 页***）。目前，只需要知道 sprintf 接受一个格式规范（字串）用以告诉如何来对数字或者字串如何进行格式化，并且数字有很多种方式来进行格式化。不同的格式规范会在，***在第 98 页***中讨论得更加详细。

预定义的变量 OFMT 包含了 print 时想将数值转换成字串，使用 sprintf 时的格式规范。OFMT 的默认的值是 “%.6g”。print 打印数字的格式可能通过给 OFMT 赋予不同的格式规范来改变，如下面的例子所示：

**$ awk’BEGIN {**

**> OFMT = "%.0f" # print numbers as integers (rounds)**

**> print 17.23， 17.54 }’**

**-| 17 18**

根据 POSIX 标准，如果 OFMT 包含的不是浮点转换规范的其他任意数值，会产生未定义的行为。

## 5.5 使用 printf 语句美化打印

为了比 print 提供更加精准地控制输出格式，可以使用 printf。printf 可以指定每个项目的宽度，以及一系列的数值输出格式（如使用的是什么基数，是否打印幂指数形式，是否打印符号，以及在小数点后要打印多个位等）。

### 5.5.1 printf 介绍

一个简单的 printf 语句是这样的：

**printf format， item1， item2， ...**

与 print 相似，整个的参数列表可以使用括号括起来。这里也是一样，如果项目表达式中包含了‘>’关系表达操作符，则括号是必须的，否则会导致一个输出重定向而使用困惑（查看*，****在第 103 页***）。

在 print 与 printf 之间的不同，就是 format 参数。这是一个会被当成字串识别的表达式，它指定了每个参数的输出格式。它称为格式字串。

格式字串与 ISO C 库中的函数 printf () 非常类似。大多的格式文本都输出来说都是字面的。在这些文本之间分散着格式指定符。每个项目一个。每个格式指定符都定义了下一个输出的项目在相应位置的格式。

printf 不会自动地在输出中附加一个换行符。它只输出格式串所定义的串。因此，如果需要换行符，你需要在格式中加入。输出分隔符变量 OFS 以及 ORS 在 printf 语句中没有作用。例如：

**$ awk’BEGIN {**

**> ORS = "\nOUCH!\n"; OFS = "+"**

**> msg = "Don\47t Panic!"**

**> printf "%s\n"， msg**

**> }’**

**-|Don’t Panic!**

例子中，无论是 ‘+’ 还是‘OUCH’都没有出现在输出信息中。

### 5.5.2 格式控制字母

格式指定符以字符‘%’开始，并以格式控制字母结束——整个格式指定符告诉 printf 语句如何来输出项目。格式字母指定了要打印的值的类型。格式指定符的其余部分则由可选的修饰符组成，这些修饰符控制如何来打印这些值，如域宽度。下面是格式控制字母：

%c 将数字打印成一个字符，所在‘printf “%c”，65’ 输出字母‘A’。如果是一个字串，则输出字串的第一个字符。

提示：POSIX标准说是打印字中的第一个字符。在多字节语言中，gawk 会尝试将字串的首字节转换成一个有效的宽字节，然后打印那个字符的多字节编码。相似地，当打印一个数值时，gawk 允许数值的值在一个宽字符所允许的值范围内。如果转换成多字节编码出错，gawk 会使用数值的低8位来打成字符打印。

其他版本的awk 一般严格限制为打印字串的第一个字节，或者数值的范围在一个字节的所表示的范围内（0-255）。

%d， %i 打印一个十进制整数。两个控制字母是等同的。（‘%i’ 规范主要是为了兼容ISO C。）

%e， %E 将数值打印成科学计算方式（幂指数），例如：

***printf “%4.3e\n”， 1950***

会打印‘1.950e+03’，带有4个有效位，其中3个在小数点的后面。（‘4.3’表示两个修饰符，会在下个小节中进行讨论。）‘%E’ 表示在输出中使用‘E’ 而不是‘e’ 。

%f 打印一个浮点数，例如：

***printf*** "%4.3f"， 1950

会打印‘1950.000’，带有4个有效位，3个在小数点后面。（‘4.3’表示两个修饰符，会在下个小节中进行讨论。）

在支持IEEE 754 浮点格式的系统上，代表负无穷会格式化为‘-inf’，或者‘-infinity’，正无穷则为‘inf’ 或者‘infinity’。对于“不是数值”这种特殊情况，则格式化为‘-nan’ 或者‘ nan’（查看，***在第 337 页***）。

%F 类似于‘%f’，只是无穷大，以及“不是数值” 会使用大写字母输出。‘%F’ 是一个ISO C 的一个扩展，不是所有的系统都支持。对于不支持的系统，gawk 会使用‘%f’ 来代替。

%g， %G 以科学方式或者浮点数方式打印浮数值，看哪个使用更少的字符，如果结果是以科学计数方式，‘%G’ 则使用‘E’ 而不是使用 ‘e’。

%o 打印一个无符号八进制整数（查看，***在第 113 页***）。

%s 打印一个字串。

%u 打印一个无符号整数。（使用这个格式要注意，因此在awk 中的所有数值都是浮点数，这个只是为了与ISO C 保持兼容。）

%x， %X 打印一个无符号的十六进制整数，‘%X’ 使用字母‘A’ 到‘F’ 而不是‘a’ 到‘f’（查看，***在第 113 页***）。

%% 打印‘%’。这个不会消耗后面的参数，并且忽略掉所有的修饰符。

提示：当使用整数的控制字母来打印其值超过 C 整数的最大的范围时，gawk 会切换到‘%g’ 这个格式指定符。如果在命令行中使用了 --lint 选项（查看），gawk 会生成一个告警。其他版本的awk 有可能打印一个无效的值，或者产生完全不同的其他结果。![flash.jpg](data:image/jpeg;base64,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)

### 5.5.3 printf 的修饰符

一个格式指示符功能包括一些修饰符以控制项目的值如何来进行打印，以及其需要多少的空间。修饰符处于‘%’与格式控制字母之间。我们使用子弹符“***●“***来表示输出中的空格。下面是可能的修饰符，以出现的顺序排序：

N$ 一个整数后面带一个‘$’ 是一个位置指定符。一般情况下，格式字串中的格式指定符是按顺序应用到后面的参数的。通过位置指定符，格式指定符则应用到指定的参数中，而不是原来本应该应用在列表中的参数。位置指定符从0开始计算。因此：

**printf "%s %s\n"， "don’t"， "panic"**

**printf "%2$s %1$s\n"， "panic"， "don’t"**

打印两次最有名的友好信息。

初看之下，这个特性没有什么特别的用处。事实上，这是gawk 的一个扩展，主要用于在运行时进行信息翻译。查看， ***在第 315 页***， 当中所描述的为什么以及如何来使用位置指定符。目前，我们可以先忽略它。

- (Minus) 一个减号 ‘-’，用在宽度指定符之前（看本列表之后），告诉对指定的宽度内进行左对齐。一般情况下，在指定的宽度内，参数是右对齐。因此：

**printf "%-4s"， "foo"**

打印***‘foo●’***。

space 对于数值转换，表示正值之前缀一个空格，或者负值之间带一个减号‘-’。

+ 加号，用在宽度指定符前（看本列表之后），告诉在数值转换上总是使用符号，就算数值格式是正数。‘+’ 号重载了空格指定符。

# 对于特定的控制字母使用“候选格式”。对于‘%o’ 则提供一个前导的0。对于‘%x’ 与‘%X’，则使用‘0x’ 或者‘0X’ 在非零的结果之前。对于‘%e’，‘%E’，‘%f’，‘%F’，结果中总是包含小数点。对于‘%g’ 与‘%G’，后面的零不会从结果中移除。

0 前导的 ‘0’ （零）是一个标志指示符，指定输出中使用0来填充而不是使用空格。这只用在数值格式中。这个标志也应用在如果宽度指定符中指定的宽度大于要打印的数值的宽度的情况。

’ 单引号或者撇号是ISO C 的POSIX 扩展。它表示的是浮点数值中的整数部分，或者整数的全部，应该包含有一个百分位分隔符。这个只在支持这样的格式的语言中有用。例如：

**$ cat thousands.*awk* *Show source program***

**-| BEGIN { *printf* "%’d\n"， 1234567 }**

**$ LC\_ALL=C gawk -f thousands.*awk***

**-| 1234567 *Results in "C" locale***

**$ LC\_ALL=en\_US.UTF-8 gawk -f thousands.*awk***

**-| 1，234，567 *Results in US English UTF locale***

要获取关于语言设置与国际化问题的更多信息，请查看，***在第 136 页***。

提示：‘'’标志是一个非常好的特性，但是使用起来会导致一些事情复杂起来：在命令行程序中用起来非常困难。要了解引号技巧的一些信息，请看 ，***在第 24 页***。

width 这是一个数值指定符，指定一个域所需要的最小宽度。在‘%’与格式控制字母之间插入一个数值，强制域的宽度扩展到指定的大小。默认的情况下会在左边的位置在空闲位置以空格填充。例如：

**printf "%4s"， "foo"**

会打印***‘●foo’***。

宽度的值是最小宽度，不是最大。如果值所需要的宽度更大，会扩展到必要的宽度。因此下面：

**printf "%4s"， "foobar"**

会打印***‘foobar’***。

如果在宽度的面前加一个减号（‘-’），则输出中的填充会在右边，而不是在左边。

.prec 一个点后面跟一个整数常量指定了打印时所使用的精度。其含义根据控制字母不同。

**%d， %i， %o， %u， %x， %X**

要打印的最小数字个数。

**%e， %E， %f， %F**

在小数点后面的数值个数。

**%g， %G**

有效数字位的最大个数。

**%s**

从要打印的字串中打印的最大字符数。

因此下面的代码：

**printf "%.4s"， "foobar"**

会打印‘foob’。

C 库中的 printf 的动态宽度与 prec 能力也被支持。不需要显式地在格式字串中指定一个宽度与/或者 prec 的值，它们也可以在参数列表中进行处理，如：

**w = 5**

**p = 3**

**s = "abcdefg"**

**printf "%\*.\*s\n"， w， p， s**

与下面的完全一致：

**s = "abcdefg"**

**printf "%5.3s\n"， s**

两个程序都输出***‘●●abc’***。awk 的期的版本不支持这样的能力。如果你必需使用这样的版本，你可以通过（字串）连接的方式来构建格式格式字串来模拟这个特性：

**w = 5**

**p = 3**

**s = "abcdefg"**

**printf "%" w "." p "s\n"， s**

在实践中这个代码不是很好读，但是确实可以工作。

C 程序员还可以在 printf 的格式字串中使用一些额外的修饰符（***‘h’***， ***‘j’***， ***‘l’***， ***‘L’***， ***‘t’***， 与***‘z’***）。这些在 awk 中都是无效的。大多数 awk 实现都是默默地忽略它们。如果 --lint 在命令行中指定了（查看），gawk 会产生告警。如果指定了 --posix ，则会产生一个致命错误。

### 5.5.4 *printf* 范例

下面是一个简单的如何来使用 printf 实现对齐表格的例子：

**awk’{ printf "%-10s %s\n"， $1， $2 }’ mail-list**

这个命令打印文件 mail-list 中的人名（$1）为10个字符的串，并且左对齐。同时也打印电话号码（$2）在同一行的后面。这会产生一个两行对齐的名字与电话的列表，如：

**$ awk’{ printf "%-10s %s\n"， $1， $2 }’ mail-list**

**-| Amelia 555-5553**

**-| Anthony 555-3412**

**-| Becky 555-7685**

**-| Bill 555-1675**

**-| Broderick 555-0542**

**-| Camilla 555-2912**

**-| Fabius 555-1234**

**-| Julie 555-6699**

**-| Martin 555-6480**

**-| Samuel 555-3430**

**-| Jean-Paul 555-2127**

在这例子中，电话号码要以字串的方式打印，因为号码是以横杠进行分隔的。如果将电话号码打印成数值，则产生的输出只有三个数字：‘555’。这就有点蛋疼了。

没有必要指定电话号码的长度，因为它们是一行中的最后一项。不需要在它们的后面填上空格。

如果在列的上面打印一些头部，看起来就更加漂亮了。这可以通过 BEGIN 规则来实现（查看，***在第 141 页***），这样的话，头部就只会在 awk 程序开始打印一次：

**awk’BEGIN { print "Name Number"**

**print "---- ------" }**

**{ printf "%-10s %s\n"， $1， $2 }’ mail-list**

在前面的例子中混合了 print 与 printf 语句。只使用 printf 也可以产生相同的结果：

**awk’BEGIN { printf "%-10s %s\n"， "Name"， "Number"**

**printf "%-10s %s\n"， "----"， "------" }**

**{ printf "%-10s %s\n"， $1， $2 }’ mail-list**

在打印头部时，使用与列一样的格式指定符，可以保证头部也列一样地对齐。

其中的格式指定串被使用了三个，因此可以将其存储在一个变量中，如：

**awk’BEGIN { format = "%-10s %s\n"**

**printf format， "Name"， "Number"**

**printf format， "----"， "------" }**

**{ printf format， $1， $2 }’ mail-list**

## 5.6 重定向*print* 与 *printf* 的输出

到目前，从 print 与 printf 的输出都打印在标准输出上，一般就是屏幕。print 与 printf 都可以将其输出定向到其他的地方，这就称为重定向。

提示：当在命令行中指定了 --sandbox （查看），将输出定向到文件，管道与并程会被禁用。

重定向出现在 print 与 printf 语句之后。awk 中的重定向如 Shell 脚本中的重定向一样，区别只是它们是写在 awk 程序中。

有4种重定向方式：定向到文件，定向附加到文件的末尾；定向到另一个命令的管道中，与定向到一个并程。我们将其展示在 print 语句中，但也可以应用在 printf 语句：

print items > output-file

这个类型的定向会将项目输出到一个名字为 output-file 的文件中。文件名 output-file 可以是任意表达式。它的值会被转换成字串并用作文件名（查看*，* ***在第 112 页***）。

当使用这种重定向时，output-file 在第一个输出写入前会将文件清空。后续对同一个文件的写不再进行内容擦除，只会附加。（这与你在 Shell 中使用重定向不同。）如果 output-file 不存在，则创建它。例如下面是一个 awk 程序，其会将人名列表写到名为***name-list***的文件中，并将电话号码写入到另一个名为 phone-list 的文件中：

**$ awk’{ print $2 >"phone-list"**

**> print $1 >"name-list" }’ mail-list**

**$ cat phone-list**

**-| 555-5553**

**-| 555-3412**

**...**

**$ cat name-list**

**-| Amelia**

**-| Anthony**

**...**

输出的文件中，每行包含一个名字或者一个电话号码。

print items >> output-file

这个类型的重定向将项目输出到一个已经存在的名为 output-file 的文件中。这个用法与单个的‘>’的重定向有不同时，output-file 文件中的旧内容（如果有）不会被清空。awk 的输出会附加到文件中。如果文件不存在，则创建它。

print items | command

通过管道可以将输出定向到一个另一个程序而不是文件。这个方式的重定向会向 command 打开一个管道，然后将项目的值通过为执行的 command 创建的管道写到咖一个程序中。

重定向参数 command 实际是是一个 awk 表达式。它的值会被转换成要执行的 Shell 命令的字串。例如，下面的代码会产生两个文件，一个是未排序的人名，一个按字母倒序对人名进行排列：

**awk’{ print $1 >"names.unsorted"**

**command = "sort -r > names.sorted"**

**print $1 | command }’ mail-list**

未排序的列表按照常规的方式进行重定向，而排序的列表则通过管道向 sort 工具输出。下个例子利用重定向将消息通过邮件列表系统邮寄出去。这个功能在一个周期执行的系统维护 awk 脚本中遇到问题时，非常有用：

**report = "mail bug-system"**

**print("Awk script failed:"， $0) | report**

**print("at record number"， FNR， "of"， FILENAME) | report**

**close(report)**

close() 函数在这里调用，是因为在将所有的输出写到管道后关闭它是一个好的编程实践。查看，***在第 108 页***，来获取更多的信息。

这个例子也说明了利用变量来表示文件或者命令——没有必要总是用字串常量来表示它们。使用变量一般来说是个好主意，因为（如果你要用相同的名字或者命令）awk 需要每次都要写相同的字串。

print items |& command

这个重定向将项目打印到 command 的输入中。这个方式与单个‘|’重定向的不同是，这里的 command 输出可以用 getline 进行读取。因此，command 是一个并程，即与 awk 一起执行，但是只作为 awk 程序的补充。

这个特性是 gawk 的扩展，在 POSIX 类型的 awk 是不可用的。查看，***在第 88 页***，来获取简单的说明，查看，***在第 304 页***，来获取更全面的讨论。

使用‘>’， ‘>>’，‘|’或者‘|&’ 请示系统打开一个文件、管道或者并程，只要你所指定的文件或者命令还没有被你的程序写入，又或者它已经在最后一次写入后关闭了。

使用‘>’ 重定向先打印到文件，然后用‘>>’ 为后续的输出是一个常见的错误：

**# clear the file**

**print "Don’t panic">"guide.txt"**

**...**

**# append**

**print "Avoid improbability generators">>"guide.txt"**

在Shell 中确实是这么重定向的。但是在awk 中，却没有必要。在这咱情况下，程序应该在所有的 print 语句上使用‘>’，因为输出文件只会打开一次。（在混合使用‘>’ 与‘>>’ 时，也是打开一次。但是，混用操作符是一种糟糕的编程习惯，会让你程序的读取困惑。）

如早前所述（查看，***在第 89 页***），许多的awk 实现限制了awk 程序可以打开的管线数量为一个！gawk则没有这个限制。gawk 可以打开的管线的数量只能所在的操作系统的限制。

|  |
| --- |
| 管道输出到sh  一种使用重定向的强大方式是构造一个命令行，然后将用管道输出到Shell，sh 中。例如，你有一堆的文件是从其他系统中取来的，并且文件名都以大写存储，而你想把他们全部改成小写的。下面的程序即简单也很高效：  **{ printf("mv %s %s\n"， $0， tolower($0)) | "sh" }**  **END { close("sh") }**  tolower() 函数返回参数字串中所有的大写字母被转换为小写的串（查看，***在第 184 页***）。程序构建了一系列的命令行，并使用mv 工具对文件进行改名，然后将这些命令列表发送给Shell 执行。  查看，***在第 232 页***，了解可以辅助产生可以发送到Shell 的命令行函数。 |

## 5.7 标准的预打开的特殊文件数据流

一般地，正在执行的程序有三个输入输出游戏已经可以用来进行读写。这就是众所周知的标准输入，标准输出以及标准错误输出。这些已经打开的流（以及任意已经打开的文件或者管道）技术上可以由所谓的文件描述符来表示。

默认情况下，这些流是你的键盘与你的屏幕，但是他们常常通过‘<’，‘<<’，‘>’，‘>>’，‘>&’ 与‘|’ 操作符，在Shell 中被重定向。标准错误一股用于写错误信息，有两个分离流（标准输出与标准错误输出）的原因是它们可以被单独地进行重定向。

在awk 的传统实现中，在awk 程序中将错误信息写到标准错误输出的唯一方式如下：

**print "Serious error detected!" | "cat 1>&2"**

通过打开一个到Shell 命令的管线，而该命令可以访问从awk 继承而来的标准错误流。这样写没那么优雅，而且也需要开启一个独立的进程。因此，人们在awk 程序不常这么干，而是通过下面的方式来输出信息到屏幕：

**print "Serious error detected!">"/dev/tty"**

（/dev/tty 是一个由操作系统提供的特殊文件，该文件与你的键盘与屏幕连接。它表示的是“终端”[[36]](#footnote-37)（Terminal），在现在系统中是键盘与屏幕，而不是串行控制台。）这一般有相同的效果，但是并不总是如此：尽管标准错误输出一般就是屏幕，但是它可以被重定向。当发生这种情况时，写到屏幕就不正确了。事实上，如果awk 是一个后台任务，它根本主没有终端。这样，打开 /dev/tty 就会失败。

gawk，GWK awk 以及mawk 提供了访问三个标准流的特殊文件名。如果gawk 在重定向输入输出时，文件名匹配这其中之一，它就直接使用这个名字所所代表的文件描述符。这此特殊文件名在所有的 gawk 已经***移植***到的操作系统中都有效，并不仅仅是POSIX 兼容的系统：

/dev/stdin

标准输入（文件描述符为0）。

/dev/stdout

标准输出（文件描述符为 1）。

/dev/stderr

标准错误输出（文件描述符 2）。

复用这些工具，恰当的将错误信息输出的方式就如下：

**print "Serious error detected!">"/dev/stderr"**

注意在文件上使用的双引号。如其他的重定向，其值必须是字串。常见的错误就是省略了引号，没有引号会产生令人疑惑的结果。

gawk在POSIX 兼容模式下，并不将这些文句特殊对待。但是，因为BWK awk 支持它们，gawk 也支持它们，就算使用了 --traditional 选项也是一样（查看，***在第 35 页***）。

## 5.8 gawk 中的特殊文件名

除了标准输入，标准输出与标准错误输出，gawk 还提供了访问任意已经打开文件描述符的方法。另外，还保留了用于TCP/IP 网络的特殊文件名。

### 5.8.1 在gawk访问其他已开文件

除了***/dev/stdin， /dev/stdout***， 与***/dev/stderr***这些早前提过的特殊文件外，gawk 还提供了访问已经打开的文件的语法：

/dev/fd/N

与文件描述符N 关联的文件。该文件必须由启动awk 程序执行的程序（一般是Shell）打开的文件。除非在调用gawk的Shell 中多花一些功夫，不然只会有描述符 0，1 与 2 是打开的。

文件名 /dev/stdin， /dev/stdout， 与 /dev/stderr实际上就是/dev/fd/0， /dev/fd/1， 与 /dev/fd/2的别名。但是，这些名字更有说明性。

注意，对于文件描述符号大于2以上的文件形式“/dev/fd/N” 执行 close() 函数，才会真正地执行关闭（close）操作。

### 5.8.2 用于网络的特殊文件

gawk程序可以打开双向通信的TCP/IP 连接，正如一个客户端与一个服务端一样。这可以通过下面形式的特殊文件来实现：

**/net-type/protocol/local-port/remote-host/remote-port**

net-type 是***‘inet’***， ***‘inet4’***， 或者***‘inet6’***之一。protocol 是‘tcp’ 或者 ‘udp’ 之一，其他的参数则代表了要启动一个网络连接所需要的其他信息。这些文件名与‘|&’ 一起使用用来进行并程通信（查看，***在第 304 页***）。这是一个高级特性，为了完整性在这里先说明一下。完整的讨论要到，***在第 306 页***。

### 5.8.3 特殊文件名说明

如果要使用 gawk 提供的一些特殊文件名，则下面有一些要记住的点：

* 对于三个预打开的标准文件的识别只有在 POSIX 模式下才会被禁止。
* 对于其他特殊文件名的识别，只有 gawk 处于兼容模式时才会被禁止（要么使用 --traditional，要么是使用 --posix 选项，查看 ，***在第 35 页***）。
* gawk 总是会解释这些特殊文件名。例如，使用 ‘/dev/fd/4’ 为输出，实际上写入的是描述符为4的文件，而不是使用 dup 复制4 描述符的新文件。大多数情况下，这没有什么问题。但是，不要关闭任意与文件描述符 0，1，2 相关的文件，这个相当重要。这么做的话，会导致不可预知的行为。

## 5.9 关闭输入输出重定向

在 awk 程序执行期间，如果同样的文件名或者同一个 Shell 命令被 getline 使用过多于一次（查看 ），则文件（或者命令的执行）只在第一次发生。从那以后，从中读取第一个输入记录。通过 getline 再次读取同一个文件或者命令时，第二条记录从其中获取，以此类推。

相似地，当文件或者管道被打开用于输出时，awk 会记录文件名或者与其相关的命令，后续对于同一个文件或者命令写入，会被附加到前一个写操作之后。真到 awk 退出后，文件或者管道才会被关闭。

这意思是说，为了再次从头开始读取同一个文件，或者重新执行一个Shell 命令，你需要一些特别步骤（而不是从同一个命令中读取更多的输出）。close() 函数就是用来执行这个步骤：

**close(filename)**

或者：

**close(command)**

filename 与 command 参数可以是任意的表达式。它的值必须完全匹配用以打开的文件或者启动的命令行的字串（空格与其他“无关”的字符也包括在内）。例如，如果你像这样打开一个管道：

**"sort -r names" | getline foo**

然后你必须这样来关闭它：

**close("sort -r names")**

只要函数调用执行过，下一个从那个文件或者管道进行 getline 时，或者下一个 print 与 printf 到那个文件或者管道，会被重新打开或者重新执行命令。由于你用来关闭的文件或者管线必须完全匹配你用来打开的文件或者执行的命令，所以用一个变量来存储文件名或者命令是一个好的编程实践。上面的例子因此可以变成这样：

**sortcom = "sort -r names"**

**sortcom | getline foo**

**...**

**close(sortcom)**

这可以帮助你避免awk 程序中那些很难查找的输出错误。这也有一些理由为什么要关闭输出文件：

* 为了写一个文件，之后不久，在同一个程序中，从其中读取。在写完之后要关闭它，然后再使用 getline 进行读取。
* 为了在 awk 程序中，连续地写大量的文件。如果文件没有被关闭，awk 有可能最终会超过系统对于同一个进程中所能打开的文件数的限制。因此最好是在写完每个文件时关闭它。
* 为了完成一个命令。当输出重定向是通过管道进行的。从这个管道读取的命令会持续尝试从管道中读取，只要管道是打开的。通常情况下，相关的命令直到管道关闭的情况下才能继续干自己的事情。例如，如果输出被重定向到了邮件程序，消息直到管道被关闭了才实际地发送完。
* 为了执行第二次，利用相同的参数，执行相同的程序。这与比第一次执行输入更多的数据不是一件事情！例如，假设一种程序会将输出通过管道输出给邮件程序。如果输出了几行重定向到了这个管道而没有关闭，则它们会生成一个包括几行数据的简单的消息（邮件）。另一方面，如果程序每输出一行就关闭一次管道，则每一行都成一个一独立的消息（邮件）。

如果你使了比系统所允许你打开的文件数更多的文件，gawk 会尝试复用你的数据文件中已经打开的文件。gawk 这样的能力依赖于你的操作系统所提供的工具，因此并不一定总是会有用。所以，无论对于是好的实践也好，还是好的可移植性建议也好，当处理完一个文件时，就应该通过 close() 将它们关闭。事实上，如果你使用了大量的管道，在使用完后进行关闭是很重要的。例如，考虑下面的代码：

**{**

**...**

**command = ("grep " $1 " /some/file | my\_prog -q " $3)**

**while ((command | getline) > 0) {**

**process output of command**

**}**

**# need close(command) here**

**}**

在这个例子中创建了基于每个记录的管线，如注释中所述的，没有调用 close() 函数，则 awk 会创建一个子进程来执行命令，直到最终由于请求更多的管线而耗尽文件描述符。

尽管每个命令都已经执行完成（通过 getline 的 end-of-file 的返回值指示），子进程却没有结束，[[37]](#footnote-38)更重要的是，与管道关联的描述符真到 awk 退出后，才会调用 close() 进行关闭释放。

close() 如果接收的不是一个文件、管道或者并程这样的打开用于重定向的参数，则默默地什么也不干。在这种情况下，它的返回值是负值，表示错误。另外，gawk 会设置 ERRNO 的值为指示对应的错误。

也要注意到 ***‘close(FILENAME)’*** ，针对从命令行中读取文件名这样的隐式循环没有什么“魔法”效应。更有可能的是，对于文件的关闭，在重定向中不会再打开，因此 awk 会什么也不做，而是返回一个负值。

当使用 ‘|&’ 操作符与并程进行通信时，关闭双向通信中的一端偶尔的情况下会非常有用。这只需要在调用 close() 时提供第二个参数就可以完成。如其他地方调用 close()类似，第一个参数是命令名，或者是用于开启并程的特殊文件。而第二个参数是一个字串，其值是 “to” 或者是 “from”，大小写无关。这是一个高级特性，会到 ，***在第 304 页***，进行详细的***讨论***，并提供更多的实际例子。

|  |
| --- |
| 使用 close() 的返回值  在许多 Unix awk 的老版本中，close() 函数实际上是一条语句，尝试利用 close() 的返回值是一个语法***错误***：  **command = "..."**  **command | *getline* info**  **retval = close(command) # syntax error in many Unix awks**  gawk 将 close() 当成一个函数。如果其参数表示从未打开的东西（文件、管道、并程），则返回值-1，或者是系统问题导致文件或者进程的关闭，则也会返回-1。在这个情况下，gawk 将预定义的变量 ERRNO 的值设定为描述问题的字串。  在 gawk 中，当关闭管道或者并程时（输入或输出），其返回值就是命令的退出状态。[[38]](#footnote-39)否则，它就是从系统的 close() ***或者*** C 函数 close() 的关闭输入输出文件时的返回值。如果成功，则值返回为0，失败下返回-1。  POSIX 标准非常模糊地说，close() 在成功的时候返回0，而失败时返回非零值。一般情况下，不同的实现在关闭管道时会报告不同的结果，因此，返回值是不可移植的。在 POSIX 模式下（查看 ，***在第 35 页***），gawk 在关闭管道时，只返回0。 |

## 5.10 总结

* print 打印逗号分隔的表达式。每个表达式在输出时都由 OFS 的值进行分隔，并以 ORS 的值结束。OFMT 提供了对数值 print 输出时的格式转换。
* printf 语句提供了非常好的输出控制粒度，通过格式控制字母来输出不同的数据类型。同时，用不同的标志来修改格式控制字母的行为。
* print 与 printf 的输出都可以重定向到文件、管道与并程。
* gawk 提供了特殊的文件名用于访问标准输入、标准输出与标准错误输出，以及进行网络通信。
* 使用 close() 来关闭打开的文件、管道以并并程的重定向。对于并程来说，可以通过关闭某个方向的通信。

## 5.11练习

1. 重写下面的程序：

**awk ’BEGIN { print "Month Crates"**

**print "----- ------" }**

**{ print $1， ""， $2 }’ inventory-shipped**

它来自于 ，***在第 96 页***，并在输出中使用 OFS 变量。

1. 使用 printf 语句来对齐头部与数据表，例子来自由 ，***在第 94 页***，inventory-shipped。
2. 在下面的代码中，如果你没有用双引号在重定向输出时会发生什么：

**BEGIN { print "Serious error detected!"> /dev/stderr }**

# 第六章 表达式

表达式是 awk 模式与动作的基本构造块。表达试求值后可用于打印，测试或者传递给函数。另外，表达式还可以通过赋值操作符将一个新值赋给一个变量。

表达式本身可以成为一个模式，或者动作语句。多数其他类型的语句包含一个或者多个表达式，来指定要操作的数据。如在其他语言中一样，awk 中的表达式可以包含变量、数组参考、常量以及函数调用，还可以是这些内容与不同的操作符的各种组合。

## 6.1 常量、变量与转换

表达式由值与处理这些值的操作组成。本节描述在表达式中使用的基本元素对象。

### 6.1.1 常量表达式

最简单的表达式类型就是常量，它们总是有不变的值。有三个常量：数值常量、字串常量与表达式常量。

如果你所需要的值不需要变化，那么你可以在适当的上下文中使用它们。数值常量又有不同的形式，但是在内部，它们都以相同的方式进行存储。

#### 6.1.1.1 数值与字串常量

数值常量表示数值。此数值可以是整数，十进制小数或者是科学计数形式（幂指数）的形式。[[39]](#footnote-40)下面的例子只所有形式的常量的值都是一样的：

**105**

**1.05e+2**

**1050e-1**

字串常量由双引号括起来的字符序列组成。如：

**"parrot"**

表示字串内容为 ‘parrot’。在 gawk 中的字串可以有任意长度，可以包括任何可能的 8比特的 ASCII 字符，包括 ASCII 的 nul字符（字符编码为0）。其他的 awk 实现有可能在处理一些字符编码时存在一些困难。

#### 6.1.1.2 八进制与十六进制数值

在 awk 中，所有的数值都小十进制数（以10为进制）。很多的其他编程变速器允许你指定其他进制的数，一般为八进制（以8为进制）和十六进制（以16为进制）。在八进制中，数值为 0，1，2，4，5，6，7，10，11，12 等等。正如十进制中的‘11’，是1乘10，然后加1，因此八进制中的‘11’，表示是1乘8，然后加1。在十进制中它等于9。对于十六进制，有16个数字位。由于我们日常的十进制数值系统中只有10个数字位（‘0’-‘9’），因此，‘a’ 到 ‘f’ 这6个字符用来表示剩下的部分。（大小写通常是无关的，十六进制的 ‘a’ 与 ‘A’ 有相同的值。）因此，十六进制中的 ‘11’ 表示的是 1 乘 16，然后加1，在进制中则是17。

通过 ‘11’ 这个普通字串，你无法知道它是什么进制的。因此，在C，C++以及其他的从C派生出来的语言中。有一个特殊的符号用来指明进制。八进制以 ‘0’ 开头，而十六进制则以 ‘0x’ 或者 ‘0X’ 开头。

11 十进制值的11

011 八进制的11，十进制的9

0x11 十六进制的11，十进制的17

这个例子体现了其中的不同：

**$ gawk ’BEGIN { printf "%d， %d， %d\n"， 011， 11， 0x11 }’**

**-| 9， 11， 17**

当在你的程序中，所处理的数据不能方便地进行表示成字串或者正则表达式时，使用这些的八进制或者十六进制常数则非常有用，例如各种不同的二进制数据。

gawk 可以让你在程序文件中使用八进制或者十六进制数值。但是，这样的数值在输入时会区别对待，默认这么做会导致旧的程序无法正常执行。（如果你确实要这么做，使用 --non-decimal-data 这个命令行选项，查看 ，***在第 297 页***）如果你有八进制或者十六进制的数据，你可以使用 strtonum() （查看 ，***在第 184 页***）函数来将这些数据转换为数值。大多数时候，你在使用内建的位操作函数时，你都会使用八进制或者十六进制数据。可以查看 ，***在第 201 页***，来获取更多的信息。

不像早期的 C 实现，‘8’ 与 ‘9’ 不是有效的八进制常数。例如，gawk 会将 ‘018’ 当成是十进制的18：

**$ gawk ’BEGIN { print "021 is"， 021 ; print 018 }’**

**-| 021 is 17**

**-| 18**

八进制与十六进制源代码常量是 gawk 的扩展。如果 gawk 处于兼容模式（查看 ，***在第 35 页***），则它们是不可用的。

|  |
| --- |
| 常量的进制不会影响它的值  只要数值常量被转换成了数值的内部表示，gawk 就不再记住常量的原始格式，gawk 总是会使用内部的值。这在将数值转换成字串时有一个特殊的结果：  **$ gawk ’BEGIN { printf "0x11 is <%s>\n"， 0x11 }’**  **-| 0x11 is <17>** |

#### 6.1.1.3 正则表达式常量

正则表达式常量是一个包含在一对斜杠中的正则表达式描述。例如 ***/^beginning and end$/***。awk 程序中使用的大多数正则表达式都是常量，但是 ‘~’ 与 ‘!~’ 匹配操作符也可以匹配计算型，即动态型正则表大式（典型的情况下，它们就是包含正则表达式的普通的字串或者变量，但是是更复杂的表达式而已）。

### 6.1.2 使用正则表达式常量

当在 ‘~’ 或者 ‘!~’ 操作的右手边时，正则表达式仅权表示要匹配的正则表达式。但是正则表达式常量（例如 /foo/）可以当成简单的表达式来使用。当正则表达式常量单独出现时，与它在模式中出现时有相同的含义（如 ***‘($0 ~ /foo/)’***）查看 *，****在第 139 页***。这表示下面的两个代码片段：

**if ($0 ~ /barfly/ || $0 ~ /camelot/)**

**print "found"**

与：

**if (/barfly/ || /camelot/)**

**print "found"**

是完全等同的。这个规则的一个非常奇怪的结果就是下面的布林表达式是有效的，但是并不是作者所认为的那样执行：

**# Note that /foo/ is on the left of the ~**

**if (/foo/ ~ $1) print "found foo"**

这个代码“很明显”地是要测试 $1 是不是匹配正则表达式 /foo/。但是实际上，表达式 ***‘/foo/ ~ $1’*** 表示的是 ***‘($0 ~ /foo/) ~ $1’***。换句话说，首先匹配输入记录与正则表达式 /foo/，所得到的结果要么是0，要么是1。这就要看匹配的是成功还是失败。匹配的结果然后再与记录的第一个域进行匹配。由于你不可能是想做这样的测试，gawk 会针对程序中这样的结构发出一个告警。这个规则的另一个结果就是如下的匹配语句：

**matches = /foo/**

是要么将0，要么是将1赋值给变量 matches，内容依赖于当前的输入记录。

正则表达式也可以用于 ***gensub()***， ***sub()***与 ***gsub()*** 函数的第一个参数，或者是 match() 函数的第二个参数，以及 split() 与 patsplit() 函数的第三个参数（查看 ， ***在第 184 页***）。awk 的现代版本，包括 gawk，允许 split() 的第三个参数是一个正则表达式常量，但是旧一点的版本不允许。

由于一些内置的函数接受正则表达式会它的参数，因此将其作为用户自定义函数（查看 ， ***在第 204 页***）的参数时，使用正则表达式会带来困惑。如：

**function mysub(pat， repl， str， global)**

**{**

**if (global)**

**gsub(pat， repl， str)**

**else**

**sub(pat， repl， str)**

**return str**

**}**

**{**

**...**

**text = "hi! hi yourself!"**

**mysub(/hi/， "howdy"， text， 1)**

**...**

**}**

在这个例子中，程序员想将正则表达式常量传递给用户自定义函数 mysub()，该函数又将其传给 sub() 或者 gsub()。但是真正发生的事情是，pat 参数会被赋值为1或者0，这就要看 $0 是否匹配 /hi/。gawk 会针对正则表达式常旦传递给用户自定义函数这种情况发出一个警告，因此将一个真值通过这种方式来传递有可能不是有意的。

### 6.1.3 变量

变量是在你程序的某个点存储值，以备程序的其他部分后续使用的方式。它们可以在程序文本的整个部分被操作，也可以在 awk 的命令行中被赋值。

#### 6.1.3.1 在程序中使用变量

变量可让你给值赋予一个名字，然后通过这个名字来使用它。变量在多个例子中都使用到了。变量的名字必须是一个字母、数字或者下划线的序列，并且不可以以数字开头。在这里，字母是任何的 52 个大小与小字的英文字母。其他的在非英语语言设置中定义的字符不可用于变量句。大小写在变量名中是区分的，a 与 A 是不同的变量。

变量本身就是一个有效的表达式：因为它代表了变量的当前值。变量通过赋值操作符、递增操作符与递减操作符可以赋予一个新值（查看 ， ***在第 122 页***）。另外， sub() 与 gsub() 函数可以改变变量的值，而 match()，split() 与 patsplit() 函数可以改变数组参数的值（查看 ，***在第 184 页***）。

少数几个变量有一些内置的含义，如 FS（域分隔符）以及 NF（当前记录的域数目）。查看 ，***在第 155 页***，可获取预定义的变量列表。这些预定义的变量可以像其他变量一样被使用与赋值，但是它们的值也可以被 awk 自动使用与更改。所有的预定义的变量的名字都是大写的。

awk 的变量可以被赋值为数值与字串。某个变量所持有值的类型在程序的生命期中是可以改变的。默认情况下，没有初始化的变量的值是一个空串，如果转换为数值则为0.没有必要显式地在 awk 中初始化变量，这些是在 C 语言中以及其他传统语言中才需要做的。

#### 6.1.3.2 在命令行中进行变量赋值

awk 变量可以在命令行上通过赋值操作符来设置（查看 *，****在第 41 页***）。这样的赋值有如下形式：

**variable=text**

通过这样的方式，变量要么在 awk 程序运行开始或者在输入文件之间进行设置。当 -v 选项先于赋值，如下面的形式：

**-v variable=text**

则变量将在程序的开始，甚至在 BEGIN 规则执行之间就设置了。-v 选项以及他的赋值必须在所有的文件名参数以及程序代码之前。（查看 ，***在第 35 页***，来获取关于 -v 选项的更多信息。）否则，变量赋值的执行决定于它在输入文件中的位置——要先处理先于该选项之前的文件。如：

**awk ’{ print $n }’ n=4 inventory-shipped n=2 mail-list**

会打印所有输入记录的域数值 n。在第一个文件读取之前，命令行参数设置变量 n 的值为4。这会打印来自 ***inventory-shipped*** 文件行中的第4个域。当处理完第一个文件后，但是在开始第2个文件之前，n 被设置成2，因此会打印来自 ***mail-list*** 文件的行的第2个域：

**$ awk’{ print $n }’ n=4 inventory-shipped n=2 mail-list**

**-| 15**

**-| 24**

**...**

**-| 555-5553**

**-| 555-3412**

**...**

命令行参数还可以在 ARGV 数组中获取，并利用 awk 程序进行显示检查（查看 *，****在第 163 页***）。awk 会处理命令行赋值参数的值中转义序列（查看 *，****在第 51 页***）。

### 6.1.4 在字串与数值之间进行转换

“数值到字串”以及“字串到数值”的转换一般都是直接的。但是要了解几个细微的地方，通过这小节来说明 awk 中这些重要的细节。

#### 6.1.4.1 awk 如何转换字串与数值

如果 awk 程序上下文要求，字串会转换成数值，数值也可以转换成字串。例如，在表达式 ***'foo + bar’*** 中如果 foo 或者 bar 如果是一个串，它就会转在执行加操作之前转换成数值。如果数值出现在字串的连接操作里，它们就会转换成字串。考虑如下的代码：

**two = 2; three = 3**

**print (two three) + 4**

这个代码会打印（数值）值27。two 与 three 的数值值被黑铁成字串并连接在一起。结果字串被转换成数值23，用于与4进行相加。

由于某种原因，如果你需要强制数值被转换成字串，则将这个数值与空串（""）连接。强制一个字串要转换成数值，则半这个字串加上0即可。字串转换成数值是通过将字串的数字形式的前缀串解释当成数值：“2.5” 会被转换成 2.5，“1e3”会被转换成 1000，“25fix”会被转换25。无法转换成数值的字串则会转换成0。将数值转换成字串上的准确方式是由 awk 的预定义变量 CONVFMT 进行控制的（查看 *，****在第 155 页***）。数值转换成字串是使用 sprintf() 函数并将 CONVFMT 当做模式指定符（查看 *，****在第 184 页***）。

CONVFMT 的值默认是 “%.6g”，表示的是创建的值最多有6个有效数字位。对于一些应用来说，你可以将其更改得更加精确。在大多数现在机器上，17位的数值通常足够将捕获浮点数的值了。[[40]](#footnote-41)

如果你将 CONVFM 的值设置成一个无法告知 sprintf() 如何来以一种有用的方式格式化浮点数的字串，则会产生奇怪的结果。例如，如果你忘记了格式指定符中的 ‘%’， awk 会将所有数值转换成一样的字串常量。

作为一个特殊例子，如果数值是一个整数，转换成字串的结果总是一个整数，无论 CONVFMT 的值是什么。如下面的代码片段：

**CONVFMT = "%2.2f"**

**a = 12**

**b = a ""**

b 的值为 “12”，而不是 “12.00”。

#### 6.1.4.2 语言设置会影响转换

当要在字串与数值之间进行转换时，什么地方会对此产生影响？本地字符设置与语言，即 locale，会影响数值的格式。特别是，对于 awk 程序，它还会影响十进制小数点字符以及百分位字符。“C” 语言设置或者大多数的英语语言，使用点符号（‘.’）当做为十进制数小数点，并且没有百分位。但是，许多（如果不是大多数）的欧洲以及非英语语言区域使用逗号（‘，’）作为十进制小数点字符。欧洲语言通常在需要的时候使用空格或者点来作为百分位。

POSIX 标准规定，当读取 awk 程序源代码，以及在读取命令行赋值变量时，总是使用点号作为十进制小数点（查看 *，****在第 41 页***）。但是，当解释输入数据时、进行 print 或者 printf 输出，以及进行数值与字串转换时，则使用本地的十进制小数点。在所有的情况下，源代码中的数值，以及输入数据不可以有百分位分隔符。下面的代码在 GNU/Linux 系统解释了这些差异：

**$ export POSIXLY\_CORRECT=1 Force POSIX behavior**

**$ gawk ’BEGIN { printf "%g\n"， 3.1415927 }’**

**-| 3.14159**

**$ LC\_ALL=en\_DK.utf-8 gawk ’BEGIN { printf "%g\n"， 3.1415927 }’**

**-| 3，14159**

**$ echo 4，321 | gawk ’{ print $1 + 1 }’**

**-| 5**

**$ echo 4，321 | LC\_ALL=en\_DK.utf-8 gawk ’{ print $1 + 1 }’**

**-| 5，321**

en\_DK. utf-8 是丹麦英语语言，在这个设置中，逗号是作为小数点使用的。在正常的 “C” 语言设置中，gawk 将 ‘4，321’ 当成是4，而在丹麦语言设置中，则被完全当成了一个数值，其包含分数为 4.321。

一些早期的 gawk 版本完全按照标准进行编译。但是很多的非英语语言的用户抱怨这样的行为，因为他们用点表示十进制里的小数点，所以，默认的行为又恢复到使用点来做为小数点符号。你可以使用 --use-lc-numeric （查看 ，***在第 35 页***）选项来强制 gawk 使用本地语言设置中的十进制小数点。（gawk 在 POSIX 模式中也使用本地语言设置中的十进制小数点，不管是通过 --posix 选项或者是 POSIXLY\_CORRECT 环境变量来指定。）

表 6.1 说明了什么时候会使用本地语言设置中的十进制小数点符号，什么时候使用点作为十进制小数点符号。还有一些特性还没有涉及到。

|  |  |  |
| --- | --- | --- |
| Feature | Default | --posix or --use-lc-numeric |
| %’g | Use locale | Use locale |
| %g | Use period | Use locale |
| Input | Use period | Use locale |
| strtonum() | Use period | Use locale |

表 6.1：本地语言设置中的十进制小数点与圆点

最后，现在的正式标准以及 IEEE 标准的浮点数表示法对于 gawk 转换一些特定的字串为数值的方式，都有一些不常见但是非常重要的影响。相关的细节呈现在 *，****在第 346 页*** 。

## 6.2 操作符：对值进行处理

这一节介绍利用常量与变量值的操作符。

### 6.2.1 算术操作符

awk 语言使用常用的算术操作符来对表达式求值。所有的这些算术表达式都具有正常的优先级，并按你所期望的方式工作。

下面的例子使用一个文件名为 grades 的文件，其中包含了学生名字与每个学生的三个测试成绩（班级确实小）：

**Pat 100 97 58**

**Sandy 84 72 93**

**Chris 72 92 89**

下面的程序读取文件 grades 并打印平均成绩：

**$ awk ’{ sum = $2 + $3 + $4 ; avg = sum / 3**

**> print $1， avg }’ grades**

**-| Pat 85**

**-| Sandy 83**

**-| Chris 84.3333**

下面的列表列出了 awk 中的算术操作符，并按优先级降序排序：

x ^ y

x \*\* y 幂乘，表示 x 的 y 次幂。‘2^3’ 的值为8，字符序列 ‘\*\*’ 与 ‘^’ 等同。（c.e.）

- x 取负。

+ x 一元加，表达式会被转换成数值。

x \* y 乘。

x / y 除。由于在 awk 中的所有数值都是浮点数，结果不会舍入输出为整数——‘3/4’的值为0.75。（这通过容易出错，尤其对 C 程序员，会忘记 awk 中的数值都是浮点数，看起来是整数的除，产生一个实数，而不是整数。）

x % y 求余，进一步的讨论会在下面。

x + y 加。

x - y 减。

一元加以减都有相同的优先级，乘法操作符都有相同优先级，加与减具有相同的优先级。

当计算 ‘x%y’的余数时，商会向零舍入舍出，并被y乘。这个结果再被从x减去。本操作有时候会称为‘trunc-mode’ 操作，下面的关系总是会成立：

**b \* int(a / b) + (a % b) == a**

这种定义下，如果在 ‘x%y’ 在 x 为负值时，其也为负值，这可能不是预期的结果：

**-17 % 8 = -1**

在其他的 awk 实现中，余数的符号可能跟机器有关。

提示：POSIX 标准中只指定了 ‘^’ 作为幂乘。为了最大的可移植性，不要使用 ‘\*\*’ 操作符。

### 6.2.2 字串连接

*在那个时候看起来确实是个好主意。*

—Brian Kernighan

只有一个字串操作符：连接。实际上并没有特定的操作符来表示它。相反，连接操作是通过将表达式写成两两相邻。例如：

**$ awk ’{ print "Field number one: " $1 }’ mail-list**

**-| Field number one: Amelia**

**-| Field number one: Anthony**

**...**

在字串常量 ‘:’ 后面没有空格，整行输出在一起。比如：

**$ awk ’{ print "Field number one:" $1 }’ mail-list**

**-| Field number one:Amelia**

**-| Field number one:Anthony**

**...**

由于字串连接没有显式的操作符，因此通常需要保证这发生成合适的时间，这是通过将要连接的项用括号包起来。例如，你可能想要下面的代码来连接起文件与名字：

**file = "file"**

**name = "name"**

**print "something meaningful"> file name**

这在 Unix awk [[41]](#footnote-42)中会产生一个语法错误。应该如下使用：

**print "something meaningful"> (file name)**

在字串连接两边，括号在除了 ‘=’ 右边的所有情况下都应该使用。在特别注意在字串连接中所使用的表达式。特别是，表达式的求值顺序用来进行字串连接，在 awk 语言中是没有定义的。如下面的例子：

**BEGIN {**

**a = "don’t"**

**print (a "" (a = "panic"))**

**}**

是否是第二个赋值操作发生在 a 的值返回之前还是之后这是不确定的。结果可以是 ***‘***don’t panic'， 或者是 ***‘***panic panic***’***。

在与其他的操作符混合时，连接操作的优先级通常是反直觉的。如下面的例子：

**$ awk ’BEGIN { print -12 " " -24 }’**

**-| -12-24**

很明显的是要连接 -12，一个空格与 -24。但是空格消失到哪里去了呢？答案是在操作符的优先组合与 awk 的自动转换规则里。为了得到所想要的结果，像下面这样写：

**$ awk ’BEGIN { print -12 " " (-24) }’**

**-| -12 -24**

这强制 awk 将 ‘-24’ 中的 ‘-’ 当成是一元操作符。否则，它会这么来分析：

**-12 (" " - 24)**

**→-12 (0 - 24)**

**→ -12 (-24)**

**→ -12-24**

如早先所提，当连接操作与其他操作符混合时，用括号括起来。否则，你无法确认你会得到什么结果。

### 6.2.3 赋值表达式

赋值表达式是将值存入某个变量的表达式。例如，我们将变量 z 的值赋为 1：

**z = 1**

当这个表达式执行后，变量 z 的值就为1。不管 z 的旧值是什么，都将丢弃。

赋值也可以存储字串值。例如，下面将值“this food is good”存储到变量 message 中：

**thing = "food"**

**predicate = "good"**

**message = "this " thing " is " predicate**

这个例子也呈现了字串连接操作。 ‘=’ 符号称为赋值操作符。这也是最简单的操作符，因为其右边的操作数的值会原封不动地存下来。大多数操作符（加，连接等）除非要计算值，否则都没有实际效果。如果值没有被使用，也没有理由使用这个操作符。赋值操作符则不同：因为它确实产生一个值，但是就算你忽略它，赋值仍然使自己走完变量的变化过程。我们称这个效应为副作用。

赋值左边的操作数不需要是一个变量（查看 ， ***在第 116 页***），其也可以是一个域（查看 ， ***在第 69 页***） 或者一个数组元素（查看 *，* ***在第 112 页***）。所有这些都称为值，这意味着它们可以出现在赋值操作符左边。右边的操作数可以是表达式，其会产生一个新的值来赋值存储在指定的变量、域或者数组元素。（这样的值称为右值（rvalues）。）

要注意的是，变量没有固定的类型。变量的类型就是其最后被赋值的数据的类型。在下面的程序片段中，变量 foo 先具有数值类型，然后具有字串类型：

**foo = 1**

**print foo**

**foo = "bar"**

**print foo**

当第二个赋值给了 foo 一个字串值，而这之前其具有数值类型就丢弃了。

字串值中，如果不是一个以一个数值开头的话，其对应的数值值为0。在执行了下面的代码后，foo 的值为 5：

**foo = "a string"**

**foo = foo + 5**

提示：将变量作为一个数值，然后作为字串有时候会产生困惑，而且也是一个不好的编程风格。前面的两个例子只是用来说明 awk 如何工作，而不是告诉大家这么来写程序的！

赋值是一个表达式，因此它有值——一个与其被赋予的相同的值。因此 ‘z=1’ 是一个具有值为1的表达式。这个特性的一个结果就是你可以将多个赋值写在一起，如：

**x = y = z = 5**

这个例子中，5这个值 被赋给了三个变量（x，y 与 z）。这是因为 ‘z=5’ 的值为5，然后再存于y中，因此 ‘y=z=5’ 的值为5，最后存到 x 中。

赋值可以被用于任何可称为表达式的地方。例如，这么写 ‘x!=(y=1)’ 是有效的形式，其将 y 的值设成1，然后测试 x 是否等于1。但是这样的风格会导致程序难以阅读，这样的赋值嵌套应该要避免，除非是在一次性的程序里。

除了 ‘=’ 外，还有几个其他的操作符用于执行与变量旧值的算术运算。例如，操作符 ‘+=’ 将右边的值加到变量的旧值以生成新值。所以，下面的赋值会在 foo 值的基础上加上5。

**foo += 5**

这与下面的代码是等同的：

**foo = foo + 5**

用哪一种形式，都可以清晰地表示你程序的意图。

有几个种情况使用 ‘+=’ （或者任意的赋值表操作符）与简单地将左边的操作数作为右边的表达式的重复是不一样的，如：

**# Thanks to Pat Rankin for this example**

**BEGIN {**

**foo[rand()] += 5**

**for (x in foo)**

**print x， foo[x]**

**bar[rand()] = bar[rand()] + 5**

**for (x in bar)**

**print x， bar[x]**

**}**

bar 这个下标一般在实际中都是不相同的，因为 rand() 每次调用时都产生不同的值。（数组与 rand() 函数都还没有讨论到，查看 *，* ***在第 112 页***，与 ，***在第 183 页***，来获取更多的信息。）这个例子说明了赋值操作符的一个重要事实：表达式的左边只会求值一次。

但是对于表达式的求值顺序，是先左边还是右边则是依赖于实现的。如下面：

**i = 1**

**a[i += 2] = i + 1**

a[3] 的值可以是 2， 也可以是4。

表 6.2 列出了所有的算术赋值操作符，在每种情况下，右边的操作数是一个值会被转换为值的表达式。

|  |  |
| --- | --- |
| Operator  操作符 | Effect  效果 |
| ***lvalue*** += increment | Add increment to the value of ***lvalue***.  将 increment 添加到 lvalue 的值上。 |
| ***lvalue*** -= decrement | Subtract decrement from the value of ***lvalue***.  在 lvalue 的值上减去 decrement。 |
| ***lvalue*** \*= coefficient | Multiply the value of ***lvalue*** by coefficient.  将 lvalue 的值乘上一个 coefficient。 |
| ***lvalue*** /= divisor | Divide the value of ***lvalue*** by divisor.  将 lvalue 的值除上一个 divisor。 |
| ***lvalue*** %= modulus | Set ***lvalue*** to its remainder by modulus.  设置 lvalue 的值与其值与 modulus 求模。 |
| ***lvalue*** ^= power | Raise ***lvalue*** to the power power.  将 lvalue 的值进行幂乘 power。 |
| ***lvalue*** \*\*= power | Raise ***lvalue*** to the power power. (c.e.)  将 lvalue 的值进行幂乘 power。(c.e.) |

表 6.2：算法赋值操作符

提示： POSIX 中只指定了 ‘^=’。为了移植性，不要使用 ‘\*\*=’ 操作符。

|  |
| --- |
| ‘/=’ 与正则表达式之间的二义性  在 /= 赋值操作符与正则表达式常量（哪个记录的第一个字符是‘=’）之间有一个语法上的二义性。这在一些商业性的 awk 版本里更显眼。例如：  **$ *awk* /==/ /dev/null**  **error*awk*: syntax error at source line 1**  **error context is**  **error>>> /= <<<**  **error*awk*: bailing out at source line 1**  解决方法是：  **awk’/[=]=/’ /dev/null**  gawk 没有这个问题，BWK awk 与 mawk 也没有。 |

### 6.2.4 递增与递减操作符

递增与递减操作符对变量的值进行递增与递减1。赋值操作符可以做相同的事情，因此递增操作符并没有给 awk 带来额外的功能，但是它们对于一些常见的操作的缩写非常方便。

用于加一的操作符写在 ‘++’。它可以用在递增的变量的前面与后面。在变量 v 前面递增写成 ‘++v’，这会对 v 值进行加一——新的值也是一个表达式。（赋值表达式 ‘v+=1’ 与其赞同。）在变量后面递增为后缀递增。这与前面的形式一样，不同的是递增表达式的值是变量的旧值。因此，如果 foo 的值 为4，则表达式 ‘foo++’ 的值为4，但是变量的值会变成 5。换句话说，操作符返回变量的旧值，但是作为副作用会对其递增。

后缀递增 ‘foo++’ 几乎与 ‘（foo+=1)-1’相同。但是又不完全相同，因为在 awk 中所有的数值都是浮点数——在浮点数中，‘foo+1-1’不一定与 foo 相同。但是这个差异非常小，只要你要处理的的值非常小（小于1012）。

域与数组元素也可以像变量一样递增。（当你想执行一个域参考，又对变量进行递增时，使用 ‘$(i++)’ 。括号是必须的，因为域操作符 ‘$’ 先于递增操作符。）

递增操作符 ‘--’ 与 ‘++’ 类型，只是其用于减而不是用于加。与 ‘++’ 一样，其用可用在左传的前面进行前缀递减，在后面进行后缀递减。下面是对于递增与递减操作符表达式的汇总：

++***lvalue*** 给 lvalue 递增1，并返回新值作为表达式的值。

***lvalue***++ 给 lvalue 递增1，并返回旧值作为表达式的值。

--***lvalue*** 给 lvalue 递减1，并返回新值作为表达式的值。（这个与表达式 ‘++lvalue’一样，只是用于减，而不是用于加。）

***lvalue***-- 给 lvalue 递减1，并返回旧值作为表达式的值。（这个与表达式 ‘++lvalue’一样，只是用于减，而不是用于加。）

|  |
| --- |
| 操作符求值顺序  *医生，当我这么干的时候就会受伤！*  *那么你就别这么干啊！*  —Groucho Marx  当我们像下面这样做，会发生什么：  **b = 6**  **print b += b++**  或者一些奇怪的：  **b = 6**  **b += ++b + b++**  **print b**  换句话说，当执行不同的后缀操作符（‘b++’）时，会有哪些副作用产生？产生的副作用是由实现来定义的，即依赖于 awk 的特定版本。第一个例子的结果可能是12或者13，对于第二个例子则可能是 22 或者是 23。  一句话，这么干是不建议的并且其移植性完全不可依赖。你要在你的程序中避免这样的代码。 |

## 6.3 真值与条件

在特定的上下文中，表达式的值会用来作为 “真值”，如，用来决定接下来程序应该执行什么。这一章节中会描述 awk 如何定义 ‘true’ 与 ‘false’ 以及值如何进行比较。

### 6.3.1 *awk* 的真与假

许多的编程语言对于 “true” 与 “false” 概念都有特殊的表示方式。这样的语言通常使用特殊的常量 true 与 false，以及对应的大写。但是 awk 却不同。它从 C 中借鉴了 true 与 false 的概念。在awk 中，所有非0的数值与非空串都是 true。而其他的值（0 或者空串，“”）都是 false。下面的程序会打印 ***‘A strange truth value’*** 三次：

**BEGIN {**

**if (3.1415927)**

**print "A strange truth value"**

**if ("Four Score And Seven Years Ago")**

**print "A strange truth value"**

**if (j = 57)**

**print "A strange truth value"**

**}**

这个“非0非空”的规则有一个令人惊讶的结果：字串 “0” 为真，因为它非空。

### 6.3.2 变量类型与比较表式式

*指南都是确定的，但是现实常常不精确。*

—Douglas Adams， The Hitchhiker’s Guide to the Galaxy

与其他的语言不同， awk 中的变量没有固定的类型。相反，它们即可以是数值，也可以是字串，这主要依赖于所赋给它的值来确定。我们现在来看看变量是如何来确定类型的，以及 awk 如何来比较这些变量。

#### 6.3.2.1 字串类型与数值类型

POSIX 标准中引入了数值式字串的概念，简单地说就是看起来像是一个数值的字串——如 “+2”。这个概念也用来确定变量的类型。变量的类型是非常重要的，因为两变量的类型决定了它们之间如何进行比较。变量类型的确定依赖下面的规则：

* 数值常量或者是数值操作结果具有数值属性。
* 字串常量或者字串操作结果具有字串属性。
* 域，getline 输出，FILENAME， ARGV 元素，ENVIRON 元素以及由 match()，split() 与patsplit() 生成的数组的元素，如果是数值字串，则具有 strnum 属性。否则就具有字串属性。未初始化的变量也具有 strnum 属性。
* 属性通过赋值操作符进行传递，但是使用则不会改变。最后的规则尤其重要。在下面的程序中，a 具有数值类型，就算之后它被用于字串操作中：

**BEGIN {**

**a = 12.345**

**b = a " is a cute number"**

**print b**

**}**

当两个操作数进行比较时，要么是进行字串比较，要么是进行数值比较。这依赖于操作数的属性，如下面的对称阵列：

|  |  |
| --- | --- |
|  | STRING NUMERIC STRNUM |
| STRING  NUMERIC  STRNUM | string string string  string numeric numeric  string numeric numeric |

基本的思想就是，用户的输入看起来像数值——也仅在用户输入中——就会被当成数值对待，就算它实际上是由字符组成的字串。所以，如这样的字串常量“+3.14”，当它出现在程序原代码中，是一个字串——就算它是一个数值——并且在比较目的中也不会被当成数值。

简单地说，当操作数是一个“纯粹”的字串，如字串常量，则就会执行字串比较。否则就会执行数值比较。

对此还要强调一下：所有的用户输入都由字符组成，因此首先它是字串类型，输出的字串看起来像是数值的就会赋给 strnum 属性。所以，下面这个6字符的输出串“ +3.14” 会具有 strnum 属性。相反地，下面的8字符串“ +3.14”出现在程序文本中则组成了一个字串常量。下面的例子中，当比较两个不同的常量时为真，因此打印 ‘1’，否则打印 ‘0’：

**$ echo ’ +3.14’ | awk ’{ print($0 == " +3.14") }’ True**

**-| 1**

**$ echo ’ +3.14’ | awk ’{ print($0 == "+3.14") }’ False**

**-| 0**

**$ echo ’ +3.14’ | awk ’{ print($0 == "3.14") }’ False**

**-| 0**

**$ echo ’ +3.14’ | awk ’{ print($0 == 3.14) }’ True**

**-| 1**

**$ echo ’ +3.14’ | awk ’{ print($1 == " +3.14") }’ False**

**-| 0**

**$ echo ’ +3.14’ | awk ’{ print($1 == "+3.14") }’ True**

**-| 1**

**$ echo ’ +3.14’ | awk ’{ print($1 == "3.14") }’ False**

**-| 0**

**$ echo ’ +3.14’ | awk ’{ print($1 == 3.14) }’ True**

**-| 1**

#### 6.3.2.2 比较操作符

比较表达式在数值或者字串中进行比较，比如说相等性。它们通常使用关系操作符来表现，这些操作是 C 中对应的操作的超集。表 6.3 中有说明。

表达式 结果

x < y 如果 x 小于 y 则为真

x <= y 如果 x 小于或者等于 y 则为真

x > y 如果 x 大于 y 则为真

x >= y 如果 x 大于或者等于 y 则为真

x == y 如果 x 等于 y 则为真

x != y 如果 x 不等于 y 则为真

x ~ y 如果字串 x 与 y 所代表的正则表达式匹配则为真

x !~ y 如果字串 x 与 y 表示的正则表达式不匹配则为真

subscript in array

如果数组 array 在下存在下标 subscript 所指明的元素则为真

表 6.3：关系操作符

比较表达式的结果为 true，则值为1，反之则为0。当不同的类型之间进行比较时，数值类型的操作符会按照 CONVFMT （查看 ， ***在第 117 页***）的格式转换为字串。

字串的比较每个串的第一个字符，然后第二个字符，依次进行比较。因此，“10” 小于 “9”。如果两个串中，一个串是另一个串的前缀，短的串小于长的串。所以，“abc” 小于 “abcd”。

很容易不小将 “==” 操作符少打一个 “=” 符号。结果还是一个有效的 awk 代码，但是程序执行的可就不是你的意图了：

**if (a = b) # oops! should be a == b**

**...**

**else**

**...**

除非 b 碰巧为0或者是空串，否则 if 的测试部分总会是成功的（为 true）。因此操作符看起来这么像，此类的错误会非常难发现。

下面的表达式列表说明了 awk 执行的比较类型，以及比较的结果：

1.5 <= 2.0 数值比较（true）

"abc">= "xyz" 字串比较（false）

1.5 != " +2" 字串比较（true）

"1e2"<"3" 字串比较（true）

a = 2; b = " 2"

a == b 字串比较（true）

a = 2; b = " +2"

a == b 字串比较（false1）

在下面的例子中：

**$ echo 1e2 3 | awk ’{ print ($1 < $2) ? "true" : "false" }’**

**-| false**

结果为 'false'，因为 $1 与 $2 都是用户输入。它们都是数值字串——因此两个都有 strnum 属性，所以执行的是数值比较。比较规则的目的以及数值字串的使用是试图产生“最少惊讶”的行为，同时还会“做正确的事”。

字串比较与正则表达式比较是非常不同的，如：

**x == "foo"**

具有值 1，或者 true，如果变量 x 确实为 ‘foo’。相反：

**x ~ /foo/**

则当 x 包含 ‘foo’ 时为1，如 "Oh， what a fool am I!"（天啊，我真是蠢得要死！）

***‘~’*** 与 ***‘!~’***右边的操作数可以是正则表达式常量（/.../），也可以是一个普通的表达式。在后面的情况下，表达式的值会当成字串，并作为动态正则表达式（查看 ，***在第 50 页***，与， ***在第 58 页***）。

带斜杠的正则表达式常量其本身也是一个表达式。/regexp/ 是下面比较操作表达式的缩写形式：

**$0 ~ /regexp/**

/foo/ 不是 ‘$0 ~ /foo/’ 的缩写的一个特殊地方就是它在操作符 ‘~’ 或者 ‘!~’ 的右边。查看 ，***在第 114 页***，在此处会有更详细的讨论。

#### 6.3.2.3 POSIX 中的字串比较规则

POSIX 标准规定，字串的比较是按照本地语言设置的分类顺序进行的。这个顺序字符是按照本语言设置经过排序的（更多的讨论可查看 ， ***在第 136 页***）。这个顺序完全不同于进行直接的字符对字符的比较所得到的结果。[[42]](#footnote-43)

由于这样的行为与既有的实践有巨大的差异，gawk 只在 POSIX 模式下（查看 ）实现了。下面的例子解释了在 en\_US.UTF-8 语言设置下的差异：

**$ gawk ’BEGIN { printf("ABC < abc = %s\n"，**

**> ("ABC"<"abc" ? "TRUE" : "FALSE")) }’**

**-| ABC < abc = TRUE**

**$ gawk --posix ’BEGIN { printf("ABC < abc = %s\n"，**

**> ("ABC"<"abc" ? "TRUE" : "FALSE")) }’**

**-| ABC < abc = FALSE**

### 6.3.3 布林表达式

布林表达式式由比较表达式或者是匹配表达式，利用操作 “or”（‘||’），“and”（‘&&’），还有“not”（‘!’）组合而成，并利用括号来控制表达式的嵌入。布林表达式的真值通过计算组成该表达式的直值组合而得。布林表达式也称为逻辑表达式。两者是一样的。

布林表达式可以用在所有的比较与匹配表达式可以使用的地方。可以用在 if，while，do 与 for 语言中（查看 ***，在第 146 页***）。当布林表达式的结果要存在变量中或者在算法表达式中使用，则其值为数值类型（真则为1，否则为0）

其次，每一个布林表达式都是有效的模式，因此你可以将其用在模式中，以控制规则的执行。布林操作符有如下这些：

***boolean1 && boolean2***

如果 ***boolean1*** 与 ***boolean2*** 都为 true，则返回 true。例如，下面的语句，如果输入记录中包含 ‘edu’ 与 ‘li’ 则打印它：

**if ($0 ~ /edu/ && $0 ~ /li/) print**

子表达式 boolean2 只有在 boolean1 求值为 true 时，才会进行求值。如果 boolean2 表达式包含有副作用的表达式，则会产生不同的结果。在 ***‘$0 ~ /foo/ && ($2 == bar++)’*** 例子中，变量 bar 在记录中不包含子串 ‘foo’ 时，不会进行递增。

***boolean1 || boolean2***

***boolean1*** 或者 ***boolean2*** 之一为 true 是返回 true。例如，下面的语句中，如果输入中包含 ‘edu’ 或者 ‘li’，则打印这些记录：

**if ($0 ~ /edu/ || $0 ~ /li/) print**

子表达式 boolean2 只有在 boolean1 的值为 false 才会进行求值。因此如果 boolean2 表达式有副作用，则会带来不同的结果。（所以，这里的测试并不是真正地测试记录中是否包含 ‘edu’ 与 ‘li’ 二者——只要匹配 ‘edu’，整个测试就成功。）

***! boolean***  如果 boolean 为 false，则为 true。下面的代码，当 HOME 环境变量不存在这种不正常事牛时，则打印 ‘no home’：

**BEGIN { if (! ("HOME" in ENVIRON))**

**print "no home!" }**

（in 操作符在 ， ***在第 168 页***，这里描述）

***‘&&’*** 与 ***‘||’*** 操作符因为它们的执行方式被称为短路操作符。对于完整表达式的求值，如果其结果只需要由其部分求值即可得到，则我们称这个表达式 ‘被短路了’ 。

如果语句由 ‘&&’ 或者 ‘||’ 结束，可以简单地在其后进行换行就可以进行续行。但是在其前面，如果你不加上一个反斜杠，都不能进行换行（查看 ， ***在第 31 页***）。

使用 ‘!’ 操作符的表达式的值要么是1，要么是0，则要视其应用所在的表达式的值。‘!’ 操作符在将标志变量的值从 false 转换为 true，再转回来的情况下很有用。例如，下面的程序就是一种打印特殊括号之间的行的方式：

**$1 == "START" { interested = ! interested; next }**

**interested { print }**

**$1 == "END" { interested = ! interested; next }**

变量 interested 与共他所有的 awk 变量一样，一开始被初始化为 0，其表示 false。当行发现了第一个域为 ‘START’ 的行后，interested 变量的值则利用用 ‘!’ 变为 true。下一个规则中，如果 interested 为 true，则打印这些行。当发现第一个域为 ‘END’的行后，则 interested 变量又会转回 false。[[43]](#footnote-44)

更通常的是，‘!’ 操作符是用在 if 与 while 语句中，在这些语句中，写否定逻辑含义更加明确：

**if (! some condition || some other condition) {**

**... do whatever processing ...**

**}**

提示：next 语句将在 ***，在第 153 页***，讨论。next 告诉 awk 跳过剩下的规则，并读取下一个记录，并从最开始来处理各个规则。写在这里的原因是避免打印括起文本的 ‘START’ 与 ‘END’ 行。

### 6.3.4 条件表达式

条件表达式是一种拥有三个操作数的特殊的表达式。该表达式可以让你使用一个表达式的值，即可以从其他两个表达式中选择一个。awk 中的条件表达式与 C语言中的表达式一样，如下所示：

**selector ? if-true-exp : if-false-exp**

这里有三个表达式。第一个表达是选择器，它总是首先被计算。如果结果为 ‘true’ （非零或者非空），则 if-true-exp 则接着被计算，其值将成为整个表达式的值。否则，if-false-exp 被计算，其值成为整个表达式的值。例如，下面的表达式产生 x 的绝对值：

**x >= 0 ? x : -x**

条件表达式的每一次计算，***if-true-exp*** 与 ***if-false-exp*** 只会有一个被使用，另外一个就被忽略了。如果表达式中有副作用，这就变得相当重要。例如，下面的条件表达式提取数组 a 或者 b 的元素 i，并递增 i：

**x == y ? a[i++] : b[i++]**

这保证了 i 只会被递增一次，当表达式被计算时，两个递增表达式只会执行一个。查看 *，* ***在第 166 页***，来获取更多的关于数组的信息。

作为一个小的 gawk 扩展，使用 ‘?:’ 的语句可以在两个符号中的任意字符处进行换行。但是，在这两个字符前进行换行，如果不加反斜杠是不行的（查看 ， ***在第 31 页***）。如何使用了 --posix 参数（查看 ， ***在第 35 页***），这个扩展也不被禁用了。

## 6.4 函数调用

函数是一个特殊计算过程的名字。这样你可以通过名字在程序的任何位置来请求执行。例如，函数 sqrt() 计算数值的平方根。

awk 中有固定的内建函数集合，它们可以在任意的 awk 程序中使用。sqrt() 就是其中之一。查看 ，***在第 182 页***，内建函数的列表以及其说明。另外，你也可以定义只有你的程序使用的函数。查看 ，***在第 204 页***，来获取自定义函数的方法。gawk 也可以让你使用 C 或者 C++ 来编写函数，并在你的程序中调用（查看 *，****在第 349 页***）。

函数的使用带有一个函数调用表达式，其包括函数名，后面直接跟着在括号中的参数列表。参数是为调用函数计算过程而提供的原始资料的表达式。当多于一个参数时，它们则通过逗号分隔。如果没有参数，则只要在函数名后写 ‘()’ 即可。下面的例子展现了带参与不带参的函数调用。

**sqrt(x^2 + y^2) one argument**

**atan2(y， x) two arguments**

**rand() no arguments**

注意：不要在函数名与开括号之间输出任何空格！用户自定义的函数名看起来就像是变量名——因此空格会导致表达式看起来是变量与括号中的表达式的连接操作。而对于内建的函数，在括号之前的空格是可选的，但是最好不要形成插入空格的习惯，以避免在调用用户自定义函数的时候犯错。

每个函数都有特定的参数。例如，sqrt() 函数必须用单参数调用，即要计算平方根的数值：

**sqrt(argument)**

一些内建的函数有一个或者多个的可选参数。如果没有提供那些参数，则函数会使用合适的默认值。查看 ，***在第 182 页***，来获取更多细节。如果在调用用户自定义的函数时省略了参数，则这些参数将会当成本变量（在定义函数时的括号中的变量——译者注）。这些本地变量当被使用时，如果需要的是一个字串，则其为空串，如果需要的数值，则其值为 0（查看 ， ***在第 204 页***）。

作为一个高级特性，gawk 提供了间接调用函数的方式，这是一种在运行时进行函数选择的方式，而不是在你写程序的时候就确定要调用的函数。我们后面再对这个进行讨论，可以查看 ， ***在第 213 页***。

如其他的表达式一样，函数调用也会生成一个值，通常称为返回值，这个值是根据函数的参数进行计算所得到的值。在这个例子中，‘sqrt(argument)’的返回值就是 argument 的平方根。下面的程序一行行地读取数值，然扣打印它们的平方根：

**$ awk ’{ print "The square root of"， $1， "is"， sqrt($1) }’**

**1**

**-| The square root of 1 is 1**

**3**

**-| The square root of 3 is 1.73205**

**5**

**-| The square root of 5 is 2.23607**

**Ctrl-d**

函数调用有副作用，例如将值赋给一个指定的变量或者执行 I/O 操作。这个程序展现了 match() 函数（查看 ， ***在第 184 页***）如何来更改变量 RSTART 与 RLENGTH：

**{**

**if (match($1， $2))**

**print RSTART， RLENGTH**

**else**

**print "no match"**

**}**

这是运行例子：

**$ awk -f matchit.awk**

**aaccdd c+**

**-| 3 2**

**foo bar**

**-| no match**

**abcdefg e**

**-| 5 1**

## 6.5 操作符优先级（操作符的嵌套）

操作符的优先级决定了不同的操作符紧接着出现在一个表达式中时如何结合。例如，‘\*’ 比 ‘+’ 有更高的优先级，所以 ‘a+b\*c’ 表示先将 b 与 c 相乘，然后再与 a 相加（如 ‘a+(b\*c)’）

正常的操作优先级可以通过使用括号来进行重新排序。一想到优先级规则就像是说，括号是该放在哪个位置。事实上，当操作符的组合不常出现时，使用括号总是很明智的做法。就算是很有经验的操作员，也偶尔忘记确切的规则，因此会犯错误。显式地使用括号则可以避免这样的错误。

当有相同优先级的操作符出现在一起时，先对最左边的操作符进行结合。对于赋值、条件以及幂乘它们则是以相反的顺序进行结合的。所以 ‘a-b+c’ 结合成 ‘(a-b)+c’， 而 ‘a=b=c’ 则是结合成 ‘a=(b=c)’。

一般情况下，前缀一元操作符对于优先级并不重要，因为只有一个解释它们的方式：内层的优先。所以，‘$++i’ 表示 ‘$(++i)’，而 ‘++$x’ 则表示 ‘++($x)’。但是，当另一个操作符跟着操作数后面，则一元操作符的优先级就重要起来了。‘$x^2’ 表示 ‘($x)^2’，但是 ‘-x^2’ 则为 ‘-(x^2)’，因为 ‘-’ 的优先级低于 ‘^’，而 ‘$’ 则有较高的优先级。另外，操作符也不能以一种违反优先级规则的方式进行组合，例如 ‘$$0++--’ 并不是一个有效的表达式，因为第一个 ‘$’ 有比 ‘++’ 更高的优先级，为了避免产生问题，表达式可以写成 ‘$($0++)--’。

下面的列表列出了 awk 的操作符，并按优先级的降序排序：

(. . .) 结合

$ 域引用

++ -- 递增，递减

^ \*\* 幂乘。这个操作符的结合由右往左。

+ - ! 一元加，一元减，以及逻辑 ‘not’。

\* / % 乘，除，取余。

+ - 加，减。

String concatenation

没有针对字串连接的特别符号。操作数简单地一个接一个输入（查看 ， ***在第 121 页***）。

< <= == != > >= >> | |&

关系与重定向。关系操作符与重定向有相同的优先级。如 ‘>’ 这样的字符，即为关系操作符，也可以作为重定向符。上下文环境用来区别使用的是哪种含义。

注意在 print 与 printf 语句中的 I/O 重定向，是语句级的，而不是表达式级的。重定向不会产生表达式，不可以成为别一个操作符的操作数。结果就是，不用括号而在一个低优先级的操作符附近使用重定向操作符是没有意义的。这样的组合（如 ‘printf foo > a ? b : c’ 会导致语法错误。正确地写法应该是 ‘printf foo > (a ? b : c)’。

~ !~ 匹配与不匹配

in 数组成员判定

&& 逻辑 ‘and’。

|| 逻辑 ‘or’。

?: 条件，这个操作符的结合是从右到左。

= += -= \*= /= %= ^= \*\*=

赋值操作符，这些操作符结合由右至左。

提示： ‘|&’、‘\*\*’ 与 ‘\*\*=’ 都没有由 POSIX 指定，为了移植性，请不要使用它们。

## 6.6 哪里造成差异

现代操作系统都有本地语言的概念：即告诉系统本地字符集与语言的一种方式。ISO C 标准定义了一种默认的 “C” 语言设置，这是一种很多 C 程序员所使用的一种典型环境。

以前，语言设置用来影响正则表达式的匹配，但是现在事情不再是这样的（查看 ， ***在第 414 页***）。

本地语言设置也会影响记录的分割。对于正常的 ‘RS="\n"’ 这种情况，语言设置大多是不相关的。对于其他单字符记录分隔符，在环境变量中设置 ‘LC\_ALL=C’ 将使你在读取记录时有更好的性能。否则，gawk 得调用几个函数，针对每一个输出字符进行调用，以查找记录的分隔符。

语言设置也会影响日期与时间的格式（查看 ， ***在第 197 页***）。例如，对于 2015 年 9月4号的一般缩写方式，在美国是“9/4/15”。但在欧洲的许多国家，则是 “4.9.15”。

根据 POSIX 标准，字串比较也会受到语言设置的影响（与正则表达式类型）。具体的细节在 ， ***在第 130 页***。

最后，语言设置也会影响 gawk 在分析输入数据时所使用的十进制小数点符号的值。关于这一点的细节则在 ， ***在第 117 页***。

## 6.7 总结

* 表达式是程序中基本的计算元素。它们由常量、变量、函数调用以及用操作符组合起来的各种值组成。
* awk 提供三种常量：数值常量，字串常量以及正则表达式常量。gawk 可以让你以八进制以及十六进制的方式来指定数值常量（相关的基数为8与16），也可以以十进制方式进行指定（基数为10）。在特定的上下文中，单独的正则表达式，如 /foo/ 与 ‘$0 ~ /foo/’ 有一样的含义。
* 变量在计算的过程中持有值。有一些内置变量来提供 awk 程序的相关信息，还有一些变量用来控制 awk 的行为。
* 在 awk 需要的时候，数值会自动地转换为字串，字串也会转换为数值。数值转换的方式就好像通过以 CONVFMT 格式来调用 sprintf 进行格式化一样。语言设置可以影响转换。
* awk 提供了常用的算术操作符（加、减、乘、除，取模），还有一元的加与减。同时也提供比较操作符，布林操作符，以及数组元素成员测试操作符和正则表达式匹配操作符。字串连接通过将通过简单地将表达式顺序排放来完成，而不需要显式的操作符。三元操作符则提供了在表达式中进行 ‘if-else’ 的测试。
* 赋值操作符为通用的算术操作提供了方便的缩略。
* 在 awk 中，如果非零或者非空，则被认为是 true，否则为 false。
* 变量的类型依赖于赋值，并且在生命期中可以变化。类型决定了它在比较中的行为（是以字串方式还是以数值方式进行）。
* 函数调用的返回值 可以做为一个更大的表达式的一部分。用于在调用函数时向函数传递的参数的表达式会在调用之前进行求值。awk 即提供了内置的函数，也提供用户自定义的函数，相关的细节在 *，* ***在第 182 页***。
* 操作符的优先级指定了操作执行的顺序，除非使用了括号来更改。awk 的操作符优先级与 C 中的优先级兼容。
* 语言设置可以影响 awk 程序输出数据的格式，偶尔也影响作为数据输入的格式。

# 第七章 模式、动作与变量

如我们已经看到的，每一个 awk 语句都由与模式及与其关联的动作组成。本章描述如何来创建模式与动作，包括你在动作中可以做的操作的类型，以及 awk 的预定义变量。

“模式-动作”规则以及可在动作中使用的语句组成了 awk 编程的核心。在一定意义上，到此为止所涉及的内容是建立程序的基础。目前可以弄些有用的时候了。

## 7.1 模式元素

在 awk 中的模式控制着规则的执行，当模式匹配当前的输入记录时，就执行它的规则。下面总结了 awk 模式的类型：

***/regular expression/***

正则表达式。当输入记录的文本适配于正则表达式则匹配。（查看 *，* ***在第 50 页***）

***expression***

单独的表达式。当这个表达式的值为非零（如果是数值的话）或者非空（如果是字串的话）则匹配。（查看 ， ***在第 139 页***）

***begpat***， ***endpat***

一对由逗号分隔的模式，指定了记录的范围。范围包括匹配 begpat 的开始的记录以及最后一个匹配 endpat 的记录（查看 ， ***在第 140 页***）。

***BEGIN***

***END*** 指定 awk 程序开始与清理行为的特殊模式。（查看 ， ***在第 141 页***）

***BEGINFILE***

***ENDFILE*** 针对每个文件为基础的在开始与清理中执行的动作的特殊模式。（查看 ， ***在第 143 页***）

***empty*** 空模式匹配每一条记录。（查看 ， ***在第 144 页***）

### 7.1.1 以正则表达式为模式

正则表达式是本书中出现的第一种模式。此类模式只是简单的处于模式规则中的正则表达工常量。它表示 ***‘$0 ~/pattern/’***。当输出记录匹配正则表达式是，则规则匹配。如：

**/foo|bar|baz/ { buzzwords++ }**

**END { print buzzwords， "buzzwords seen" }**

### 7.1.2 以表达式为模式

awk 表达是有效的 awk 模式。如果表达式的值是非零（如果结果为数值）或者非空（如果结果为字串）就表示模式是匹配的。表达式每次匹配输入记录的时候都需要重新计算一次。如果表达式使用的是域 ，如 $1，则它的值直接依赖于新的输入记录文本，不然，它就只依赖于 awk 程序到目前为止已经执行的结果。

使用在 ，***在第 127 页***，描述的比较操作符的比较表达式，是很常用的模式类型。正则表达式匹配与不匹配也是非常常用的表达式。***‘~’*** 与 ***‘!~’*** 操作符的左边的操作数是一个字串。右手的操作数要么是一个常量的正则表达式，要么是一个动态的正则表达式（查看 *，* ***在第 50 页***）。下面的例子中打印其第一个域为 ‘li’ 的所有记录的第二个域：

**$ awk ’$1 == "li" { print $2 }’ mail-list**

（这里没有输出，因为没有人的名字为 ‘li’）。与下面的正则表达式匹配相比，则会匹配任意的记录中第一个域中包含 ‘li’ 的记录：

**$ awk’$1 ~ /li/ { print $2 }’ mail-list**

**-| 555-5553**

**-| 555-6699**

正则表达式常量是表达式模式的一种特列。表达式 /li/ 中，如果 ‘li’ 出现在当前的记录中，则其值为1。因此，作为模式， /li/ 匹配任意的包含 ‘li’ 的记录。

布林表达式也是常用的模式。模式是否匹配输入记录，则依赖于其子表达式是否匹配。例如，下面的命令打印 mail-list 文件中，即包含 ‘edu’ 也包含 ‘li’ 的记录：

**$ awk ’/edu/ && /li/’ mail-list**

**-| Samuel 555-3430 samuel.lanceolis@shu.edu A**

下面的命令打印 mail-list 文件中包含 ‘edu’ 或者 ‘li’ （或者包含二者）的所有的记录。

**$ awk ’/edu/ || /li/’ mail-list**

**-| Amelia 555-5553 amelia.zodiacusque@gmail.com F**

**-| Broderick 555-0542 broderick.aliquotiens@yahoo.com R**

**-| Fabius 555-1234 fabius.undevicesimus@ucb.edu F**

**-| Julie 555-6699 julie.perscrutabor@skeeve.com F**

**-| Samuel 555-3430 samuel.lanceolis@shu.edu A**

**-| Jean-Paul 555-2127 jeanpaul.campanorum@nyu.edu R**

下面的命令打印 mail-list 文件中不包含串 ‘li’ 的所有记录：

**$ awk’! /li/’ mail-list**

**-| Anthony 555-3412 anthony.asserturo\hotmail.com A**

**-| Becky 555-7685 becky.algebrarum@gmail.com A**

**-| Bill 555-1675 bill.drowning\hotmail.com A**

**-| Camilla 555-2912 camilla.infusarum@skynet.be R**

**-| Fabius 555-1234 fabius.undevicesimus@ucb.edu F**

**-| Martin 555-6480 martin.codicibus\hotmail.com A**

**-| Jean-Paul 555-2127 jeanpaul.campanorum@nyu.edu R**

在模式中布林表达式操作符的子表达式可以是正则表达式常量、比较、或者任意的 awk 表达式。范围模式不是表达式，因此它们不可以出现在布林表达式中。而特殊模式 BEGIN，END，BEGINFILE 与 ENDFILE，它们不会匹配任何的输入记录，也不是表达式，所以也不能出现在布林模式中。

可以出现在模式中的不同的操作符优先级，在这里 ， ***在第 135 页***，进行讨论。

### 7.1.3 用模式指定记录范围

范围模式由两个逗号分隔的模式组成，以这样的方式 ***‘begpat， endpat’*** 出现。这个用来对连续的记录进行匹配。第一个模式 begpat 控制范围从何处开始，而 endpat 则控制在何处结束。例如下面的代码：

**awk ’$1 == "on"， $1 == "off"’ myfile**

打印 myfile 中 ‘on’ 与 ‘off’ 中的所有记录（包含）。

范围模式通过将输入记录与 begpat 开始。当记录匹配 begpat 时，范围就会被打开，同时范围模式也会匹配这个记录。只要范围模式保持打开状态，其就会匹配所读取的每个记录。同时，输入记录也会与 endpat 进行匹配，当匹配成功时，范围模式就会在下一条记录之前关闭。然后，范围模式又回头检查 begpat 与每条记录的匹配情况。

打开范围模式的记录与关闭范围模式的记录都匹配范围模式。如果你不想处理这些记录，你可以在规则中通过 if 语句来区分它们，并关注你所感兴趣的记录上。

也有可能在同一条记录上打开与关闭范围模式。如果记录满足两个条件，则动作就针对那条记录执行。例如，如果在两个相同的标志间有文本（如 ‘%’ 符号），且每一行包含一个这样的标志，则忽略这两个符号。第一种尝试组合范围模式的方式是描述分隔符，然后跟着 next 语句（还没有讨论到，请看 ， ***在第 153 页***）。这使得 awk 会跳过处理当前的记录而开始下一个输入记录。程序看起来如下：

**/^%$/，/^%$/ { next }**

**{ print }**

这个程序不会成功，因为范围模式在包含 ‘%’ 的同一行开启并关闭。为了完成这个任务，应该使用一个标志的方式来写程序：

**/^%$/ { skip = ! skip; next }**

**skip == 1 { next } # skip lines with ‘skip’ set**

在范围模式中，逗号（‘，’）在所有的操作符中具有最低的优先级（它将在最后进行求值）。所以，下面的程序试图用另一种更简单的测试来生成范围模式：

**echo Yes | awk ’/1/，/2/ || /Yes/’**

这个程序的意图本来是 ***‘(/1/，/2/) || /Yes/’***。但是 awk 将其解释成了 ***‘/1/， (/2/ || /Yes/)’***。没有办法改变或者解决这个问题，范围模式不可以与其他的模式进行组合。

**$ echo Yes | gawk ’(/1/，/2/) || /Yes/’**

**error gawk: cmd. line:1: (/1/，/2/) || /Yes/**

**error gawk: cmd. line:1: ^ syntax error**

一个有趣的点是，POSIX 允许你在范围模式的逗号后面进行换行，虽然这看起来不那么好看。

### 7.1.4 BEGIN 与 END 特殊模式

到目前为止所描述的模式都用来匹配输入记录。BEGIN 与 END 特殊模式则不同。它们为 awk 启动与清理操作。BEGIN 与 END 规则必须有动作。这些规则没有默认的动作因为在运行时没有当前记录。BEGIN 与 END 规则常常被那些老的 awk 程序员称为“BEGIN 与 END 块”。

#### 7.1.4.1 启动与清理动作

BEGIN 规则只执行一次，并且是在读取记录之前执行。相应地，END 规则也只执行一次，并且在所有的记录已经读取完成之后执行。例如：

**$ awk ’**

**> BEGIN { print "Analysis of \"li\"" }**

**> /li/ { ++n }**

**> END { print "\"li\" appears in"， n， "records." }’ mail-list**

**-| Analysis of "li"**

**-| "li" appears in 4 records.**

此程序查找在输入文件 mail-list 中，包含字串 ‘li’ 串的记录。BEGIN 规则打印报告的标题。没有必须通过 BEGIN 规则来初始化变量 n 为零，因为 awk 会自动处理（查看 ，***在第 116 页***）。第二个规则是当输入记录中包含 ‘li’ 时，就递增变量 n。END 规则在程序执行完成后，打印变量 n 的值。

BEGIN 与 END 特殊规则不可以用在范围规则中，也不可以与布林操作符一起使用（实际上，它们不可以与任何操作符一起使用）。一个 awk 程序可以有多个 BEGIN 与/或 END 规则。它们会按照出现的顺序被执行：所有的 BEGIN 规则在启动时执行，而所有的 END 规则在结束时执行。BEGIN 与 END 规则可以与其他的规则交叉混合。这样的特性是在 awk 的 1987 年的版本被加入，并加入到 POSIX 标准中。最开始（1978）的 awk 版本要求 BEGIN 规则要放在程序的开始处，END 规则则需要放在程序的结尾处，并且两者都只能出现一次。目前不再需要这样，但是按照这样的模板来写程序却是个好习惯，因为这样可以使程序组织得更好，并且增强可读性。

多个 BEGIN 与 END 规则在写库函数的时候非常有用，因为每个库文件都可以有它们自己的 BEGIN 与/或 END 规则来处理初始化与/或清理工作。在命令行中指定的库函数的名字，可以控制与其相关的 BEGIN 与 END 规则执行的顺序。因此，你要仔细地处理库文件中的这些规则，使得它们的执行顺序不会带来影响。

查看 ，***在第 35 页***，来获取更多的使用库函数的相关信息。查看 *，* ***在第 182 页***，来查看各种有用的库函数。

如果 awk 只有 BEGIN 规则而没有其他的规则，则程序在执行了 BEGIN 规则之后就退出了。[[44]](#footnote-45)但是，如果 END 规则存在，则输入会被读取，就算程序中没有其他的规则存在。因为如果在 END 规则中检查 FNR 与 NR 变量，因此这么做就是很有必要的。

#### 7.1.4.2 BEGIN 与 END 规则中的输入输出

在 BEGIN 与 END 规则中进行 I/O 操作时，要注意几点（其中的某些还比较微妙）。首先要关注的是在 BEGIN 中 $0 的值。由于 BEGIN 的执行在任何的输入之前，所以也就没有输入记录，也没有域。对于 $0 以及域的访问都将产生空串或者0值，这视上下文的情况。要使 $0 中有实值，可以以不带变量的形式执行 getline（查看 ***，在第 83 页***）。另一个方式就是给 $0 赋值。

第二点则跟第一点有点类似，但是是在另一个方向上。传统上，大部份是由于实现的问题，$0 与 NF 在 END 规则中都是未定义的。POSIX 标准指出 NF 在 END 规则中是可用的。它包含的是最后一行记录中的域数目。很大可能是由于疏忽，在标准中却没有说也要保留 $0 的值，尽管在逻辑上大家都认为是该保留下来的。事实上，所有的 BMW awk，mawk，以及 gawk 都在 END 规则中保留了 $0 的值。但是也要注意，一些其他的实现，与一些旧版本的 UNIX awk 版本却没有这么处理。

第三点，则是前面两点的延续。在 BEGIN 与 END 规则中的 print 的含义总是一样的：‘print $0’。如果 $0 的值是空串，则打印一个空的记录。很多使用 awk 很长时间的程序员在 BEGIN 与 END 规则中使用这种光头 print 来表示 ‘print ""’，这依赖于 $0 的值为空串。通常来说，在 BEGIN 规则中可以实现这样的意图，但是至少在 gawk 中，在 END 规则中这么写是一个坏主意。同时这么写也是一种很蹩脚的风格，因为如果确实需要输出一个空串，你就在显式地进行打印就可以了。

最后，next 与 nextfile 语句在 BEGIN 规则中是不允许使用的，因为隐式的 read-a-record-and-match-against-the-rules 循环都还没有开始呢。相似的，这样的语句在 END 规则中也是无效的，因为输入已经完成。（查看 ，***在第 153 页*** ，与 ，***在第 154 页***。）

### 7.1.5 BEGINFILE 与 ENDFILE 特殊模式

本节中描述的是 gawk 的特性。

有两种特殊的规则，即 BEGINFILE 与 ENDFILE，可以让你在命令行指定的文件处理过程中打入“勾子”。与 BEGIN 跟 END 类似（查看前章），程序中的所有的 BEGINFILE 规则都会安按照 gawk 读取的顺序合并起来，而所有 ENDFILE 规则也会被合并。

BEGINFILE 规则的执行体会在 gawk 读取文件的第一个记录前执行。FILENAME 将被设置成当前文件的名字，FNR 会被设置成0。

BEGINFILE 为你提供了完成两个任务的一个机会，这些任务如果没有这个机制是不可能实现的：

* 你可以测试文件是否可读。正常情况下，如果命令行上指定的文件无法打开读取是一个致使错误。但是，你可以绕过这样的致使错误，并移动到命令行中的下一个文件。你可以检查 ERRNO 的值不是一个空值，如果非空，就表示gawk没办法打开一个文件。此时，你的程序可以执行 nextfile 语句（查看 ，***在第 154 页***）。这使得 gawk 可以完整地跳过这个文件。否则，gawk 遇到致命错误时会退出。
* 如果你编写了修改记录处理方式的扩展（通过插入一个“输入分析器”，查看 ***，在第 359 页***），你就可以在这个点上，在处理文件之前调用它们。（这是一个非常高级的特性，当前只被 gawkextlib 项目使用。）

ENDFILE 规则会在 gawk 处理完一个文件的输入后执行。对于最后一个输入文件，它将会在调用 END 之前进行调用。ENDFILE 就算是针对空文件也会执行。

正常的情况下，当错误出现在正常的输入处理循环中的读取时，错误就会是致命的，如果提供了 ENDFILE 规则，这样的错误就不再是致命的，只是 ERRNO 被设置而已。这使得能够在 awk 程序一级捕获到处理 I/O 的错误。

next 语句（查看 ，***在第 153 页***）不准使用在 BEGINFILE 或者 ENDFILE 规则中。而 nextfile 只可以使用在 BEGINFILE 规则中，而不能使用在 ENDFILE 规则中。

getline 语句（查看 ，***在第 83 页***）在两个规则中都被限制使用：只有重定向形式的 getline 可以在其中使用。

BEGINFILE 与 ENDFILE 是 gawk 的扩展。在多数的 awk 实现中，或者 gawk 的兼容模式下（查看 ，***在第 35 页***），它们没有特殊含义。

### 7.1.7 空模式

一个空模式（如不存在模式）被视为匹配所有的输入记录。例如，下面的程序：

**awk ’{ print $1 }’ mail-list**

打印每一个记录的第一个域。

## 7.2 在程序中使用 Shell 变量

awk 程序常用于一个用 Shell 写成的大程序中的一个组件。例如，使用一个 Shell 变量来存放 awk 程序要搜索的模式。有两个方式来取得 Shell 变量的值，并插入到 awk 程序中。

一种通用的方式是使用 Shell 引号来在脚本中替代变量的值，由此来插入到程序中。例如，下面的程序：

**printf "Enter search pattern: "**

**read pattern**

**awk "/$pattern/ "’{ nmatches++ }**

**END { print nmatches， "found" }’ /path/to/data**

awk 程序将引号文本的片段视作为连接操作来形成程序。第一部分就被双引号引起来，这可以使得用 Shell 变量来替换引起来模式。第二部分是单引号的部分。

通过引号方式的变量替换虽然可以工作，但是有可能导致潜在的混乱。这需要对 Shell 的引号规则有比较好的理解（查看 ，***在第 24 页***），并且当读取程序，匹配引号的时候会比较麻烦。

更好的方法是使用 awk 的变量赋值特性（查看 ，***在第 116 页***）来将 Shell 变量的值赋给 awk 变量。然后使用动态正则表达式来匹配模式（查看 ，***在第 58 页***）。下面的代码显示使用这个技巧来重写上面的功能：

**printf "Enter search pattern: "**

**read pattern**

**awk -v pat="$pattern" ’$0 ~ pat { nmatches++ }**

**END { print nmatches， "found" }’ /path/to/data**

现在， awk 程序只需要单引号的串。赋值操作 ***‘-v pat="$pattern"’*** 还是需要双引号的，以防止在 $ ***pattern*** 的值中出现空格。awk 变量 pat 也可以使用名字 pattern，但是看起来就令人比较困惑得多。使用变量的方式也提供了更多的灵活性，因为变量可以在程序中的任何地方使用——用于打印、作为数组下标，或者其他的用途——并且不需要在使用的地方使用双引号。

## 7.3 动作

awk 程序或者脚本由一连串的规则与函数定义交叉形成。（函数会在后面论及。查看 ，***在第 204 页***）规则中包含了模式与动作，两者之一可以省略，但不可以都省略。动作的目的是告知 awk 在某个模式被找到后如何执行。因此，概括起来，awk 程序看起来都像这样：

**[pattern] { action }**

**pattern [{ action }]**

**. . .**

**function name(args) { ... }**

**. . .**

动作由一个或者多个 awk 语句组成，并且由花括号包起来（‘{}’）。每条语句都指定了一个要处理的过程。语句由换行符或者分号分隔。动作两边的花括号是必须使用的，就算只有一个语句，甚至没有语句也一样。但是，如果你整个地省略了动作，也要省略花括号。省略动作与 ‘***{ print $0 }***’ 等同。

**/foo/ { } match foo， do nothing — empty action**

**/foo/ match foo， print the record — omitted action**

awk 支持下面的语句类型：

***表达式***

调用函数或者赋值给变量（查看 *，* ***在第 182 页***）。这类型语句的执行就是简单地求值。如果表达式有副作用，这就非常有用（查看 ，***在第 122 页***）。

***控制语句***

指定 awk 程序的控制流。awk 语言可以让你写 C 风格的结构（if，for，while，以及 do），也有一些自己特殊的结构（查看 ***，见下方***）。

***复合语句***

包括在花括号中一个或者多个语句。复合语句用于在 if，while，do 或者 for 的语句体中，将几个语句顺序地放在一起。

***输入语句***

使用 getline 命令（查看 ，***在第 83 页***）。在 awk 中也提供 next 语句（查看 ，***在第 153 页***） 与 nextfile 语句（查看 ***，在第 154 页***）。

***输出语句***

如 print 与 printf，查看 *，* ***在第 94 页***。

***删除语句***

由于删除数组元素。查看 ，***在第 175 页***。

## 7.4 动作中的控制语句

如 if，while 等等的控制语句，用来控制 awk 程序的执行流。大多数的 awk 控制语句都是使用与 C 类似的模式。

所有的控制语句都以一个特殊关键词开始，如 if 与 while 等，以将它们与一般的表达式进行区分。很多的控制语句还包含其他的语句。例如，if 语句包含其他的语句，可能执行也可能不执行。被包含的语句称为相应语句的语句体。为了在语句体中包含多于一个语句，则将他们包含在花括号中，将通过换行或者分号来分隔它们。

### 7.4.1 if-else 语句

if-else 语句是 awk 的“决策-执行”语句，看起来如下：

**if (condition) then-body [else else-body]**

condition 是一个表达式，用来控制后面的语句的执行。如果 condition 为 true，则执行 then-body 的部分，否则执行 else-body 的部分。这个语句的 else 部分是可选的。condition 的值如果为0或者为空串，则被认为是 false，其他情况则为 true。参考如下：

**if (x % 2 == 0)**

**print "x is even"**

**else**

**print "x is odd"**

在这个例子中，如果表达式 ***‘x % 2 == 0’*** 为真（比如， x 的值是偶数，可被2整除），则第一个 print 语句被执行，否则，就执行第二个 print 语句。如果 else 关键词与 then-body 出现在一行中，并且 then-body 不是一个复合语句（没有被花括号包含），则必须要用分号将 then-boyd 的部分与 else 部分进行分隔。如，上面的例子代码可以写在这样：

**if (x % 2 == 0) print "x is even"; else**

**print "x is odd"**

如果没有 ‘;’ ，则 awk 无法解释上面的语句，因此会生成一个语法错误。在实际的程序中不要这么写，因此程序的人类阅读者有可能不会看到 else，因为它没出现在它自己所应在行的第一位置。

### 7.4.2 while 语句

在程序中，循环是程序的一部份，并且可被连续两次或者多次地执行。while 语句是 awk 中最简单的循环语句。只要条件为 true，就会一直重复执行。例如：

**while (condition)**

**body**

body 语句称为循环体，而 condition 是一个表达式，用来控制循环的执行。while 语句所做的第一件事情就是测试 condition 的值。如果为 true，则执行语句 body。完成后，condition 会被再次测试，如果依然为 true，则 body 会再次被执行。这个过程一真持续到 condition 不再为 true。如果 condition 一开始就为 false，而循环体就根本不会执行，awk 会继续执行循环后厕所语句。下面的例子打印每个记录的头三个域，一个一行：

**awk’**

**{**

**i = 1**

**while (i <= 3) {**

**print $i**

**i++**

**}**

**}’ inventory-shipped**

这个循环的循环休是一个包含在花括号中的复合语句，包含两个语句。循环按下面的方式执行：首先，i 的值被设置为1。然后 while 语句会测试 i 的值是否为小于等于3。当 i 为 1 时，这肯定为 true，因此第 i 个域就打印出来。然后执行 ‘i++’，递增 i 的值，并重复循环。当 i 为4 时，结束循环。

在条件与循环体之间的换行不是必须的，但是，使用换行会使得程序更加清晰，除非循环体是一个复合语句或者是非常简单。开花操号后面的换行开启复合语句，也不是必须的，但是程序不这么处理就比较难阅读。

### 7.4.3 do-while 语句

do 循环是 while 循环的变体。 do 循环中先会执行循环体一次，如果条件为 true，则会重复执行。它看起来如下：

**do**

**body**

**while (condition)**

就算是 condition 一开始为 false，循环体也会至少执行一次（并且只执行一次，除非执行体内将 condition 变成 true）。与 while 语句比较起来：

**while (condition)**

**body**

这个语句中，如果 condition 一开始为 false，则一次也不会被执行。下面是 do 语句的一个例子：

**{**

**i = 1**

**do {**

**print $0**

**i++**

**} while (i <= 10)**

**}**

这个程序打印记录10次。但是，这并不是一个非常理想的例子，因此在这种情况下， 普通的 while 循环就可以完成了。这个反映了一种实际使用经验：只有很少的情况下，才需要真正使用 do 语句。

### 7.4.4 for 语句

for 语句可以更方便地统计循环的迭代次数。for 语句的一般格式如下：

**for (initialization; condition; increment)**

**body**

***initialization***， ***condition*** 与 ***increment*** 的部分可以是任意的 awk 表达式，而 body 表示任意的 awk 语句。

for 语句以执行 initialization 开始，然后，只要 condition 为 true，则会重复执行 body 与 increment。典型的情况下， initialization 将某个变量设置成 0 或者 1，increment 将其增加 1，然后 condition 将其与所要迭代的次数进行比较。例如：

**awk ’**

**{**

**for (i = 1; i <= 3; i++)**

**print $i**

**}’ inventory-shipped**

这个例子中，会打印每个记录的前三个域，并且每个域一行。在 initialization 部分，如果不使用多个赋值语句，如 ***‘x = y = 0’***，不可能设置多于一个变量的值。这只有在所有的初始值都是一样的才有意义。（但是不可能在 for 循环前，用几个赋值语句来初始化其他变量的值。）

在 increment 部分也是一样。对其他的变量的递增，需要在循环结束时用独立的语句来进行递增。C 类型的复合表达式，使用 C 的逗号操作符，在这样的上下文中很有用，但是在 awk 中不被支持。

在多数情况下， increment 是一个递增表达式，就如前面的例子中的一样。但是却并不是必须的，它也可以是任意的表达式。例如，下面的语句打印 1 到 100 之间的 2 次幂的值：

**for (i = 1; i <= 100; i \*= 2)**

**print i**

如果在 for 后面括号中的表达式什么也不需要做，则可以省略它们。如 ***‘for (; x > 0;)’*** 与 ***‘while (x > 0)’*** 是等同的。如果 condition 被省略了，则其将被视作 true，这样可以有效地产生一个无限循环（不会终止的循环）。

在多数情况下，for 循环是 while 循环的一个简写方式，如下面所示：

**initialization**

**while (condition) {**

**body**

**increment**

**}**

唯一的例外是在循环中使用 continue 语句时（查看 ， ***在第 152 页***）。将 for 循环改为 while 循环，也能够改变循环内的 continue 语句的结果。

awk 语言除了 while 还要加上一个 for 循环，主要是因为 for 循环通常有更少的敲击输入，同时也是一种很自然的过程。统计迭代次数在循环中是一种很普遍的事情。将这种统计作为循环的一部份要比在循环内部来做这些事情要更容易。

这是另一种版本的 for 循环，for 迭代数组的所有下标：

**for (i in array)**

**do something with array[i]**

查看 ，***在第 170 页***，来获取更多的关于 for 循环的信息。

### 7.4.5 switch 语句

本节描述的是一个 gawk 专有的特性。如果 gawk 是在兼容模式（查看 ***，在第 35 页***）下，则这个特性就不可用。

switch 语句允许对表达式求值，并针对匹配的值来执行不同的语句。Case 语句用来顺序地检查所定义的匹配。如果没有合适的 case，如果提供了 default 段，则 default 段会被执行。

每个 case 中包含一个常量，可以是数值，字串或者正则表达式。switch 表达式被求值后，会按顺序对 case 中的学常量进行比较。常量的类型决定了比较的类型：数值的，还是字串的。一个正则表达式常量执行的是针对初始表达式的值的正则表达式匹配。一般地， switch 语句看起来如下：

**switch (expression) {**

**case value or regular expression:**

**case-body**

**default:**

**default-body**

**}**

switch 的控制流与 C 中的执行一致。只要与给定的 case 匹配了，case 语句体中的语句就会被执行，直到遇到 break，continue，next ，nextfile，或者是 exit，或者是 switch 语句本身的结束。

**while ((c = getopt(ARGC， ARGV， "aksx")) != -1) {**

**switch (c) {**

**case "a":**

**# report size of all files**

**all\_files = TRUE;**

**break**

**case "k":**

**BLOCK\_SIZE = 1024 # 1K block size**

**break**

**case "s":**

**# do sums only**

**sum\_only = TRUE**

**break**

**case "x":**

**# don’t cross filesystems**

**fts\_flags = or(fts\_flags， FTS\_XDEV)**

**break**

**case "?":**

**default:**

**usage()**

**break**

**}**

**}**

要注意的是，如果这里没有指定任何语句，则会停止执行匹配的 case 语句，则执行流程会落入下一个 case 中，直到执行中止。在这个例子中，“?” 的 case 中，会落入到 default case 中执行，并在其中调用 usage() 函数。其中所调用的 getopt () 函数在这里 ， ***在第 237 页***，描述。）

### 7.4.6 break 语句

break 语句跳出最包含该语句的最内层的 for，while，do 循环。下面的例子查找任意整数的最小因数，并判断是否为质数：

**# find smallest divisor of num**

**{**

**num = $1**

**for (divisor = 2; divisor \* divisor <= num; divisor++) {**

**if (num % divisor == 0)**

**break**

**}**

**if (num % divisor == 0)**

**printf "Smallest divisor of %d is %d\n"， num， divisor**

**else**

**printf "%d is prime\n"， num**

**}**

当第一个 if 语句中的余数是 0 时，awk 就直接跳出循环。这表示 awk 会执行直接跟在循环后面的语句。（这与 exit 非常不同，exit 会停止跟个 awk 程序，查看 ， ***在第 154 页*** 。）

下面的程序解释了在 for 或者 while 循环语句中的 condition，如何用 if 中的 break 来代替：

**# find smallest divisor of num**

**{**

**num = $1**

**for (divisor = 2; ; divisor++) {**

**if (num % divisor == 0) {**

**printf "Smallest divisor of %d is %d\n"， num， divisor**

**break**

**}**

**if (divisor \* divisor > num) {**

**printf "%d is prime\n"， num**

**break**

**}**

**}**

**}**

break 语句也用来中断 switch 中的语句。这在 ， ***在第 150 页***，进行了描述。

在循环体或者 switch 外面使用 break 没有意义。但是，虽然没有在文档中记录下来，awk 的历史版本中将循环外的 break 语句，当成是一个 next 语句（查看 ， ***在第 153 页***）。近来的 BWK awk 版本不再允许这样的用法，gawk 也不允许。

### 7.4.7 continue 语句

与 break 类型，continue 语句只要 for，while，以及 do 循环中使用，它路过循环体后面的部分，使得下一个循环立即开始。与 break 相比，它只是跳出循环。

for 循环中的 continue 语句，引导 awk 路过循环体后面的部分，并执行 for 语句中的递增表达式（increment-expression）。下面的程序解释了这样的情形：

**BEGIN {**

**for (x = 0; x <= 20; x++) {**

**if (x == 5)**

**continue**

**printf "%d "， x**

**}**

**print ""**

**}**

这个程序打印 0 到 20 之间的数，除了 5 外，因为在这个数值时 printf 被路过了。因为 ***‘x++’*** 并没有被路过，因此，x 的值不会卡在 5 上。下面的 while 循环与前面的 for 循环相比：

**BEGIN {**

**x = 0**

**while (x <= 20) {**

**if (x == 5)**

**continue**

**printf "%d "， x**

**x++**

**}**

**print ""**

**}**

这个程序中，只要 x 达到5 就会成为一个死循环，因此递增 （‘x++’）语句永远不会执行。

与 switch 语句对应，continue 语句并没有特别的含义，在循环体之外也没有什么特别的含义。awk 的历史版本将循环体之外的 continue 与循环体之外的的 break 一样对待：就像它是一个 next 语句一样（查看 ， ***见下方***）。BWK awk 的后面的版本不再这么处理，gawk 也不这么做。

### 7.4.8 next 语句

next 语句强制 awk 立即停止当前记录的处理并处理下一条记录。这表示针对当前的记录不再进一步进行规则的匹配，当前规则的余下部分也不被执行。

与 getline 函数（查看 ， ***在第 83 页***）进行对比。getline 也会导致 awk 立即读取下一条记录，但是并没有改变控制流（即，当前的动作会在新的记录上执行）。

在最高级上，awk 程序是这样的一个循环，即读取一条记录，然后与每一个模式进行匹配。如果你把这样的一个循环看成是一个 for 语句，其循环体包含了这些规则，然后，next 语句则与 continue 语句类似。它会跳过这个隐式循环的后面部分，然后执行递增（也就是读取下一条记录）。

例如，假设一个 awk 程序处理的记录只有4个域，并且当输入不规范时时不会导致失败。为了避免后面程序的复杂性，用下面的方式，在开头处这一个这样的“排除”代码：

**NF != 4 {**

**printf("%s:%d: skipped: NF != 4\n"， FILENAME， FNR) >"/dev/stderr"**

**next**

**}**

由于有一 next 语句，程序后面的规则就不会再看到那些不规范的记录。错误的信息会被重定向到标准错误输出流上，正如错误信息应该这么被处处理一样。要取得更多的信息，请查看 ， ***在第 106 页***。

如果 next 语句导致了输入文件的结束，则在 END 规则里的代码就会被执行，查看 ， ***在第 141 页***。

next 语句不可以使用在 BEGINFILE 与 ENDFILE 规则中，查看 ， ***在第 143 页***。

根据 POSIX 标准，如果 next 语句用在 BEGIN 与 END 规则中，其行为是未定义的。gawk 将其视为语法错误。尽管 POSIX 没有禁止，但大多数的 awk 实现不准在函数体内（查看 ， ***在第 204 页***）使用 next 语句。与共他的处的 next 语句一样，在函数内的 next 语句也是读取下一条记录然后从程序的第一个规则开始处理。

### 7.4.9 nextfile 语句

nextfile 与 next 语句类似。但是不是放弃处理当前记录，nextfile 则是通知 awk 停止处理当前的数据文件。

随着 nextfile 的执行，FILENAME 也会更新以反映命令行列表中的下一个数据文件名。FNR 则被重置为 0，处理流程回到程序中的第一个规则中。如果 nextfile 语句导致了输入的结束，则在 END 规则中的代码就会被执行。一个例外就是这个 nextfile 是在执行 END 规则中被调用的，在这种情况下，会导致程序退出。查看 ， ***在第 141 页***。

当有很多的数据文件要处理，但是不需要处理每个文件中的每个记录的情况下非常有用。如果没有 nextfile，为了要处理下一个数据文件，程序就得断续输入那些不需要的记录。nextfile 语句以一种更为高效的方式来完成这样的目标。

在 gawk 中，nextfile 的执行会导致一些其他的事情发生：如果 gawk 当前没有执行 END 或者 ENDFILE 规则，则会导致所有 ENDFILE 被执行，ARGIND 会被递增，所有的 BEGINFILE 会被执行。（ARGIND 还没有介绍。查看 ， ***在第 155 页***。）

对于 gawk，在 BEGINFILE 规则中跳过一个会导致 gawk 因为致命错误而退出的文件也非常有用。在这种情况下， ENDFILE 不会被执行。

尽管有可能看到用 ***‘close(FILENAME)’*** 来完成如 nextfile 一样的功能，但是事实却不是这样的。close() 保留用来关闭打开用于重定向的文件、管道以及并程。它与主过程没有关系，它们不处理 awk ARGV 中的文件。

提示：许多年了，nextfile 一直是一个扩展。在2012年9月，它报授受并包含在 POSIX 标准中，查看 Austin Group 的网站。

BWK awk 与 mawk 的最新版本也支持 nextfile。但是，它们不允许在函数体（查看 ， ***在第 204 页***）中使用 nextfile 语句。gawk 则允许。在函数体内的 nextfile 会读取下一个记录，然后从程序的第一条规则开始处理，这与其他处的 nextfile 语句一样。

### 7.4.10 exit 语句

exit 语句会导致 awk 立即停止执行当前的规则，并停止处理输入，所有剩下的输入都将被忽略。exit 的写法如下：

**exit [return code]**

当在 BEGIN 规则中执行 exit 语句时，程序会立即停止一切处理。也没有输入记录被读取，如果提供了 END 规则，会作为执行 exit 语句的一部份，而被执行（查看 ， ***在第 141 页***）。如果在 END 规则中使用 exit，会导致程序立即停止。

exit 语句如果不是 BEGIN 或者 END 规则一部份，则会停止任何后续的针对当前记录的自动规则的执行，并不再读取剩下的输入记录，然后如果有 END 规则，则执行。gawk 也会跳过 ENDFILE 规则，因此不会执行。

在这样的情况下，如果你不想 END 规则被执行，可以将某个变量的值设置成非零值，然后在 END 规则中的 exit 语句前，判断这个变量的值。查看 ，***在第 224 页***，来参考这样的具体例子。

如果给 exit 语句提供了参数，它的值将作为 awk 进程的退出状态码。如果没有提供，awk 则会以“成功”的方式退出。在第一次调用 exit 时提供了参数，而第二次从 END 规则中调用，但是没有提供参数的情况下，awk 会使用之前提供的退出值。查看 ，***在第 46 页***，来取得更多信息。

例如，如果一个错误条件出现，很难或者无法处理。一般的作法是程序会以一个非零状态退出。awk 程序通过带非零值的 exit 语句来处理，如下面的例子所示：

**BEGIN {**

**if (("date" | getline date\_now) <= 0) {**

**print "Can’t get system date">"/dev/stderr"**

**exit 1**

**}**

**print "current date is"， date\_now**

**close("date")**

**}**

提示：为了完全的可移植性，exit 的值应该在 0 于是 126 （含）之间。负值与 127 或者更大的值，在不同的平台之间可能不会产生一致的结果。

## 7.5 预定义变量

大多数的 awk 变量是我们自己使用，如果他们没有被赋值，则不会改变，并且如果你不检查它们，对你也没有什么影响。但是，有一些的 awk 变量有一些特殊的内置含义。awk 会自动检查它们当中的一些值，因此使你可以告诉 awk 执行一些特定的事情。有一些是被 awk 自动设置的，所以它们为你的程序带来一些 awk 执行时的内部信息。

本节记录了所有的 gawk 预定义的变量，它们中的大多数也记录在了描述它所应用的场景中的章节中。

### 7.5.1 控制 *awk* 的内置变量

下面是按字母顺序列出的变量，你可更改它们的值来控制 awk 所执行的特定事情。

这些变量如果是 gawk 特有的，则会被标志一个井号（‘#’）。这些变量是 gawk 的扩展。在一些其他的 awk 实现中，或者在 gawk 的兼容模式（查看 ， ***在第 35 页***）下，它们没有特殊含义。（如果变量有什么例外，则会在变量的说明中列出。）

BINMODE # 在非 POSIX 系统上，这个变量指定了所有I/O所使用的二进制模式。数值1，2，3分别指定为输入文件，输出文件与所有文件相应地要使用二进制I/O模式。小于0的值，则当成0对待，而大于3的值，则会被当为3对待。相应的，字串“r”与“w”分别指定输入输出 要使用二进制I/O。字串“rw”或者“wr”表示所有的文件使用二进制I/O。其他的字串值则被当成“rw”，但是 gawk 会产生一告警。BINMODE 在 ，***在第 428 页***，这里有更详细的说明，mawk（查看 ***，在第 435 页***）也支持这个变量，但是只使用数值。

CONVFMT 用于控制数值转换成字串的格式（查看 ， ***在第 117 页***）。在效果上，它的工作原理是将其作为 sprintf() 函数的第一个参数（查看 ， ***在第 184 页***）。它的默认值是“%.6g”。CONVFMT 由 POSIX 标准引入。

FIELDWIDTHS #

一个由空格分隔的列，由以告诉 gawk 如何用固定的列边界来分割输入。给 FIELDWIDTHS 赋值，会覆盖用 FS 与 FPAT 进行域分割的方式。查看 ，***在第 77 页***，来获取更多信息。

FPAT # 告诉 gawk 域的分割是由匹配正则表达式（一个字串）的文本进行的。对 PFAT 的赋值会覆盖 FS 与 FIELDWIDTHS 的域分割方式。查看 ，***在第 79 页***，来获取更多的信息。

FS 输入的域分隔符（查看 ， ***在第 71 页***）。它的值是一个单独的字符或者是一个多字符的正则表达式，该表达式匹配输入记录中域之间的分隔内容。如果它的值为空串（“”），则输入记录中的每个字符都是分隔符。（这个行为是 gawk 扩展。POSIX awk 没有指定当 FS 的值为窗口时的行为。因此，其他版本的 awk 也有可能将 “” 特殊对待。）

它的默认值是 “ ”，即只包含一个空格的字串。这是一个特殊的例外，这个值表示所有空格，TABs 与/或换行序列，都是一个分隔符。[[45]](#footnote-46)同时，在记录前后的空格，TABs 与换行符也被忽略掉。

你也可以在命令行中用 -F 来指定 FS 的值：

***awk* -F， 'program' input-files**

如果 gawk 使用了 FIELDWIDTHS 或者 FPAT 用来进行域分割，对 FS 的赋值会导致 gawk 退回到常规的，基于 FS 的域分割方式。一个简单的方法就是就是使用 ‘***FS = FS***’，并加上一些解释型注释。

IGNORECASE #

如果 IGNORECASE 是一个非零值或者非空串，则字串的比较与所有的正则表达式匹配都是大小写无关的。这应用于用 ***‘~’*** 与 ***‘!~’*** 进行的正则匹配， 也用于 ***gensub()***， ***gsub()***， ***index()***， ***match()***， ***patsplit()***，***split()***， 与 ***sub()*** 等函数，还有以 RS 进行分割的记录，用 FS 与 PFAT 进行分割的域中。但是，IGNORECASE 的值不会影响用下标索引数组元素，也不会影响当使用半字符的分割符时的域分割。查看 ， ***在第 60 页***。

LINT # 当这个变量为 true（非零或者非空），gawk 表现得就像在命令行参数中指定了 --lint 参数一样效果（查看 ， ***在第 35 页***）。当它的值为“fatal”时，lint 告警会成为致命（fatal）错误。如果值是“invalid”时，则只有真的是无效的事情的告警才会生成。（这还没有完全实现。）任意的其他 true 值都打印非致命告警。给 LINT 变量赋值为 false，会关闭 lint 告警。

此变量是一个 gawk 扩展。在其他的 awk 实现中则并不特殊。与其他的特殊变量不同的是，改变 LINT 变量不会影响 lint 告警的产生，就算 gawk 是处于兼容模式。虽然 --lint 与 --traditional 选项单独地控制 gawk 行为的不同方面，但是程序执行中的 lint 告警的控制是与 awk 被执行的方式是无关的。

OFMT 控制 print 语句中，数字到字串的转换方式的字串（查看 ， ***在第 117 页***）。它的工作方式是将其作为传递给 sprintf() 函数的第一个参数（查看 ， ***在第 184 页***）。它的默认值是 “%.6g”。早期的 awk 版本使用 OFMT 来指定将数值转换为字串的格式的一般表达式，但是这个现在由 CONVFMT 来完成。

OFS 输出域分隔符（查看 ， ***在第 96 页***）。它被输出在通过 print 语句打印的域之间。它的默认值是“ ”，即一个空格的字串。

ORS 输出记录的分隔符。它会被输出在每个 print 语句的后面。其默认值是 “\n”，即换行符。（查看 .***在第 96 页***）

PREC # 任意精度浮点数的工作精度，默认为53位（查看 ，***在第 343 页***）。

ROUNDMODE #

用于任意精度数值算术计算的舍入舍出模式，默认为 “N”（即 IEEE 754 标准中的 roundTiesToEven，查看 ，***在第 344 页***）。

RS 输入记录的分隔符。它的默认值是包含一个换行符的字串，表示输入的记录由一行的文本组成。它的值也可以是空串，在这种情况下，记录由于一连串的空行分隔。如果它是一个正则表达式，则记录是由匹配正则表达式的文本进行分割。（查看 ， ***在第 63 页***）RS 可以使用正则表达式的能力是 gawk 的扩展。在多数的其他 awk 实现中，或者 gawk 是处于兼容模式下（查看 ， ***在第 35 页***），只有 RS 中的第一个字符被用来进行分割记录。

SUBSEP 下标分隔符。它的默认值是 “\034”，并用来作为多维数组下标索引的一部分。因此，表达式 ***‘foo["A"， "B"]’*** 实际上是访问 foo["A\034B"]（查看 ， ***在第 176 页***）。

TEXTDOMAIN #

用于在 awk 层中的程序的国际化。它设置默认的文本域，其用来在源文本中用来标识字串常量，也用于 ***dcgettext()***， ***dcngettext()***， 与 ***bindtextdomain()*** 函数（查看 ***， 在第 182 页***）。它的默认值为 “messages”。

### 7.5.2 传递信息的内置变量

下面的变量，以字母顺序排列，awk 在特定的情况下会自动设置它的值，以向程序传递信息。

如果是 gawk 特有的变量，则被用井号标识（“#”）。这些变量是 gawk 的扩展。对于其他的 awk 实现，或者在兼容模式下的 gawk（查看 ， ***在第 35 页***），则它们没有特别含义：

ARGC， ARGV

命令行中的参数被存在了名为 ARGV 的数组中，并可以被 awk 程序使用。ARGC 是命令行中参数的个数。查看 ， ***在第 41 页***。与大多数的 awk 数组不同，ARGV 的下标从0到ARGC - 1。在下面的例子中：

**$ *awk* ’BEGIN {**

**> for (i = 0; i < ARGC; i++)**

**> print ARGV[i]**

**> }’ inventory-shipped mail-list**

**-|*awk***

**-| inventory-shipped**

**-| mail-list**

ARGV[0] 包含 ‘awk’，ARGV[1] 包含 ***‘inventory-shipped’***，ARGV[2] 包含 ***‘mail-list’***。ARGC 的值为3，比 ARGV 数组最后一个元素的下标大1，因为元素是从0开始编号的。ARGC 与 ARGV 的名字，与其下标为从0到 ARGC - 1 都是从 C 语言中访问命令行参数的方法继承而来。

ARGV[0] 的值会因为系统不同可能不同。同时，你应该注意程序文本与 awk 的命令行选项都没有包含在 ARGV 中。查看 ，***在第 163 页***，来获取使用这些 awk 变量的信息。

ARGIND # 当前正在被处理的文件在 ARGV 中的索引。每次 gawk 打开一个文件进行处理，它就会设置 ARGIND 的值文件名在 ARGV 中的索引。当 gawk 处理输入文件时，***‘FILENAME == ARGV[ARGIND]’*** 的值总是为 true。

这个变量在处理文件时很有用，它可以让你知道数据文件中已经处理了多少，以及用来区分在命令行中两个连续的同名文件。

当你在 awk 程序中改变 ARGIND 变量的值时，gawk 会在打开下一个文件时，自动设置它为新的值。

ENVIRON 一个包含环境变量以其值的关联数组。数组的索引是环境变量名，元素则是特定环境变量的值。例如 ENVIRON["HOME"] 的值可以是 “/home/arnold”。改变这个数组不会影响传递到任意的通过 system() 函数或者重定向启动的程序的环境变量。（在后续的 gawk 版本，有可能会有影响。）

有一些操作系统没有环境变量。在这样的系统中，ENVIRON 数组为空（除了 ENVIRON["AWKPATH"] 与 ENVIRON["AWKLIBPATH"]，查看 ，***在第 43 页***，与 ， ***在第 44 页***）。

ERRNO # 如果在为 getline 进行重定向、读取时，或者进行 close() 操作中，发生了系统错误，则 ERRNO 会包含一个描述错误的字串。

另外，gawk 会在每一个命令行中的输入文件的操作前清空 ERRNO。这样可以在 BEGINFILE 模式中检查文件的可读性（查看 ， ***在第 143 页***）。

其他情况，ERRNO 的作用就类似于 C 变量 errno。除了则才所提到的几个种情况，gawk 绝不会清除它（即将其设置为0，或者“”）。因此，只有在 I/O 操作返回一个失败的值的情况下，你才可寄希望于它的值有意义，例如 getline 返回 -1。当然，你也可以在执行 I/O 操作之前自己清理它。

FILENAME 当前输入文件的名字。如果在命令行中没有输入文件时，awk 会从标准输入中读取数据，同时FILENAME 的值会设置成 “-”。FILENAME 每次读取新文件的时候都会改变（查看 ， ***在第 63 页***）。在 BEGIN 规则内，FILENAME 的值为 “”，因为这时还没有输入文件被处理。[[46]](#footnote-47)但是，在 BEGIN 规则中使用 getline （查看 ， ***在第 83 页***）可以使 FILENAME 有一个值。

FNR 当前文件的当前记录数。awk 每读一个新记录的时候，会递增 FNR（查看 ， ***在第 63 页***）。awk 每次开始读取一个新文件的时候，会将 FNR 设置为0。

NF 当前输入记录的域数值。 NF 每读一个新记录，并且域已经生成的时候，就会被重置，或者是 $0 改变也会重置（查看 ， ***在第 67 页***）。

与在本节中描述的其他大多数变量不同，给 NF 赋值对 awk 的内部工作有一些潜在的效果。具体地说，给 NF 赋值可能创建新的域，或者是从当前的记录中删除域。查看 ， ***在第 69 页***。

FUNCTAB # 一个数组，其索引以及对应的值全部都是内建的，用户定义的，以及程序中扩展的函数。

提示：在 FUNCTAB 上尝试用 delete 语句会导致致使错误。而对其元素进行赋值，也会导致命令错误。

NR 从程序执行开始到现在为止，awk 已经处理的记录的个数（查看 ， ***在第 63 页***）。awk 每读一个新记录就会对其进行递增。

PROCINFO #

这个数组的元素为运行中的程序的信息提供了访问手段。下面的元素（按字母顺序）保证可用：

PROCINFO["egid"]

系统调用 getegid() 的值。

PROCINFO["euid"]

系统调用 geteuid() 的值。

PROCINFO["FS"]

如果域分割方式是 FS，则其值为 “FS”，如果是 FIELDWIDTHS 分割方式起作用，则其值为 “FIELDWIDTHS”，如果是 PFAT 方式进行分割，则其值为 “FPAT”。

PROCINFO["identifiers"]

一个子数组，由在 awk 程序文件中所使用的标识符名字进行索引。一个标识符简单地说就是变量的名字（变量是一个标量或者是一个数组），也可以是内建函数，用户自定义函数，或者是函数扩展。对每一个标识符，元素的值可能是下面其中之一：

"array"

标识符是一个数组。

"builtin"

标识符是一个内建函数。

"extension"

标识符是一个函数扩展，并通过 @load 或者 -l 进行装载。

"scalar"

标识符是一个标量。

"untyped"

标识符是无类型的（可用于标量或者是数组，gawk 还不知道而已）。

"user"

标识符是一个用户自定义的函数。其值显示了 gawk 完成程序的分析后，对所了解到的标识符的情况，它们的值在程序的运行过程中不能更新。

PROCINFO["gid"]

系统调用 getgid() 的值。

PROCINFO["pgrpid"]

当前进程的组 ID。

PROCINFO["pid"]

当前进程的进程 ID。

PROCINFO["ppid"]

当前进程的父进程的进程 ID。

PROCINFO["sorted\_in"]

如果这个元素在 PROCINFO 中存在，则它的值控制针对数组索引在 ***‘for (indx in array)’*** 循环中的处理顺序。这是一个高级特性，因此我们后再详细讨论。查看 ， ***在第 170 页***。

PROCINFO["strftime"]

strftime() 时间函数的默认格式串。对这个值进行赋值可以改变默认串，查看 ， ***在第 197 页***。

PROCINFO["uid"]

系统调用 getuid() 的值。

PROCINFO["version"]

gawk 的版本号。

下面在数组中的额外元素，如果你的 gawk 版本支持任意精度的算术运算（查看 ***，在第 336 页***），则它们会在数组中存在，并提供关于 MPFR 以及 GMP 库的相关信息。

PROCINFO["mpfr\_version"]

GNU MPFR 库的版本。

PROCINFO["gmp\_version"]

GNU MP 库的版本。

PROCINFO["prec\_max"]

MPFR 支持的最大精度。

PROCINFO["prec\_min"]

MPFR 所要求的最小精度。

下面的附加元素，如果你的 gawk 版本支持动态装载扩展函数（查看 ***，在第 349 页***），则会在数组中存在，并向你提供这些扩展 API 的版本信息：

PROCINFO["api\_major"]

扩展 API 的主版本。

PROCINFO["api\_minor"]

扩展API 的次版本。

在某些系统中，有可能存在 “group1” 到值为 N 的 “groupN”的元素存在。N 是进程所有的补充组的数值。使用 in 操作符来测试这些元素（查看 ***在第 168 页***）。

PROCINFO 数组还有下面的用途：

* 用来提供从任意打开文件、管道或者并程中读取时的超时时间。查看 ，***在第 90 页***，来取得更多信息。
* 可以用来使并程之间通过 pseduo-ttys 上进行双向通信，而不是通过双向的管道，这个在 ， ***在第 304 页***，进行更详细的讨论。

RLENGTH ***match()*** 函数匹配的子串的长度（查看 ***在第 184 页***）。RLENGTH 在调用 match() 函数时被设置。它的值是匹配串的长度，如果没有匹配找到，则值为 -1。

RSTART 调用 match() 函数所匹配的子串的开始字符的下标（查看 ， ***在第 184 页***）。 RSTART 在调用 match() 函数的时候被设置。它的值是匹配串的在串中的位置，如果没有匹配串，则其值为0。

RT # 输入文件中匹配由 RS，即记录分隔符，表示的串。每次读取一个记录时，则其值会被设置。

SYMTAB # 在程序中由名字进行索引的所有全局定义的变量与数组的数组。SYMTAB 使得 gawk 的符号表可由 awk 程序员看到。它在 gawk 分析程序的时候建立，并在程序开始执行前完成。

数组可以用来间接地读取与写入一个数量的值：

**foo = 5**

**SYMTAB["foo"] = 4**

**print foo # prints 4**

isarray() 函数（查看 ， ***在第 203 页***）可以用来测试 SYMTAB 中的元素是否为数组。类似地，你也不可以对 SYMTAB 中的元素使用 delete 语句。

你也可以使用没有定义的标识符作为 SYMTAB 的下标：

**SYMTAB["xxx"] = 5**

**print SYMTAB["xxx"]**

下如下情况，其运行与预期一致：SYMTAB 就是一个普通的数组。唯一的不同就是你不可以删除 SYMTAB["xxx"]（delete SYMTAB["xxx"]）。

SYMTAB 比初看起来要有趣得多。Andrew Schorr 指出来，可以用其作为 awk 的数组指针。看看他的例子：

**# Indirect multiply of any variable by amount， return result**

**function multiply(variable， amount)**

**{**

**return SYMTAB[variable] \*= amount**

**}**

提示：为了避免严重的长时间旅行悖论，[[47]](#footnote-48)不管是 FUNCTAB 还是 SYMTAB 都不能作为 SYMTAB 数组中的元素。

|  |
| --- |
| 改变 NR 与 FNR  每次读取一个记录时， awk 就是递增 NR 与 FNR 的值，而不是直接将它们设置成已读记录的绝对值。这意味着，程序可以改变这些变量的值，并且在每个记录间都将被递增。下面的例子可以说明：  **$ echo ’1**  **> 2**  **> 3**  **> 4’ | *awk* ’NR == 2 { NR = 17 }**  **> { print NR }’**  **-| 1**  **-| 17**  **-| 18**  **-| 19**  在 FNR 被加入到 awk 语言之前（查看 ， ***在第 404 页***），很多的 awk 程序使用这个特性来跟踪文件中的记录数，这只需要在 FILENAME 变化时，将 NR 的值设置成 0 即可。 |

### 7.5.3 使用 ARGC 与 ARGV

在 ，***在第 158 页***，中有提供下面的程序来描述包含在 ARGC 与 ARGV 中的信息：

**$ awk ’BEGIN {**

**> for (i = 0; i < ARGC; i++)**

**> print ARGV[i]**

**> }’ inventory-shipped mail-list**

**-|awk**

**-| inventory-shipped**

**-| mail-list**

在这个例子中，ARGV[0] 包含 ***‘awk’***， ARGV[1] 包含 ***‘inventory-shipped’***， 而 ARGV[2] 包含 ***‘mail-list’***。注意 awk 程序并没有在 ARGV 中。其他的命令行选项，以及它们的参数都没有进入到这个数组中。这也包括通过 -v 参数（查看 ， ***在第 35 页***）进行变量赋值的部分。在命令行中的正常的变量赋值被当成参数对待，并且会在 ARGV 中出现。有下面的名为 ***showargs.awk*** 的文件：

**BEGIN {**

**printf "A=%d， B=%d\n"， A， B**

**for (i = 0; i < ARGC; i++)**

**printf "\tARGV[%d] = %s\n"， i， ARGV[i]**

**}**

**END { printf "A=%d， B=%d\n"， A， B }**

运行程序会产生如下输出：

**$ awk -v A=1 -f showargs.awk B=2 /dev/null**

**-| A=1， B=0**

**-| ARGV[0] = awk**

**-| ARGV[1] = B=2**

**-| ARGV[2] = /dev/null**

**-| A=1， B=2**

程序可以改变 ARGC 与 ARGV 的元素值。当每次 awk 达到文件尾时，它会使用 ARGV 的下一个元素作为输入文件。通过在那个位置存入一个不同的串，程序就可以改变要读取的文件。使用 “-” 来表示标准输入。存储额外的元素并递增 ARGC 的值，可以处理额外的文件。

如果 ARGC 的值被递减了，则会从将输入文件从列表的尾部删除。通过在其他地方记录 ARGC 的旧值，程序可以将取消的参数当做其他东西来对待，而不是文件名。

为了从列表的中间将文件排除，可以将空串存到 ARGV 中来代替文件名。作用一个特殊的特性，awk 会忽略那些用空串替换掉的文件。另一个选择就是用 delete 语句来移除 ARGV 中的元素（查看 ， ***在第 175 页***）。

所有这些动作一般都要在 BEGIN 规则中完成，也就是在程序实际处理输入前。查看 ，***在第 263 页***，以及 ，***在第 265 页***，来获取从 ARGV 中删除元素的各种方法。

为了取得输入 awk 程序中的选项，用 -- 来结束 awk 的选项，然后再提供awk 程序的选项，如下面的方式：

**awk -f myprog.awk -- -v -q file1 file2 ...**

下面的处理 ARGV 的代码片段，就是用来检查，移除前面所提到的命令行选项：

**BEGIN {**

**for (i = 1; i < ARGC; i++) {**

**if (ARGV[i] == "-v")**

**verbose = 1**

**else if (ARGV[i] == "-q")**

**debug = 1**

**else if (ARGV[i] ~ /^-./) {**

**e = sprintf("%s: unrecognized option -- %c"，**

**ARGV[0]， substr(ARGV[i]， 2， 1))**

**print e >"/dev/stderr"**

**} else**

**break**

**delete ARGV[i]**

**}**

**}**

在 gawk 中用 -- 来结束 awk 的选项不是必须的，除非指定了 --posix，gawk 会默默地将不能够识别的选项放到 ARGV 中以备 awk 程序来处理。一看到不认识的选项，gawk 会停止查找其他的可能可以识别的选项。前面的命令行在 gawk 中可以如下：

**gawk -f myprog.awk -q -v file1 file2 ...**

由于 -q 不是一个有效的 gawk 选项，它以及后面的 -v 选项都会被传递给 awk 程序。（查看 ，***在第 237 页***，来查看分析命令选项的库函数。）

当设计你的程序的时候，你应该选择那些不与 gawk 冲突的选项，因为它将后续的要传递给你的程序的选项之前先处理掉自己可以接受的选项。使用以 ‘#!’ 并使用 -E 参数也许有帮助（查看 ，***在第 22 页***，以及 ，***在第 35 页***）。

## 7.6 总结

* 模式-行为 对组成了 awk 程序的基本元素。模式要是么一个普通的表达式，范围表达式，或者是正则表达式常量，或者是特殊关键字 BEGIN，END，BEGINFILE，ENDFILE，或者为空。动作在当前记录匹配模式后执行。空的（省略）的模式匹配所有的记录。
* 从 BEGIN 与 END 模式中进行 I/O 有一定的限制，对于 BEGINFILE 以及 ENDFILE 也是如此，而且限制更多。后两者可以让你在处理文件之间打入勾子，因此可你使用从可以导致致使错误的文件中恢复回来（例如文件不能被打开）。
* Shell 变量可以通过仔细地使用 Shell 引号来用在 awk 程序中。用 awk 的 -v 选项来传递 Shell 变量到 awk 变量会更加容易。
* 动作由花括号包含的语句组成 。语句由表达式，控制语句，复合语句，输入输出语句以及删除文句组成。
* awk 的控制语句是 if-else，while，for 和 do-while。gawk 添加了 switch 语句。for 语句有两个用处：一个是执行一般的循环，另一个是用来迭代数组。
* break 与 continue 可以让你早点或者开启下一个循环替代（或者跳出 switch）。
* next 与 nextfile 可以让你读取下一个记录并从你程序的开头执行，或者路过下一个输入文件并重新开始。
* exit 语句用来结束你的程序。当从动作中执行时（或者在函数体内执行时），它将控制流传递到 END 语句。从 END 语句体中执行时，则会直接退出。你可以传递一个可选的数值参数来作为 awk 的退出状态。
* 一些预定义的函数可以控制 awk，主要是用于 I/O。其他的变量用来向你的程序传递信息。
* ARGC 与 ARGV 可以让你的程序使用命令行参数。从 BEGIN 规则中操作它们，可以使你控制 awk 如何来处理数据文件。

# 第八章 *awk* 数组

数据是被称为元素的值的表。数组的元素都由索引来区分，索引即可以是数值也可以是字串。

本章描述 awk 中的数组如保来工作，如何使用元素，如何来扫描数组成的每个元素，以及如可来删除数组元素。同时，也描述 awk 如何来模拟多维数组，以及在使用数组时的一些不太明显的地方。本章还会讨论 gawk 中用于对数组排序的工具，然后以 gawk 支持真正的数组之数组的能力为结尾。

## 8.1 数组基础

本节描述一些基础：一次处理数组中的一个元素，以及遍历数组中的所有元素。

### 8.1.1 数组介绍

*对一个关联数组进行线性扫描就好像用一个已经装弹的 Uzi 枪将人敲死。（喻大才小用——译者）*

*—Larry Wall*

awk 语言提供了一维数组用以存储一组相关的串或者数字。每一个 awk 数组都必须有一个名字。数组名字与变量名有一样的语法，任意有效的变量名也都是一个有效的数组名。但是在同一个程序中，一名不能两用（同时作为数组又作为变量）。

在 awk 中的数组表面上与在其他的编程语言中的数组相似，但是它们却有着本质的不同。在 awk 中，没有必要指定数组的大小就可以使用。而且，任意的数字或者字串，不仅仅是连续的整数，都可以用来作数组的索引。

其他大多数语言，数组必须经声明才可用，包括指定在数组中包含什么样元素与组件。在这样的语言中，声明[[48]](#footnote-49)会导致内存的连续块分配用来存储这些元素。通常情况下，数组中的索引必须是一个非负整数。例如，索引 0 指定了数组中的第一个元素，实际上就是存储在内存块中开始的元素，等等。没有可能为数组添加更多的元素，因为它只包含声明时所给定的元素个数。（一些其他语言可以使用任意的起始与结束索引，如 ***‘15 .. 27’***，但是数组的大小一经声明后，就是固定的。）

一个4元素的连续数组看起来如图 8.1 所示，元素的值假设为8，“foo”，“”跟30。

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 8 | foo | "" | 30 | Value |
| 0 | 1 | 2 | 3 | Index |

图 8.1：连续数组

其中仅值会被存储起来，索引则是在值的顺序中隐含的。这里，8的索引为0，因为8出现在0的位置，其之前没有元素存在。

awk 的数组也是不同的——它们都是关联性的。这就是说，每个数组都是“成对值”集合——下面是索引与其关联的数组元素值：

**Index Value**

**3 30**

**1 "foo"**

**0 8**

**2 ""**

成对值以随意的顺序出现，因为他们与顺序无关。[[49]](#footnote-50)

关联数组的一个好处就是新的成对值可以在任意时间进行添加。例如，假如第10个元素被加到数组中，而其值为 “number ten”。则结果为：

**Index Value**

**10 "number ten"**

**3 30**

**1 "foo"**

**0 8**

**2 ""**

现在数组是稀疏的，即有些索引是缺失的。它有元素 0-3 与10，但是没有元素 4，5，6，6，7，8 与 9。

关联数组的另一个结果就是索引不必是非负的整数。任何数值，甚至是字串都可以作为索引。例如，下面的数组将英语单词翻译为法语：

**Index Value**

**"dog" "chien"**

**"cat" "chat"**

**"one" "un"**

**1 "un"**

在这里，我们决定将数值1翻译为拼写与数值形式——这个例子说明了一个数组即可以用数字也可以用字串作为索引。（事实上，数组下标总是字串。这里面，数值用于数组下标如何工作，有一些微妙的地方，这会在 ， ***在第 174 页***，进行更详细的说明。）在这里，数值 1 没有双引号引起来，因为 awk 会自动地将其转换为字串。

IGNORECASE 的值不会影响在数组进行下标操作时结果。用来存储与返回数组元素必须使用相同的字串。当 awk 创建一个数组（比如在 split() 内建函数中），那个数组的索引就是从1开始的连续整数。（查看 ， ***在第 184 页***）

awk 的数组是非常高效的——访问元素的时间与数组中的元素数量无关。

### 8.1.2 指向数组元素

使用数组的主要方式就是使用它的元素。数组参考是一个如下面这样的表达式：

**array[index-expression]**

在这里，array 是数组的名字。表达式 index-expression 是数组中所需要元素的索引。

数组参考的值是数组指定元素的当前值。例如 foo[4.3] 是一个表达式参考，是指数组在索引 ‘4.3’ 的元素。

对未存在数组数组元素的参考，会产生一个 “” 值，即空串。这也包括了那些还没有被赋值的元素，以及已经删除的元素（查看 ***，在第 175 页***）。

提示：对不存在元素的参考会自动地创建这个数组元素，并将窗口作为它的值。（在某种情况下，这却是不幸的，因为这会浪费 awk 中的内存。）

awk 新手程序员常常犯通过检查其值是否为空来检查元素存不存在的错误：

**# Check if "foo" exists in a: Incorrect!**

**if (a["foo"] != "") ...**

这是不正确的，有两个原因：第一，如果之前不存在 a["foo"]，则会创建它。第二，（看起来不寻常）将数组元素的值设置成空串是有效的。

为了确定特定索引的元素是否存在数组中，使用下面的表达式：

**indx in array**

这个表达式测试特定的索引 indx 是否存在，并且不会产生如果元素不存在会创建这个元素的副作用。如果 array[indx] 存在，则表达式的具有值1（true），否则为0（false）。（我们在这里使用的是 indx，是因为 index 是内建函数的名字。）例如，这个语句测试数组 frequencies 是不存在索引 ‘2’：

**if (2 in frequencies)**

**print "Subscript 2 is present."**

注意，这不是测试数组 frequencies 是否包含值为 2 的元素。除了扫描所有的元素，否则的话没有其他的办法。同时，这也不会创建 frequencies[2]，而下面的代码则会（是不正确的）：

**if (frequencies[2] != "")**

**print "Subscript 2 is present."**

### 8.1.3 给数组元素赋值

数组元素可以像 awk 变量一样被赋值：

**array[index-expression] = value**

array 是数组的名字。表达式 ***index-expression*** 是 array 要被赋值的元素的索引。表达式的值是赋给数组元素的值。

### 8.1.4 基本数组实例

下面的程序提取一系列的行，每一行以数字开始，并按行号的顺序打印它们。行号第一次读取的时候不是顺序的——相反，它们是打乱的。程序对行进行排序，使数组用行号作为下标。程序然后按照行号的顺序打印它们。这是个非常简单的程序，但是在遇到重复的行号，空格或者不是以数值开始的行的时候会导致困惑：

**{**

**if ($1 > max)**

**max = $1**

**arr[$1] = $0**

**}**

**END {**

**for (x = 1; x <= max; x++)**

**print arr[x]**

**}**

第一个规则跟踪当前已经看到的最大的行号，同时也将每一行存储在数组 arr 中，并以行号作为索引。每二个规则则是打印所有的行。当程序执行时，有下面的输入：

**5 I am the Five man**

**2 Who are you? The new number two!**

**4 . . . And four on the floor**

**1 Who is number one?**

**3 I three you.**

输出则是：

**1 Who is number one?**

**2 Who are you? The new number two!**

**3 I three you.**

**4 . . . And four on the floor**

**5 I am the Five man**

如果行号是重复的，已经存在的行的最后一行将覆盖其他的。在行号间的空隙可以通过在程序的 END 规则中做一个简单的增强就可以处理，如下：

**END {**

**for (x = 1; x <= max; x++)**

**if (x in arr)**

**print arr[x]**

**}**

### 8.1.5 遍历数组元素

在使用数组的程序中，常常需要使用循环来执行针对数组中每个元素的操作。在其他的语言中，数组是连续的，并且过些限制为非负整数，处理起来就非常的简单：所有有效的索引都可以为最低索引到最大的索引。这个技巧在 awk 中并不可用，因此任意的数字与字串都可以作为数组的索引。因此，awk 有一个特殊的 for 语句来扫描数组：

**for (var in array)**

**body**

这个循环为程序中使用过的数组中的每一个索引执行一次 body，并将 var 变量设置成索引值。

下面的程序使用这种形式的 for 语句。第一个规则扫描输入记录，并且注意出现在输入中的单词（至少出现一次），通过用其中一个单词作为索引来并将值 1 存到存储数组中。第二个规则扫描已经使用过的元素来查找所有的在输入中出现的不同的单词。然后打印其长度大于10个字符的单词，同时也打印此类单词出现的次数。查看 ，***在第 184 页***，来获取内建函数 length() 的更多信息。

**# Record a 1 for each word that is used at least once**

**{**

**for (i = 1; i <= NF; i++)**

**used[$i] = 1**

**}**

**# Find number of distinct words more than 10 characters long**

**END {**

**for (x in used) {**

**if (length(x) > 10) {**

**++num\_long\_words**

**print x**

**}**

**}**

**print num\_long\_words， "words longer than 10 characters"**

**}**

查看 ，***在第 279 页***，来获取更多的更多更详细的此类例子。

通过这个语句访问数组中的元素的顺序则是由 awk 内部对数组元素的安排确定的，并且在标准的 awk 中是无法控制与改变的。如果新元素被在循环体内的语句加入到数组中，前面的规则可会导致问题的产生，即在 for 循环中什么时候指向它们是不可预测的。相似的，改变循环体内的 var 会导致奇怪的结果。因此最好没做这样的事情。

作为信息点，gawk 开始循环之前，挂起被迭代的元素的列表，并不可以改变它。但是不是所有的 awk 版本都这么做。考虑下面的程序，名为 loopcheck.awk：

**BEGIN {**

**a["here"] = "here"**

**a["is"] = "is"**

**a["a"] = "a"**

**a["loop"] = "loop"**

**for (i in a) {**

**j++**

**a[j] = j**

**print i**

**}**

**}**

这是用 gawk （与 mawk）执行时的结果：

**$ gawk -f loopcheck.awk**

**-| here**

**-| loop**

**-| a**

**-| is**

而下面是 BWK awk 的执行结果：

**$ nawk -f loopcheck.awk**

**-| loop**

**-| here**

**-| is**

**-| a**

**-| 1**

### 8.1.6 在 gawk 中使用预定义的数组遍历顺序

本小节描述的是 gawk 特有的特性。

在默认情况下，当 for 在遍历数组时，其顺序是未定义的，即是说，awk 的实现决定了在遍历数组时的顺序。这个顺序通常是基于数组的内部实现，并在不同版本的 awk 有差异。

尽管你通常做的都是一些简单的事情，如“通过以升序的方式比较索引来遍历数组”，或者是“通过以降序的方式比较值来遍历数组”。gawk 通过两种机制让你来执行这样的控制：

* 设置 PROCINFO["sorted\_in"] 的值为预定义值之一。后面会讲到。
* 设置 PROCINFO["sorted\_in"] 为用户自定义的函数用来比较数组中的元素。这个高级特性在后面的章节 ， ***在第 298 页***，中进行描述，下面是可获取的 PROCINFO["sorted\_in"] 值：

"***@unsorted***"

数组元素以任意顺序处理，这是默认的 awk 行为。

***"@ind\_str\_asc"***

以字串比较索引升序方式，这是最基本的排序。（在内部，数组索引总是字串，因此 ***‘a[2\*5] = 1’*** 中的索引是 “10”，而不是数字的 10。）

***"@ind\_num\_asc"***

以索引升序的方式，但是强制索引以数值对待。对于不是数值的索引，就当成是 0 的方式进行定位。

***"@val\_type\_asc"***

以元素值的升序方式排序（而不是索引）。排序是通过给元素所赋值的类型进行的（查看 ， ***在第 127 页***）。所有的数值都在字串之前，后面再接子数组。（子数组还没有讨论到，查看 ， ***在第 178 页***）。

***"@val\_str\_asc"***

按元素值的升序排序（不是按索引）。标量值与字串进行比较，如果有子数组，则最后与其比较。

***"@val\_num\_asc"***

按元素值的升序排序（不是按索引）。标量值与字串进行比较，如果有子数组，则最后与其比较。当数值相同时，用字串比较来确定顺序。这保证了在不同版本的 C qsort() 函数[[50]](#footnote-51)间的一致结果，在内部它被 gawk 用来执行排序。

***"@ind\_str\_desc"***

与 "@ind\_str\_asc" 相似，但是字串顺序是从高到低，即降序。

***"@ind\_num\_desc"***

与 "@ind\_num\_asc" 相似，但是数值索引是从高到低，即降序。

***"@val\_type\_desc"***

与 "@val\_type\_asc" 相似，但是基于元素值的类型则是从高到低。如果有子数组，则最先比较子数组。

***"@val\_str\_desc"***

与 "@ val\_str\_asc " 相似，但是基于元素值的字串则是从高到低。如果有子数组，则最先比较子数组。

***"@val\_num\_desc"***

与 "@ val\_num\_asc " 相似，但是基于元素值的数值则是从高到低。如果有子数组，则最先比较子数组。

数组的遍历顺序是在循环开始执行之前就确定的。在循环体内改变 PROCINFO["sorted\_in"] 的值不会影响循环。例如：

**$ gawk ’**

**> BEGIN {**

**> a[4] = 4**

**> a[3] = 3**

**> for (i in a)**

**> print i， a[i]**

**> }’**

**-| 4 4**

**-| 3 3**

**$ gawk ’**

**> BEGIN {**

**> PROCINFO["sorted\_in"] = "@ind\_str\_asc"**

**> a[4] = 4**

**> a[3] = 3**

**> for (i in a)**

**> print i， a[i]**

**> }’**

**-| 3 3**

**-| 4 4**

当通过元素值的方式来排序，如果某个值为子数组，则其被认为比任意的字串与数组都大，而不管子数组中包含的内容，而所有的子数组都当成相同来对待。而它们之间的相对顺序则由它们的索引字串来决定 。

下面是一些在进行排序数组遍历时要记住的点：

* PROCINFO["sorted\_in"] 的值是全局的，它影响所有的数组遍历循环。如果你要在你的代码中改变它，则你需要确定它是否存在，同时要保存与恢复它的值：

**...**

**if ("sorted\_in" in PROCINFO) {**

**save\_sorted = PROCINFO["sorted\_in"]**

**PROCINFO["sorted\_in"] = "@val\_str\_desc" # or whatever**

**}**

**...**

**if (save\_sorted)**

**PROCINFO["sorted\_in"] = save\_sorted**

* 如早前所提到的，默认的数组遍历由 “@unsorted”表示。你也可以给 PROCINFO["sorted\_in"] 赋一个空串来获得这样的默认行为，或者只需要用 delete 语句将 “sorted\_in” 从 PROCINFO 中删除。（delete 语句还没有讨论到，请查看 ， ***在第 175 页***。）

另外，gawk 提供了内建的用于数组排序的函数，查看 ， ***在第 302 页***。

## 8.2 用数值作为数组下标

要记住数组的一个重要点就是数组的下标总是字串。当数值用于下标，它会在用于下标前被转换为字串（查看 ， ***在第 117 页***）。这意味着，预定义变量 CONVFMT 会影响你的程序访问数组的元素。例如：

**xyz = 12.153**

**data[xyz] = 1**

**CONVFMT = "%2.2f"**

**if (xyz in data)**

**printf "%s is in data\n"， xyz**

**else**

**printf "%s is not in data\n"， xyz**

程序会打印 ***‘12.15 is not in data’***。第一条语句给了 xyz 一个数值值。用字串“12.153”赋给 data[xyz] 的下标（使用默认的 CONVFMT 转换值 “%.6g”）。因此，数组元素 data["12.153"] 被赋值为1。程序然后改变 CONVFMT 的值。测试语句 ***‘(xyz in data)’*** 产生一个 xyz 的新字串值——这次则是 “12.15”——因为 CONVFMT 的值只允许有两个有效位。这个测试会失败，因为 “12.15” 与 “12.153”是不同的。

根据转换规则（查看 ， ***在第 117 页***），整数总是会转换为整数的字串，不管 CONVFMT 的值是什么。因此下面的例子可以工作：

**for (i = 1; i <= maxsub; i++)**

**do something with array[i]**

“整数总是转换为整数字串”规则在数组索引中有另一个结果。八进制与十六进制常量（查看 ， ***在第 113 页***）在内部会转换为数值，它们的原型形式会被丢弃。这就是说，array[17]， array[021]， 与 array[0x11]都是指向同一个元素！

与 awk 许多的事情一样，大部份时间下，事情都与你所期望它所应该是那样的方式工作。但是对于实际规则具有精确知识是非常有用的，因为它们有时会让你的程序表现出一些很微妙的结果。

## 8.3 用未初始化的数值作为数组下标

假如有必要写一个程序来将输入的数据逆序打印。一个合理的尝试来这么做（带上一些测试数据）可能如下：

**$ echo ’line 1**

**> line 2**

**> line 3’ | awk’{ l[lines] = $0; ++lines }**

**> END {**

**> for (i = lines - 1; i >= 0; i--)**

**> print l[i]**

**> }’**

**-| line 3**

**-| line 2**

不幸的是，第一行的数据不会出现在输出中！初看起来，我们认为这个程序应该可以工作。变量 lines 是未初始化的，而一个未初始化的变量具有值为 0。因此，awk 应该会打印 l[0] 的值。

这里的问题是 awk 数组中的下标总是串。未初始化的变量被用作串时，其值为 “”，而不是0。所以， ***‘line 1’*** 最终被存在 l[""] 中。下面的版本则可以正确工作：

**{ l[lines++] = $0 }**

**END {**

**for (i = lines - 1; i >= 0; i--)**

**print l[i]**

**}**

在这里，‘++’ 强制 lines 成为一数值，所在使得其“旧值”（因为是未初始化的变量，因此就无所谓旧值，这里是为表述方便。——译者）为数值0。然后其被转换为“0”作为数组的下标。

就算不是特别常用，空串（“”）也是一个有效的数组下标。gawk 会对使用空串作为下标发出警告，但这只在命令行参数中指定了 --lint 参数（查看 ， ***在第 35 页***）。

## 8.4 delete 语句

为了删除数组的一个独立元素，可以使用 delete 语句：

**delete array[index-expression]**

一旦数组中的一个元素被删除，那个元素的值就不再可用。就好像那个元素从来没有被使用到或者也从来没有被赋值。下面的例子从数组中删除一个元素：

**for (i in frequencies)**

**delete frequencies[i]**

这个例子删除数组 ***frequencies*** 的所有元素。只要一个元素被删除了，后续的 for 语句来扫描数组时就不会再报告被删除的元素，并且用 in 操作符来检查被删除的元素的是否存在会返回 0（即 fallse）：

**delete foo[4]**

**if (4 in foo)**

**print "This will never be printed"**

要注意的是，删除一个元素给元素赋一个空值（空串，“”）是两码事。如：

**foo[4] = ""**

**if (4 in foo)**

**print "This is printed， even though foo[4] is empty"**

删除一个不存在的元素并不是一个错误。但是，如果在命令行中指定了 --lint 参数（查看 ， ***在第 35 页***），当删除数组中不存在的元素的时候，gawk 会产生一个告警信息。

通过在 delete 语句后面的数组中，不写下标时，可以用一个语句就可删除数组的所有元素，如下：

**delete array**

使用这种版本的 delete 语句大概要比使用等同的一次删除一个元素的循环要快大概3倍。

这种类型的 delete 语句也被 BWK awk 与 mawk 所支持，很多其他版本的实现也支持。

提示：很多年以来，使用 delete 语句不带下标是一个通用的扩展。在 2012年的9月，它被接受并包含到 POSIX 标准中。查看 Austin Group 网站。

下面的语句提供了一种可移植但是不是特别明显的方式来将数组清除：[[51]](#footnote-52)

**split(""， array)**

split() 函数（查看 ***，在第 184 页***）会首先清除目标数组。这个调用请求分割一个空串。因为没有数据用来分割，函数只是简单地清除数组然后返回。

注意：删除数组中的所有元素不会改变它的类型，你不可清除一个数组，然后使用数组的名字来作为一个标量名（比如一个常规的变量）。例如，下面的例子不会工作：

**a[1] = 3**

**delete a**

**a = 3**

## 8.5 多维数组

多维数组是这样的数组，其元素的标识是通过一连串的索引而不是单个索引来标识的。例如，两维数组需要两个索引。一般的方式（包括 awk 在内的许多语言）要参考到两维数 grid 中的元素，则用 grid[x，y]。

在 awk 中的多维数组 是通过将索引连接成字串来实现的。awk 将索引转换为字串（查看 ， ***在第 117 页***）然后将它他连接在一起，并在它们之间存放分隔符。这样可以创建一个单一 的字串来描述分离索引的值。合并后的字串用作普通的一维数组的一个索引。分隔符则使用内建变量 SUBSEP 的值。

例如，假设我们对表达式 ***‘foo[5，12] = "value"’*** 求值，并且 SUBSEP 的值为 “@” 的时候。数值 5 与 12 会被转换成字串并且用 “@” 连接它们，从而产生 “5@12”，所以，数组元素foo["5@12"] 的值被设置成 “value”。

一量元素被存储，awk 就不再记得它是存成单个的索引还是用一串索引。***‘foo[5，12]’*** 与 ***‘foo[5*** SUBSEP ***12]’*** 总是等同的。

SUBSEP 的默认值是 “\034”，这包含了非打印字符，并不会出现在 awk 程序中，或者不会出现在输入数据中。使用一个不太可能的字符的用处来自于这样的事实，即索引值中包含一个串匹配 SUBSEP 可以导致合并后的字串的含义不明。如 SUBSEP 是 “@”，则 ***‘foo["a@b"， "c"]’*** 与 ***‘foo["a"， "b@c"]’*** 则没办法区分开来，因为两者都会存成 ***‘foo["a@b@c"]’***。

要测试一个特定的索引序列是否存在于多维数组中，使用与一维数组相同的 in 操作符。将整个序列写在气括号中，并用逗号分隔，并做为 in 的左操作数：

**if ((subscript1， subscript2， ...) in array)**

**...**

下面是一个将输入作为一个域的二维数组的例子，然后将数组顺时针转90度（注下），再打印结果。假设所有的行都相相同数目的元素：

**{**

**if (max\_nf < NF)**

**max\_nf = NF**

**max\_nr = NR**

**for (x = 1; x <= NF; x++)**

**vector[x， NR] = $x**

**}**

**END {**

**for (x = 1; x <= max\_nf; x++) {**

**for (y = max\_nr; y >= 1; --y)**

**printf("%s "， vector[x， y])**

**printf("\n")**

**}**

**}**

如果输入如下：

**1 2 3 4 5 6**

**2 3 4 5 6 1**

**3 4 5 6 1 2**

**4 5 6 1 2 3**

则程序会产生下面的输出：

**4 3 2 1**

**5 4 3 2**

**6 5 4 3**

**1 6 5 4**

**2 1 6 5**

**3 2 1 6**

### 8.5.1 遍历多维数组

没有特殊的 for 语句用来进行多维数组的遍历。也不会有这么一个，因为事实上， awk 根本就没有二维数组或者元素。只有一个多维方式来访问数组。

但是，如果你的程序有这样的数组总是像多维数组一样来访问，你可以用 split() 函数（查看 ***，在第 184 页***）来获得 for 语句一样的扫描效果（查看 ，***在第 170 页***）。它是以下面的方式来工作的：

**for (combined in array) {**

**split(combined， separate， SUBSEP)**

**...**

**}**

这里将变量 combined 为数组中每个索引的连接组合，然后用 SUBSEP 的值，将它分割为独立的索引。单独的索引然后就可以独立地成为数组的元素。

因此，如果前面的值存在 array[1，"foo"] 里，则会有索引为 “1\034foo” 的元素存在数组中。（回忆一下 SUBSEP 的默认值是 “\034”。）早早晚晚，for 语句会找到索引，并将变量 combined 设置成 “1\034foo”来进行迭代。然后 split() 函数会像下面这样来调用：

**split("1\034foo"， separate， "\034")**

结果会将 separate[1] 设置成 “1”，separate[2] 为 “foo”。太神奇了，原来的分离的索引序列又被恢复了。

## 8.6 数组之数组

gawk 超越了标准的 awk 的多维数组的访问，并提供了真正的数组之数组。子数组的元素通过它们在方括号中的下标来取得，就是主数组元素一样。例如，下面创建一个两元素的子数组，索引为主数组 a 的 1：

**a[1][1] = 1**

**a[1][2] = 2**

这里模拟了一个真正的两维数组。每一个子数组元素包含另一个子数组作为值，进而也可以包含其他的数组。通过这样的方式，你可以创建三维或者多维的数组。索引可以是 awk 所任意表达式，包括用逗号分隔的标量（例如常规的 awk 模拟多维的下标）。因此，下面代码在 gawk 中是有效的：

**a[1][3][1， "name"] = "barney"**

每一个子数组与主数组可以有不同的长度。实际上，数组的元素，或者它的子数组不必要都包含相同类型。这意味着，主数组与它的子数组在结构上，可以是非矩形的，即是锯齿形的。你可以给主数组 a 索引为 4 的元素赋值一个标量，就算是 a[1] 本身是一个数组而不是一个标量：

**a[4] = "An element in a jagged array"**

维度，行，列这样的术语用在这样的数组中是没有含义的，但是我们使用“维度”隐含，如果要访问一个已经存在的元素，所需要的索引数的最大值。任意元素的类型，一旦被赋值，就不能通过赋值一个不同类型的值来改变它的类型。你必须先删除当前的元素，这样使 gawk 可以有效地丢弃在那个索引下的元素：

**delete a[4]**

**a[4][5][6][7] = "An element in a four-dimensional array"**

这里删除索引为 4 的标量值，然后插入一个包含一个标量的三层的内嵌子数组。你也可以删除整个的子数组的子数组的了数组：

**delete a[4][5]**

**a[4][5] = "An element in subarray a[4]"**

但是要记住，你不可以删除主数组，然后将其用作一个标量。

内置函数中使用数组作为参数时，函数也可以使用子数组。例如，下面的代码段使用 length() （查看 ，***在第 184 页***）来确定主数组与其子数组的元素个数：

**print length(a)， length(a[1])， length(a[1][3])**

对一主数组 a 的输出结果如下：

**2， 3， 1**

***‘subscript in array’*** 表达式（查看 ，***在第 168 页***）工作原理与正规的 awk 数组以及数组之数组的方式相似。例如测试语句 ***‘1 in a’***， ***‘3 in a[1]’***， 与 ***‘(1， "name") in a[1][3]’*** 对于数组 a 都会求值为 1（true）。

***‘for (item in array)’*** 语句（查看 ，***在第 170 页***）可以嵌套，用来扫描一个数组之数组的所有元素，只要它在结构上是矩形的。为了打印两维数组之数组的内容（标量）（在数组中，它的第一层本身是一个数组，但不必是有相同的长度），你可以使用下面的代码：

**for (i in array)**

**for (j in array[i])**

**print array[i][j]**

isarray() 函数 （查看 ， ***在第 203 页***）可以让你测试数组的元素是否为数组：

**for (i in array) {**

**if (isarray(array[i]) {**

**for (j in array[i]) {**

**print array[i][j]**

**}**

**}**

**else**

**print array[i]**

**}**

如果一个事先知道是一个锯齿形的数组，你通常要通过控制语句来解决遍历问题。例如，下面的代码打印主数组 a 的元素：

**for (i in a) {**

**for (j in a[i]) {**

**if (j == 3) {**

**for (k in a[i][j])**

**print a[i][j][k]**

**} else**

**print a[i][j]**

**}**

**}**

查看 ，***在第 249 页***，来获取用户自定义的函数，其功能就是用来遍历任意维度的数组之数组。

回忆一下参考一个未初始化的数组元素会产生一个 “” 值，即空串。这有一个非常重要的含义，即当你想使用一个子数组作为参数向函数传递，如下面的代码所呈现的：

**$ gawk ’BEGIN { split("a b c d"， b[1]); print b[1][1] }’**

**error gawk: cmd. line:1: fatal: split: second argument is not an array**

要解决这样的问题，首先要通过创建一个任意的索引，以强制 b[1] 成是一个数组：

**$ gawk ’BEGIN { b[1][1] = ""; split("a b c d"， b[1]); print b[1][1] }’**

**-| a**

## 8.7 总结

* 标准的 awk 提供一维关联数组（通过字串进行索引的数组）。所有的数组都是关联的，数值索引会被自动转换为字串。
* 数组元素通过 array[indx] 进行参考。参考一个不存在的元素，则会创建这个元素。
* 正确的查看是否给定索引的元素是否存在数组中的方式是使用 in 操作符：

***‘indx in array’***.

* 使用 ***‘for (indx in array) ...’*** 来描述数组中的每个元素。在环境体中， indx 会轮流地设置为元素的索引值。
* ***用 ‘for (indx in array)’*** 来遍历数组的顺序在 POSIX awk 中是未定义的，并且不同的版本实现是不同的。gawk 使用通过设置预定义变量 PROCINFO["sorted\_in"] 的值来控制遍历的顺序。
* 使用 ***‘delete array[indx]’*** 来删除单个元素。要删除数组中的所有元素，则使用 ***‘delete array’***。后者的特性多年来都是一个通用扩展，但是现在已经标准化了，但是可能不是所有的被商业版本的 awk 都支持。
* 标准的 awk 通过用逗号来分隔不同的下标来模拟多维数组。这些下标值会被合并成一个单独的串，并且使用 SUBSEP 的值来进行分离。通过这种方式创建的下标是没有保存的，所以改变 SUBSEP 的值会导致未预期的结果。你可以使用 ***‘(sub1， sub2， ...)in array’*** 来查看一个多维数组的相应下标是否存在数组中。
* gawk 提供了真正的数组之数组。在这样的数组中，你可以在方括号中使用独立的集合来表示每一维。例如 data[row][col]。数组元素即可以是标量（数值或者字串），也可以是其他的数组类型。
* 使用 isarray() 内置函数来确定一个数组元素是不是子数组。

# 第九章 函数

本章描述 awk 的内置函数，它们被分成三类：数值类，字串类与 I/O 类。gawk 还提供额外的一些函数用来表示时间的值、或者进行位操作，数组排序，提供类型信息，国际化与本地化程序。

除了内置函数，awk 也提供写新函数的能力，这样可以在程序的后面进行调用。本章的下半部份描述了用户自定义函数。最后，我们探讨间接函数调用，一种 gawk 才有的扩展，这样可以让你在运行时来确定最终来调用什么样的函数。

## 9.1 内置函数

内置函数在你的 awk 程序总是可用的。本章定义了所有的 awk 中的函数，它们中的一些在其他的章节中已经被提到过，在这里进行汇总，你可以方便地参考。

### 9.1.1 调用内置函数

为了调用 awk 的内置函数，只需要输入函数的名字，后面跟着放置在括号内的参数列表即可。例如，***‘atan2(y + z， 1)’*** 为调用函数 atan2()，并带有两个参数。

内建函数中函数名与开括号之间的空格会被忽略，但是这不是一个好的编程习惯，应该要避免在它们之间输入空格。用户自定义的函数不允许在这个位置有空格，因此一个简单的编程习惯就可以避免这样的错误——就是不要在函数名后面插入空格。

每个内置函数都接收特定数目的参数。在某些情况下，参数可以省略。对于省略参数的默认值函数与函数间是不同的，并且会单独进行说明。一些 awk 实现中，有一些额外会被忽略。但是，在 gawk 中，给内置函数一个额外的参数是一个致使错误。

当函数被调用时，生成函数实际参数的表达式会在调用执行前进行求值。例如，下面的代码片段中：

**i = 4**

**j = sqrt(i++)**

变量 i 会在调用 sqrt() 之前递增为值 5，但是调用时会用值 4 作为实际的参数。作为函数参数的表达式的求值的顺序是未定义的。所以，要避免写从左到右，或者从右到左进行求值的程序。如：

**i = 5**

**j = atan2(++i， i \*= 2)**

如果求值的顺序是从左到右，则 i 会为 6，然后成为 12。则会用 6 与 12 两个值调用 atan2()。但是如果顺序为从右到左，i 首先为 10，然后为 11，则 atan2 会用 11，与 10 来进行调用。

### 9.1.2 数值函数

下面的列表描述了所有的用于数值处理的内置函数。可选的参数用方括号（[]）包含起来：

***atan2(y， x)***

返回 y/x 弧度的反正切值。你可以使用 ‘pi = atan2(0， -1)’ 来求得 π 的值。

***cos(x)*** 返回 x 的余弦值，x 为弧度。

***exp(x)*** 返回 x 的自然幂（e ^ x）或者 x 的值超过范围则报错。x 的范围依赖于你的机器的浮点数表示。

***int(x)*** 返回最接近于 x 的整数，其值在 x 与 0 之间，并向 0 进行截取。如 int(3) 为 3， int(3.9) 为 3，int(-3.9) 为 -3， int(-3) 也为 -3。

***log(x)*** 如果 x 为正数，返回 x 的自然对数，否则在 IEEE 754 的系统上返回 NaN（“not a number”）。此外，如果 x 为负数，gawk 还会打印一个警告信息。

***rand()*** 返回一个随机数。 rand() 的值一致地分布在 0 与 1 之间，值可以为 0，但不会等于 1。[[52]](#footnote-53)

通常情况下，你需要的是随机的整数。下面是一个用户自定义的函数，此函数可以用来产生小于 n 的随机非负整数：

**function randint(n)**

**{**

**return int(n \* rand())**

**}**

乘法产生一个随机数大于等于0，但小于 n。使用 int() 因此可以使得结果成为 0 到 n - 1 之间的整数。

下面的例子使用一个相似的函数来产生在 1 到 n 之间的随机整数。这个程序会为每个输入记录打印一个新的随机数：

**# Function to roll a simulated die.**

**function roll(n) { return 1 + int(rand() \* n) }**

**# Roll 3 six-sided dice and**

**# print total number of points.**

**{**

**printf("%d points\n"， roll(6) + roll(6) + roll(6))**

**}**

注意：在大多数的 awk 实现中，包括 gawk，每次运行 awk 时，rand() 都从相同的开始数，或者种子起产生随机数。[[53]](#footnote-54)所以，程序每次运行都产生相同的结果。在 awk 一次运行中产生的数值是随机的，但是每次运行时产生的随机数却是可预测的。这用一调试时非常有用，但是如果你想程序每次使用的时候做不同的事情，你必须改变 seed 为每次运行都不相同的值。要这么做，就调用 srand() 函数。

***sin(x)***  返回弧度 x 的正弦值。

***sqrt(x)*** 返回 x 的正平方根。gawk 在 x 为负值时会打印一个告警。sqrt(4) 的值是 2。

s***rand([x])***

设置开始点，或者种子，用来产生相对于 x 的随机数。每一个种子都会产生特定序列的随机数。[[54]](#footnote-55)所以，如果种子每次都设置成相同的值，则随机数每次都会产生一样。

注意：不同的 awk 实现使用不同的内部随机数产生器。不要希望 awk 程序被不同版本的 awk 执行时会产生相同的随机数序列。

如果在 srand() 函数中省略了 x，则会使用当前的日期与当天的时间来作为种子。这种方式下取得的随机数是真正不可预测的。

srand() 返回的值是前一个种子的值。这可以使得很容易来跟踪种子，以便你需要产生一致的随机数序列。

POSIX 没有指定初始的种子值，因此在不同的 awk 实现中是不同的。

### 9.1.3 字串操作函数

本节我们来讨论一下查找或者更改一个或者一些串的文本。

gawk 可以理解本本语言设置（查看 ， ***在第 136 页***）并且对字串的处理都是根据字符来的，而不是字节。这个区别在理解本地语言设置中，一个字符需要多个字节来表示的时候非常重要。所以，像 length() 函数会返回字串中的字符数，而不是用来表示这些字符的字节数。相似地， index() 是返回字符的索引，而不是字节的索引。

注意：有很多的函数会处理字串的索引。对于这此函数，字串的第一个字符的索引为1。这个与 C 以及其派生的语言不同，在这些语言中，第一个字符的索引位置为0。你需要记住这个区别，以正确处理索引的计算，尤其是你已经习惯了 C 的情况。

下面的列表中，可选的参数放在方括号中（[]）。有几个函数用来处理字串替换，完整的讨论会在 sub() 函数的说明中给出，并且以此为结束，因为列表是按字母顺序排序的。

那些特定于 gawk 的函数用井号字符标示。它们在兼容模式中不可用（查看 ， ***在第 35 页***）：

***asort(source [， dest [， how ] ]) #***

***asorti(source [， dest [， how ] ]) #***

这两个函数的行为是类似的，因此在一起描述。

提示：下面的描述忽略了第三个参数，how，因为需要理解目前我们还没有讨论到的特性。所以，这里讨论有意简化了。（我们后面会提供所有的细节，查看 ，***在第 302 页***，来获取所有的信息。）

两个函数都返回数组 source 中的元素的个数。对于 asort()，gawk 对 source 的值进行排序，并替换经过排序的值的索引为由 1 开始连续整数。如果可选的数组 dest 存在，则 source 的值会复制到 dest 中。dest 则也是经过排序的，而 source 的索引则保持不变。

当进行字串比较时， IGNORECASE 会影响排序（查看 ， ***在第 302 页***）。如果 source 数组包含了子数组（查看 ， ***在第 178 页***），它们会在所有的标量值的后面。子数组不会再进行递归排序。例如，a 的内容如下：

**a["last"] = "de"**

**a["first"] = "sac"**

**a["middle"] = "cul"**

调用 asort()：

**asort(a)**

a 内容的结果如下：

**a[1] = "cul"**

**a[2] = "de"**

**a[3] = "sac"**

asorti() 函数与 asort() 类型，但是只对索引排序，而不是针对值进行排序。所以，在前面的例子中，a 用同样的索引与值，调用 ***‘asorti(a)’*** 则产生如下结果：

**a[1] = "first"**

**a[2] = "last"**

**a[3] = "middle"**

***gensub(regexp， replacement， how [， target]) #***

搜索匹配正则表达式 regexp 的目标字串，如果 how 是以 ‘g’ 或者 ‘G’ 开如的字串，则用 replacement 替换所有匹配的 regexp。否则 how 将会当面成一个指示哪一个要进行替换的数值。如果没有提供 target 参数，则使用 $0。函数返回经过修改的字串，原始的字串则不会变化。

gensub() 是一个通用的替换函数。它的目的是提供比标准的 sub() 与 gsub() 函数多一个特性。

gensub() 提供一个额外的特性是 sub() 与 gsub() 所没有的，即：在 replacement 文本中，指定一个 regexp 组件的能力。这个通过在 regexp 中使用括号来标志组件，然后通过在 replacement 中用 ‘\N’ 来指定，这里 N 是一个从 0 到 9 的数字。如：

**$ gawk ’**

**> BEGIN {**

**> a = "abc def"**

**> b = gensub(/(.+) (.+)/， "\\2 \\1"， "g"， a)**

**> print b**

**> }’**

**-| def abc**

用 sub() 函数，你必须指定两个反斜杠来在字串中包含一个。在 replacement 的文本中，‘\0’ 的序列表示整个匹配的文本，如字符 ‘&’ 所表示的一样。

下面的例子显示了你可以使用第三个参数来控制哪个匹配的 regexp 可以被替换：

**$ echo a b c a b c |**

**> gawk ’{ print gensub(/a/， "AA"， 2) }’**

**a a b c AA b c**

在这个例子中，$0 是默认的 target 字串。gensub() 返回新的串作为它的结果，这个结果直接传递给 print 用来打印。

如果 how 这个参数是一个不以 ‘g’ 或者 ‘G’ 开头的串，或者是一个小于等于 0 的数值，则只有一个替换会被执行。如果 how 是 0，gawk 会产生一个告警。

如果 regexp 没有匹配 target，则 gensub() 的返回值就是原来未经更改的 target 的值。

***gsub(regexp， replacement [， target])***

搜索所有的最左最长的的，无重叠的匹配子串，并且 replacement 进行替换。***gsub()*** 中的 ‘g’ 表示 ‘global’，其表示替换所有出现的字串。例如：

**{ gsub(/Britain/， "United Kingdom"); print }**

会用 ***‘United Kingdom’*** 替换输入记录所有的 ***‘Britain’*** 字串。

gsub() 函数返回执行了替换的个数。如果要搜索及变更（target）的变量被省略了，就是使用整个输入记录 $0。如在 sub() 中，字串 ‘&’ 与 ‘\’ 是特殊字符，并且第三个参数必须是可赋值的。

***index(in， find)***

在 in 这个字串中搜索第一次出现的 find 串，并且返回在字串 in 中出现的最开始的位置。考虑下面的例子：

**$ awk’BEGIN { print index("peanut"， "an") }’**

**-| 3**

如果 find 没有被找到，index 会返回0。对于 BWK awk 与 gawk，使用正则表达式常量来作为 find 参数会是一个致命错误。其他的实则允许，他们仅是简单地将正则表达式常量当成与 ***‘$0 ~ /regexp/’*** 一样的表达式。

***length([string])***

返回字串的字符数。如果 string 是一个数值，则表示这个数值串的数字位数被返回。例如 length("abcde") 的值为5。比较 length(15 \* 35) 其值则为 3。在这个例子中，15 · 35 = 525，而 525 转换成字串 “525”，这里面有三个字符。

如果没有提供参数，length() 则返回 $0 的长度。

提示：在旧版本的 awk 中，length() 函数可以不带括号进行调用。这么做被视为很不好的实践，尽管 2008 版本的 POSIX 标准还是显式地允许它，但那也是为了支持历史实践。为了程序的最大可移植性，在调用时总是使用括号。

如果调用 length() 时使用的是一个还没有被使用的变量，gawk 会强制变量为一个标量。其他的 awk 实现会将变量保留为一个无类型的变量。如：

**$ gawk ’BEGIN { print length(x) ; x[1] = 1 }’**

**-| 0**

**error gawk: fatal: attempt to use scalar *‘x’* as array**

**$ nawk ’BEGIN { print length(x) ; x[1] = 1 }’**

**-| 0**

如果在命令行中指定了 --lint 参数，gawk 会对这使用产生一个告警。

gawk 与其他的几个 awk 实现，当参数是一个数组时， length() 返回的是数组中的元素个数。（c.e.）初看起来，这没什么作用，因为数组的索引并不保证是从 1 到数组中的元素数目。如果在命令行中使用了 --lint 选项（查看 ， ***在第 35 页***），gawk 会警告说，传递数组参数并不是可移植的。如果指定了 --posix 选项，则使用数组作为参数会是一个致命错误（查看 ***， 在第 166 页***）。

***match(string， regexp [， array])***

搜索匹配正则表达式 regexp 的最长最左边的子串，并返回子串开始的字符位置（索引，如果子串是字串的开始，则返回1）。如果没有找到匹配，则返回 0。

regexp 参数即可以是正则表达式常量（/.../），也可以是一个字串常量（“...”）。如果是后者，字串被当成是正则表达式用来进行匹配。查看 ，***在第 58 页***，可以了解到两种方式之间不同的讨论，以及如何来写出正确的程序的一些提示。

两个参数的顺序，与大多数的其他用正则表达式处理字串函数的相反，比如 sub()，gsub()。记住 match() 函数的参数顺序与 ‘~’ 操作符是一样的：

**‘string ~ regexp’.**

match() 函数会设置预定义的变量 RSTART 为索引，同时也设置预定义的变量 RLENGTH 为匹配子串的长度。如果没有找到匹配，RSTART 的值被设置成 0，而RLENGTH 的值为 -1。

如：

**{**

**if ($1 == "FIND")**

**regex = $2**

**else {**

**where = match($0， regex)**

**if (where != 0)**

**print "Match of"， regex， "found at"， where， "in"， $0**

**}**

**}**

这个程序查找那些匹配存储在变量 regex 中的正则表达式的行。这个正则表达式可以被更改。如果行中的第一个单词是 ‘FIND’，则 regex 会被改成那一行的第二个单词。所以，假如有下面的数据：

**FIND ru+n**

**My program runs**

**but not very quickly**

**FIND Melvin**

**JF+KM**

**This line is property of Reality Engineering Co.**

**Melvin was here.**

则 awk 会打印：

**Match of ru+n found at 12 in My program runs**

**Match of Melvin found at 1 in Melvin was here.**

如果提供了 array 参数，它首先会被清除，然后数组的第0个元素会被设置为匹配正则表达式 regexp 的整个字串。如果 regexp 包含了括号，数组的整数索引元素会被设置成匹配相应匹配括号子表达式的字串部分。例如：

**$ echo foooobazbarrrrr |**

**> gawk ’{ match($0， /(fo+).+(bar\*)/， arr)**

**> print arr[1]， arr[2] }’**

**-| foooo barrrrr**

另外，多维下标也可用来提供 start 索引与每个匹配子表达式的长度 length 索引：

**$ echo foooobazbarrrrr |**

**> gawk ’{ match($0， /(fo+).+(bar\*)/， arr)**

**> print arr[1]， arr[2]**

**> print arr[1， "start"]， arr[1， "length"]**

**> print arr[2， "start"]， arr[2， "length"]**

**> }’**

**-| foooo barrrrr**

**-| 1 5**

**-| 9 7**

有可能没有为每一个括号子表达式提供 start 以及 index 的下标，因为有可能并不是所有都匹配，所以，它们应该用 in 操作符来进行测试（查看 ， ***在第 168 页***）。

match() 的 array 参数是 gawk 扩展。在兼容模式中（查看 ， ***在第 35 页***），使用第三个参数是一个致使错误。

***patsplit(string， array [， fieldpat [， seps ] ]) #***

将 string 用 filedpat 定义的分隔符分割成片，并存储在 array 中，并将字串中分隔符存储在 seps 中。第一块片存储在 array[1] 中，第二片存储在 array[2] 中，依此类推。第三个参数 fieldpat 是一个正则表达式描述在 string 中的域（就好像 PFAT 是一个描述输入记录域的正则表达式）。它即可以是一个正则表达式常量，也可以是一个字串。如果省略了 fieldpat，则会使用 PFAT 的值。patsplit() 返回创建元素的个数。sep[i] 是在 array[i] 与 array[i+1] 之间的分隔符。所有前导的分隔符都存储在 seps[0] 中。

patsplit() 函数将 string 分割为片，其方式是与用 PFAT 将输入行分割成域的方式相似（查看 ， ***在第 79 页***）。

在分割 string 之前，patsplit() 会删除在 array 与 seps 中已经存在的元素。

***split(string， array [， fieldsep [， seps ] ])***

将 string 用 filedpat 定义的分隔符分割成片，并存储在 array 中，并将字串中分隔符存储在 seps 中。第一块片存储在 array[1] 中，第二片存储在 array[2] 中，依此类推。第三个参数 fieldsep 的字串值是一个用来描述在何片分割 string 的正则表达式（正如 FS 可以为正则表达式来描述在何处来分割输入记录一样）。如果 fieldsep 被省略了，则使用 FS 的值。split() 返回被创建的元素个数。seps 是 gawk 扩展，sep[i] 是在 array[i] 与 array[i+1] 之间的分隔符。如果 fieldsep 是一个空格，则前导的空格会全部存储 seps[0] 中，而后缀的空格会存储在 seps[n] 中，其中 n 是 split() 返回的值（即 array 数组中的元素个数）。

split 函数将字串分割成片的方式与将输入行分割成域的方式类似。比如：

**split("cul-de-sac"， a， "-"， seps)**

将字串 "cul-de-sac" 用 ‘-’ 分割成三个域。它将数组 a 的内容设置成如下：

**a[1] = "cul"**

**a[2] = "de"**

**a[3] = "sac"**

同时设置数组 seps 的值为：

**seps[1] = "-"**

**seps[2] = "-"**

调用 split() 的返回值为 3。

随着输入的域分割，当 fieldsep 的值为 “ ” 时，前导的后缀的空格会在赋值给数组元素的值中被忽略，而不是在 seps 中，数组则是由一连串的空格分隔。同时，随着输入记录的分割，如果 fieldsep 是一个空串，在字串中的每一个字符都将分割到数组的元素中。(c.e.）

但是要注意，RS 的值对 split() 函数的工作没有影响。就算是 ***‘RS = ""’*** 会导致换行符成为域分割符，这也不会影响 split() 分割字串的方式。

现代的 awk 实现版本，包括 gawk，允许第三个参数为正则表达式常量（/.../），也可以是一字串。POSIX 标准允许这样的参数。查看 ，***在第 58 页***，可了解使用字串常量与正则表达式之间的常量，并获取一些如何正确地写程序的提示。

在分割 string 前，split() 会删除在数组 array 与 seps 中已经存在的元素。

如果 string 为空，则数组就不会有元素。（所以这是一个可移植的以一个语句来删除整个数组的方法。查看 ， ***在第 175 页***）

如果 string 没有匹配 fieldsep（但 string 不是空），则 array 只会有一个元素。元素的值就是原来的字串。

在 POSIX 模式下（查看 ， ***在第 35 页***），第四个参数是不允许的。

***sprintf(format， expression1， ...)***

返回 printf 采用相同的参数时的输出（但是不输出）的字串。（查看 ， ***在第 97 页***）。例如：

**pival = sprintf("pi = %.2f (approx.)"， 22/7)**

将字串　***‘pi = 3.14 (approx.)’*** 　赋值给变量 pival。

***strtonum(str) #***

检查 str 并返回它的数值值。如果 str 以 ‘0’ 开头，则 ***strtonum()*** 会假设 str 是一个八进制数。如果 str 是以 ‘0x’ 开头，或者 ‘0X’ 开头，***strtonum()*** 会假设 str 是一个十六进制数。例如：

**$ echo 0x11 |**

**> gawk ’{ printf "%d\n"， strtonum($1) }’**

**-| 17**

使用 ***strtonum()*** 函数与给字串添加一个零不同，自动强制性地将字串转换为数值只会在十进制数下有效，对于八进制与十六进制都是无效的。[[55]](#footnote-56)

同时也要注意 ***strtonum()*** 会使用当前的本地语言设置中的用于识别数值的十进制位（查看 ， ***在第 136 页***）。

***sub(regexp， replacement [， target])***

在被当成字串的 target 中搜索匹配正则表达式 regexp 的最左最长的匹配子串。并用 replacement 来规则匹配的子串。被修改过的字串成为 target 的新值。返回替换的次数（0 或者 1）。

regexp 参数即可以是一个正则表达式常量（/.../），也可以是一个字串常量（“...”）。对于后者，字串会被当面成一个正则表达式来进行匹配。查看 ，***在第 58 页***，以了解这两种形式之间的差异，以及了解一些如何正确地写这样的程序的提示。

这个函数非常特别，是因为 target 并不是简单地使用来进行计算出一个值，也不像其他的表达式一样——它必须是一个变量，域或者一个数组元素，因此 sub() 可以将修改的值存在那个地方。如果这个参数被省略了，则默认的值会使用 $0。[[56]](#footnote-57)例如：

**str = "water， water， everywhere"**

**sub(/at/， "ith"， str)**

通过将出现 ‘at’ 的地方替换成 ‘ith’ 来将 str 设置成 ***‘wither， water， everywhere’***。

如果特殊字符 ‘&’ 出现在 replacement 中，它就表示匹配 regexp 的精确子串。（如果 regexp 可以匹配 1 到多个串，则精确的匹配串可能不同。）例如：

**{ sub(/candidate/， "& and his wife"); print }**

会将输入的行中出现的第一个 ‘candidate’ 替换成 ‘candidate and his wife’。下面是另外一个例子：

**$ awk’BEGIN {**

**> str = "daabaaa"**

**> sub(/a+/， "C&C"， str)**

**> print str**

**> }’**

**-| dCaaCbaaa**

这里显示了 ‘&’ 可以表示一个非常量的字串，也说明了正则表达式匹配的最左最长规则的含义（查看 ***在第 57 页***）。

这个特殊字符 ‘&’ 的效果可以被关闭，只需要在字串中这个字符前加一个反斜杠即可。通常，为了插入一个反斜杠到字串中，你必须写两个反斜杠。因此在字串常量中要写 ‘\\’ 来在 replacement 中生成一个字面的 ‘&’ 字符。例如，下面的代码展示了如何来行中将第一个 ‘|’ 替换成 ‘&’：

**{ sub(/\|/， "\\&"); print }**

如上面所提到的，sub() 的第三个参数必须是一个变量，域或者数组元素。某些版本的 awk 允许第三个参数是一个表达式，这个表达式不是个左传。在这种情况下，sub() 依然会搜索模式并返回 0 或者 1，但是替换的结果会被丢弃（如果有的话），而不会发生替换。这种版本的 awk 接受下面这样的表达式：

**sub(/USA/， "United States"， "the USA and Canada")**

为了历史的兼容，gawk 会授受这样的错误代码。但是使用任何不可更改的对象作为第三个参数，会导致致命错误，你的程序也没办法执行下去。

最后，如果 regexp 不是一个正则表达式常量，则它会被转换为一个字串，然后它的值会被当成正则表达式来进行匹配。

***substr(string， start [， length ])***

返回字中 string 的从 start 开始的，***length 字符长度的***子串。字串的第一个字符编号为 1。例如 substr("washington"， 5， 3) 返回 "ing"。

如果没有提供 length 参数，substr() 则返回 string 从 start 字符数开始的全部后面的字串。例如，substr("washington"， 5) 返回 "ington"。如果 length 大于 string 后面剩下的字符数，则也会返回整个后缀的字串，这其中包括 start 处的字符。

如果 start 的值小于 1，substr() 会将其当为 1。（POSIX 没有指定这种情况下如何处理：BWK awk 会如上这么处理，gawk 也这么处理。）如果 start 大于 string 中的字符数，substr() 返回空串。相似的，如果 length 提供了，但是小于等于 0，也返回空串。

由 substr() 返回的串不可以被赋值。所以，试图改变 string 的一部分是一个错误，如下面的例子中所示的：

**string = "abcdef"**

**# try to get "abCDEf"， won’t work**

**substr(string， 3， 3) = "CDE"**

将 substr() 的返回作为 sub() 或者 gsub() 的第三个参数，也是错误的：

**gsub(/xyz/， "pdq"， substr($0， 5， 20)) # WRONG**

（有一些商业版本的 awk 会把 substr() 的返回作为可赋值的，但是这么做是不可移植的。）

如果你想替换 string 的一部分，将 substr() 与字串连接一起使用，如下面的方式：

**string = "abcdef"**

**...**

**string = substr(string， 1， 2) "CDE" substr(string， 6)**

***tolower(string)***

返回 string 的复本，但是将所有的大写字母用它对应的小写字母进行替换。非字母字符则不变化。例如 tolower("MiXeD cAsE 123") 返回 "mixed case123"。

***toupper(string)***

返回 string 的复本，但是将所有的小写字母用它对应的大写字母进行替换。非字母字符则不变化。例如 tolower("MiXeD cAsE 123") 返回 " MIXED CASE123"。

|  |
| --- |
| 匹配空串  在 awk 中，‘\*’ 操作符可以匹配空串。这对于 sub()，gsub() 与 gensub() 函数尤其重要。如：  **$ echo abc | awk ’{ gsub(/m\*/， "X"); print }’**  **-| XaXbXcX**  尽管这有一些意义，但看起来还是让人有点惊讶。 |

#### 9.1.3.1 sub()、gsub() 与 gensub() 函数中的 ‘\’与 ‘&’

注意：本小节据报说是会造成头痛，有可能第一次阅读时想跳过。

当使用 sub()，gsub() 或者 gensub()，并且试图获取字面的反斜杠与星号，并放在 replacement 文本中，你需要记住，到底有几级转义要处理。

首先，有一个词汇层，就是当 awk 读取你的程序，并建立一个要执行的内部复本的时候。然后一个是运行时层，就是当 awk 实际扫描 replacement 串用于确定所产生的结果的时候。

在两个层上，awk 会搜索已经定义好的可以放在反斜杠之后的字符集。在词汇层，它会搜索在 .***在第 51 页***，中列出的转义序列。所以，对每一个 awk 在运行层处理的 ‘\’，你必须在词汇层输入两个反斜杠。当跟在 ‘\’ 之后的字符不是一个有效的转换序列，GWK awk 与 gawk 两者都是简单地移除 ‘\’ 并将下一个字符放在字串中。因此，如 “a\qb” 会被当成 “aqb”。

在运行层，不同的函数在处理 ‘\’ 与 ‘&’ 序列时是不同的。这种情况很（蛋疼）地有点复杂。由于历史原因，sub() 与 gsub() 函数都将两字符 ‘\&’ 序列特殊对待，这个序列在产生的文本中被替换为 ‘&’。任何在 replacement 中的其他的不在 ‘&’ 之前的 ‘\’ 都原样地传递。这个将在表 9.1 中解释。

|  |  |  |
| --- | --- | --- |
| 输入 | ***sub()*** 所见 | ***sub()*** 所产生 |
| \& | & | 匹配的字串 |
| \\& | \& | 字符 ‘&’ |
| \\\& | \& | 字符 ‘&’ |
| \\\\& | \\& | 字符 ‘\&’ |
| \\\\\& | \\& | 字符 ‘\&’ |
| \\\\\\& | \\\& | 字符 ‘\\&’ |
| \\q | \q | 字符 ‘\q’ |

表 9.1：由于历史原因 sub() 与 gsub() 处理转义序列情况

上表显示了词汇层的处理，在里面，一个奇数个的反斜杠在运行时，就变成了偶数，这与 sub() 的运行时的处理一样。（为了简单起见，后面的表只显示在词汇层输入偶数的反斜杠的情形。）

历史方式的问题是，没有办法取得后面跟着匹配字串的字面的 ‘\’。

POSIX 标准的几个版本都尝试来修复这个问题，但是都不成功。细节在此无关。

在某个时候，gawk 的维护者提交了建议文本，形成一个修订版本的标准，以逆转到与最初存在的实践更加接近的规则上。提交的规则存在特殊情形，以有可能产生在匹配的文本前的 ‘\’。这个在表 9.2 中显示。

|  |  |  |
| --- | --- | --- |
| 输入 | ***sub()*** 所见 | ***sub()*** 产生 |
| \\\\\\& | \\\& | 字符 ‘\&’ |
| \\\\& | \\& | 字符 ‘\’ ， 后面跟着匹配文本 |
| \\& | \& | 字符 ‘&’ |
| \\q | \q | 字符 ‘\q’ |
| \\\\ | \\ | \\ |

表 9.2: gawk 针对 sub() 与反斜杠的规则

总的来说，在运行时，现在有三个特殊的字符序列 （***‘\\\&’***， ***‘\\&’***， and ***‘\&’***），由于历史原因只会存在一个。但是在历史情况下， ‘\’ 并不是这三个序列的一部份也并不特殊，并以字符本身输出。

gawk 3.0 与 3.1 会针对 sub() 与 gsub() 来匹配这些规则。POSIX 标准的修改要比期望的时间长得多。另外，gawk 的维护者的建议在标准化的过程中丢失了。最后的规则看起来更简单。结果除了一个情形外都类似。

POSIX 规则描述说，在 replacement 中的 ‘\&’ 产生一个 ‘&’，***‘\\’*** 产生一个字面 ‘\’，‘\’ 后面再跟其他的字符都没有特殊含义，‘\’ 会被直接放到输出中。这些规则在后面的表 9.3。

|  |  |  |
| --- | --- | --- |
| 输入 | ***sub()*** 所见 | sub() 生成 |
| \\\\\\& | \\\& | 字符 ‘\&’ |
| \\\\& | \\& | 字符 ‘\’， 后面跟匹配文本 |
| \\& | \& | 字符 ‘&’ |
| \\q | \q | 字符 ‘\q’ |
| \\\\ | \\ | \ |

表 9.3: POSIX 针对 ***sub()*** 与 ***gsub()*** 的规则

唯一可注意的不同的情形是最后一个：***‘\\\\’*** 被看成 ‘\\’ 并产生 ‘\’，而不是 ‘\\’。

从 3.1.4 版本开始，如果指定了 --posix 选项，gawk 按照 POSIX 的标准来（查看 ， ***在第 35 页***）。否则，它还是会使用所建议的方案，因为那是多年来的行为。

当发布了 4.0.0 版本后，gawk 维护者将 POSIX 规则为默认规则，打破了10几年来后向兼容性的价值。[[57]](#footnote-58)无须多说，这个是非常糟糕的主意，当 4.0.1 版本时，gawk 恢复了它的历史行为，当指定了 --posix 选项时，则只遵守 POSIX 规则。

gensub() 的规则则相当简单。在运行层，无论什么时候 gawk 看到一个 ‘\’，如果后面跟着一个数字，则匹配相应括号的子表达式的文件来产生输出。否则，不管 ‘\’ 后面跟着什么字符，它都出现在产生的文本中，而 ‘\’ 则不出现。如表9.4所示。

|  |  |  |
| --- | --- | --- |
| 输入 | ***gensub()*** 所见 | ***gensub()*** 产生 |
| & | & | 匹配文本 |
| \\& | \& | 字符 ‘&’ |
| \\\\ | \\ | 字符 ‘\’ |
| \\\\& | \\& | 字符 ‘\’，后面跟着匹配文本 |
| \\\\\\& | \\\& | 字符 ‘\&’ |
| \\q | \q | 字符 ‘q’ |

表 9.4: ***gensub()*** 的转义字符

由于词汇层与运行层处理的复杂性，以及 sub() 与 gsub() 的特殊情形，我们建议使用 gawk 与 gensub() 来执行替换操作。

### 9.1.4 输入输出函数

下面的函数与 I/O 相关。可选择的参数放在方括号中（[]）：

***close(filename [， how])***

关闭用于输入或者输出的文件 filename。另外，参数也可以是一个用来创建并程或者用于重定向输出，或者从管道中输入的 Shell 命令。如果参数是这个，则会关闭相应的并程与管道。查看 ，***在第 108 页***，获取更多信息。

当关闭一个并程时，有时先关闭两路管道中的一端然后再关闭另一端非常有用。这通过向 close 传递第二个参数来完成。这第二个参数（how）要是下面两个串中的一个，即 “to” 或者 “from”，以表示关闭管道的哪一端。字串的大小写是无关的。查看 ，***在第 304 页***，在里面更详细地讨论了这个特性，并且还举了一个例子。

注意 close() 的第二个参数是 gawk 扩展，在兼容模式下是不可用的（查看 ， ***在第 35 页***）。

***fflush([filename])***

将与 filename 相关的缓存输出刷出，filename 要么是一个打开的用于写的文件，或者用于重定向输出的管道，或者并程。很多的工具程序都会缓存它们的输出（即它们会将写到磁盘的文件或者屏幕的信息保存，并等待足够的时间以值得将这些数据输出到输出设备中）。这比起每次准备好一点数据就写要高效得多。但是，有时很有必要强制程序要刷出它的缓存（即将信息写到它的目的地，就是缓存还没有满）。这就是 fflush() 函数的目的——gawk 也会缓存它的输出，而 fflush() 函数强制 gawk 刷出它的缓存。

Brian Kernighan 在 1992 年 4 月将 fflush() 加入到他的 awk 中。二十年过去了，它现在成为了一个通过扩展。2012 年 12 月，它被接受包含到 POSIX 标准中。可以查看 Austin Group 网站来了解。

POSIX 标准化了 fflush 下面几个方面：如果没有参数，或者参数是空串（“”），则 awk 刷出所有已经打开的文件与管道的缓存。

提示：在 4.0.2 之前的版本，如果没有参数，gawk 会只刷出标准输出，而为空串时，才会刷出所有的输出文件与管道。为了与 Brian Kernighan 的 awk 兼容，则对其作了更改，并希望在 POSIX 中对这个特性的标准化可以更加容易（实际上也确实是这样）。

对于 gawk，你可以使用 ‘fflush("/dev/stdout")’ 来只刷出标准输出。

如果缓存被成功刷出，则 fflush() 返回 0，否则，它会返回一个非零值。（gawk 返回 -1。）在所有的缓存都刷出的情况下，当只有所有的缓存都成功刷出后才会返回 0。否则会返回 -1，并对有问题的文件名发送告警。

如果你刷出的文件或者管道是打开用于读取的（如 getline），或者 filename 不是打开的文件，管道或者并程，gawk 也会发出一个告警。这种情况下，fflush() 也返回 -1。

|  |
| --- |
| 交互式与非交互式缓存  多说一点，如果你的程序是交互式的（就是与坐在键盘前的用户进行通信），[[58]](#footnote-59)缓存问题有时会非常让人疑惑。  交互式的程序一般都是行缓存它们的输出（即它们一行行地写输出）。非交互式的程序直到缓存满后才会输出，而这可能包含很多行输出。下面是其差异的例子：  **$ *awk* ’{ print $1 + $2 }’**  **1 1**  **-| 2**  **2 3**  **-| 5**  **Ctrl-d**  输出的每一行是立即打印的。与下面这个例子的行为进行比较：  **$ *awk* ’{ print $1 + $2 }’ | cat**  **1 1**  **2 3**  **Ctrl-d**  **-| 2**  **-| 5**  在这里，直到键入 Ctrl-d 后才有输出打印，因此它将所有的缓存，然后一次性发送到管道输出到 cat。 |

***system(command)***

执行操作系统命令 command 并返回到 awk 程序中。同时返回命令的退出状态。例如，如果下面的代码片段放在你的 awk 程序中：

END {

system("date | mail -s 'awk run done' root")

}

当 awk 程序完成处理输入，并且开启输入结束处理流程时，会向系统管理员发送邮件。

注意重定向 print 或者 printf 到管道一般来就就够来完成你的工作。如果你需要运行许多命令，则简单地将它们通过管线打印到 Shell 更高效：

while (more stuff to do)

print command | "/bin/sh"

close("/bin/sh")

但是，如果你的 awk 程序是交互式的，system() 用于大型的自包含的程序就非常有用，比如 Shell 或者编辑器。一些操作系统不能实现 system 函数。system() 在不其不支持的情况下生成一个致命错误。

注意：当指定了 --sandbox 选项，system() 函数会被禁用（查看 ，***在第 35 页***）。

|  |
| --- |
| 通过 system() 来控制输出缓存  fflush() 函数提供了显式的控制输出单独文件或者管道缓存的方式。但是，对于许多的旧的 awk 实现却是不可移植的。一个可用的方法就是通过调用 system() 函数，并给其提供一个空串作为其参数来刷出输出缓存：  **system("") # flush output**  gawk 将这种使用 system() 函数的方式作为一种特殊方式来对待，并且聪明地不用空命令来运行一个 Shell（或者其他的命令解释器）。因此，在 gawk 中，这种范式不仅很有用，同时也非常高效。尽管这个方法也会在其他的 awk 实现中可工作，但是却不是必须要避免开启一个不必要 Shell。（其他的实现可能只刷出与标准输出关键的缓存，而必是所有的缓存输出。）  如果你考虑一下一个程序员的预期，system() 会刷出所有的挂起的输出看起来就有意思了。下面的程序：  **BEGIN {**  **print "first print"**  **system("echo system echo")**  **print "second print"**  **}**  必须打印：  **first print**  **system echo**  **second print**  而不是：  **system echo**  **first print**  **second print**  如果 awk 不在调用 system() 前刷出它的缓存，你就可以会看到后面（不希望看到的）输出。 |

### 9.1.5 时间函数

awk 程序常常用来处理带时间戳信息的日志文件，以提示特定的日志记录是何时被写入的。许多的程序将日志的时间信息记录成 time() 系统调用返回的格式，即是从特定时刻开始的秒数。在 POSIX 兼容的系统上，它是从 1970-01-01 00:00:00 UTC 时间开始以来的秒数，没有包含润秒。[[59]](#footnote-60)所有知名的 POSIX 兼容的系统支持从 0 到 232-1 之间的时间戳，这个时间可以表示到 2038-01-19 03:14:07 UTC 的时间。很多的系统支持更宽的时间戳范围，包括负的时间戳，以表示 epoch 之间的时间。

为了更容易处理这样的带时间戳的日志文件并且产生有用的报表，gawk 提供了下面的函数来处理时间戳。它们都是 gawk 的扩展，并没有在 POSIX 标准中指定。[[60]](#footnote-61)但是，mawk 的新近的版本（查看 ，***在第 435 页***）也支持这些函数。可选的参数被包含在方括号中（[]）：

***mktime(datespec)***

将 datespec 转换为与 systime() 返回的相同格式的时间戳。它与在 ISO C 中同名的函数相似。datespec 参数是一个 "YYYY MM DD HH MM SS [DST]" 格式的字串。字串包含6个或者7个数字，以相应地表示年的全的世纪年，从1到12的月，1到31的日，一天中从0 到23的小时，0到59分钟，0 到60秒，[[61]](#footnote-62)以及一个可选的夏令时标志。

这些数字的值不是必须在所指定的范围内，例如 -1 小时表时午夜前的 1 小时。初始的格林日历的0为始，0年表示1年之前，而 -1 年表示在 0 年前。时间也可以假设为本地时间。如果夏令时标志为正，则时间假设为夏令时时间，如果为0，则时间假设为标准时间，如果为负（默认值），mktime() 会试图确定特定的时间是否是夏令时时间。如果 datespec 没有包含足够的元素或者结果的时间超出了范围，mktime() 返回 -1。

***strftime([format [， timestamp [， utc-flag] ] ])***

根据字串格式的内容，将指定的时间戳进行格式化，并返回结果。这与 ISO C 中同名的函数的功能类似。如果提供了 utc-flag 参数，并且是非0，或者非空，则值会格式化为 UTC（统一协调时间，之前为 GMT，格林尼治标准时间）。否则，值将被格式化为本地时区时间。timestamp 的格式与 systime() 返回的值的格式一样。如果没有指定 timestamp 参数，gawk 则使用当天的当时时间作为 timestamp。如果没有格式参数，strftime() 则使用 PROCINFO["strftime"] 的值作为格式字串（查看 ，***在第 155 页***）。默认的字串值为 “%a %b %e %H:%M:%S %Z %Y”。这个格式字串产生的输出与 date 工具产生的输出一样。你可以给 PROCINFO["strftime"] 赋一个新值，以改变默认格式，查看下面的列表来获取格式指示符。

***systime()***

返回从系统 epoch 开始当前时间的秒数。在 POSIX 系统中，这是从 1970-01-01 00:00:00 UTC 开始的秒数，不包含润秒。在其他系统中可能是不同的值。

systime() 函数可以让你比较日志文件的时间戳与当前的时间。特别是，很容易确定相应的记录是多久之前记录的。它也可以让你用从 epoch 开始格式的时间来产生日志记录。

mktime() 函数可以让你将文本形式的日期与时间的表示转换为一个时间戳。因此很容易来作日期与时间的前后比较，尤其是当处理的日期与时间数据来自于外部，比如一个日志文件。

strftime() 函数可以让你很容易将一个时间戳转换成一个人可读的信息。这有点像 printf 函数（查看 ，***在第 184 页***）的特点一样，在这个函数中将非格式化的范围字符一字不变地加入到返回串中。将日期与时间值替换为格式串中所指定的格式规范。

strftime() 使用的是 1999 ISO C 的标准，[[62]](#footnote-63)可以支持下面的日期格式规范：

%a 本地语言设置中缩写的星期名。

%A 本地语言设置中的完整的星期名。

%b 本地语言设置中缩写的月份名。

%B 本地语言设置中完整的月份名。

%c 本地语言设置中 “恰当的” 日期与时间表示。（这在 “C” 语言设置中为 ‘%A %B %d %T%Y’）

%C 当前年的世纪部分。这是年除以 100，并向下整数进行截取得到的数值。

%d 月中的10进制日期，（01-31）。

%D 与指定 ‘%m/%d/%y’ 相同。

%e 月中的日期，如果只有一位，则进行空格补全。

%F 与指定 ‘%Y-%m-%d’ 等同。这是 ISO 8601 的格式。

%g ISO 8601 标准中年与 100 的模的周数值，格式为十进制数（00-99）。例如， 2012年的1月1日， 是 2011 年的 53 周。因此，年在 ISO 8601 中的周数在 2011 年，就算年已经是 2012年了。相似的，2012 年 12 月 31 日是 2013 年的第 1 周。所以，年的 ISO 周是 2013 年，就算年还是 2012 年。

%G ISO 周数的完整年，为十进制数。

%h 与 ‘%b’ 等同。

%H 十进制的小时（24 小时制，00-23）。

%I 十进制的小时（12 小时制，00-12）。

%j 一年中的天数的十进制数（001-366）。

%m 月份的十进制数（01-12）。

%M 分钟的十进制数（00-59）。

%n 换行符（ASCII LF）。

%p 与本地语言设置中 AM/PM 的等同，与 12 小时间制关联的表示法。

%r 本地语言设置中 12 小时制的时钟时间。（这在 “C” 语言设置中为 ‘%I:%M:%S %p’。）

%R 与 ‘%H:%M’ 等同。

%S 十进制的秒数（00-60）。

%t TAB 字符。

%T 与 ‘%H:%M:%S’ 等同。

%u 十进制的星期数（1-7）。星期一为1。

%U 一年中的十进制的周数（0-53，第一个星期日作为第一周的第一天）。

%V 一年中的十进制的周数（01-53，第一个星期一作为第一周的第一天）。确定周数的方法由 ISO 8601 中所指定的一样。（即：如果包含1月1日星期中有在新的一年中有4天，或者更多的天数，则就是算成一周，否则前一年就是53周，下一周就算成第一周。）

%w 十进制的星期几（0-6）。星期天是 0 天。

%W 一年的周数（00-53，第一个星期一作为第一周的第一天）。

%x 本地语言设置中 “恰当的” 日期表示。（对于 “C” 的语言设置则为 ‘%A %B %d %Y’。）

%X 本地语言设置中 “恰当的” 时间表示。（对于 “C” 的语言设置则为 ‘%T’。）

%y 年与 100 的模的十进制数（00-99）。

%Y 年的十进制全写（如 2015）。

%z 时区差，用 ‘+HHMM’ 格式表示（即格式需要产生 RFC822/RFC 1036 的日期头）。

%Z 时区名或者是其缩写，如果时区不能确定则没有字符。

%Ec %EC %Ex %EX %Ey %EY %Od %Oe %OH

%OI %Om %OM %OS %Ou %OU %OV %Ow %OW %Oy

在规范中只使用第二个字符的“替代表示”（‘%c’， ‘%C’，等等）。[[63]](#footnote-64)（这个设施是与 POSIX 的 date 工具兼容的。）

%% 字面的 ‘%’。

如果转换指定符不是上面所列之一，行为就是未定义的。[[64]](#footnote-65)

对于没有完全与标准兼容的系统，gawk 提供一个来自于 GNU C 库的 strftime() 的一个复本。它支持上面所列的所有格式指定符。如果那个版本用于编译 gawk（查看 ***，在第 419 页***），则下面的额外的格式指定符也可用：

%k 24 小时制的十进制小时（0-23）。一个位的数值会用空格进行填补。

%l 12 小时制的十进制小时（1-12）。一个位的数值会用空格进行填补。

%s 十进制的时间戳，从 epoch 开始的秒数。

另外，替代的表示可以被识别到，但是只使用它们的常规表示。

下面的例子是 POSIX date 工具的 awk 实现。正常情况下， date 工具以一种大家都了解的格式打印当前的日期与时间。但是，如果你提供了前面带 ‘+’ 的参数，date 则会复杂非格式指定符到标准输出中，并且按照串中所格式指定符来解释当前的时间。如：

**$ date ’+Today is %A， %B %d， %Y.’**

**-| Today is Monday， September 22， 2014.**

下面是 gawk 版本的 date 工具。它有一个壳为 “wrapper” 来处理 -u 选项，这个选项要求 date 运行时假设时区是 UTC：

**#! /bin/sh**

**#**

**# date --- approximate the POSIX 'date' command**

**case $1 in**

**-u) TZ=UTC0 # use UTC**

**export TZ**

**shift ;;**

**esac**

**gawk ’BEGIN {**

**format = PROCINFO["strftime"]**

**exitval = 0**

**if (ARGC > 2)**

**exitval = 1**

**else if (ARGC == 2) {**

**format = ARGV[1]**

**if (format ~ /^\+/)**

**format = substr(format， 2) # remove leading +**

**}**

**print strftime(format)**

**exit exitval**

**}’ "$@"**

### 9.1.6 位操作函数

*我可以向你解释，但是没办法帮你理解。*

*—Anonymous*

很多的语言提供了在两个整数之间执行位操作的能力。换句话说，操作在两个在操作数上的连续位对进行操作。三个常用的操作为按位 AND，OR 与 XOR。操作在下表中描述。

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 操作数 | AND | | OR | | XOR | |
| 0 | 1 | 0 | 1 | 0 | 1 |
| 0  1 | 0  0 | 0  1 | 0  1 | 1  1 | 0  1 | 1  0 |

Table 9.5: 位操作

如你所见， AND 操作的结果是只有当两个位都为1 时才为1。OR 的操作结果是当两个位有一个为1则为1。XOR 的操作结果是有一个位1则为1，而不是两个为1。下一个参数是“补”（取反），1 的补为 0，0 的被为 1。所以，这个操作 “翻转” 所给值的所有位。

最后，还有两个常用的操作将位从左或者从右进行平移。如，如果你有值串 ‘***10111001***’，然后你将它向右平移3位，最终得到的值为 ‘***00010111***’。[[65]](#footnote-66)如果你又用同样的值 ‘***10111001’***’ 进行左移三位，则得到 ‘***11001000***’。下面的列表中描述了 gawk 中内建的实现位操作的函数。可选的参数包含在方括号中（[]）：

***and(v1， v2 [， ...])***

返回参数的 AND 结果。至少有两个参数。

***compl(val)***

返回 val 的位“补”结果。

***lshift(val， count)***

返回 val 左移 count 位的值。

***or(v1， v2 [， ...])***

返回参数的 OR 结果。至少有两个参数。

***rshift(val， count)***

返回 val 右移 count 位的值。

***xor(v1， v2 [， ...])***

返回参数的 XOR 结果。至少有两个参数。

对所有这些函数，产生双精度的浮点数会被转换为最宽的 C 的无符号整数，然后再执行位操作。如果结果不能被 C 的 double 精确表示，其前导的非零位会一位位地移除，直到可以被精确表示。结果再转换加 double 类型。（如果你不理解这个转换图，也不要担心。）

这里是一个用户自定义的函数（查看 ， ***在第 204 页***），其中解释了这些函数的使用：

**# bits2str --- turn a byte into readable ones and zeros**

**function bits2str(bits， data， mask)**

**{**

**if (bits == 0)**

**return "0"**

**mask = 1**

**for (; bits != 0; bits = rshift(bits， 1))**

**data = (and(bits， mask) ? "1" : "0") data**

**while ((length(data) % 8) != 0)**

**data = "0" data**

**return data**

**}**

**BEGIN {**

**printf "123 = %s\n"， bits2str(123)**

**printf "0123 = %s\n"， bits2str(0123)**

**printf "0x99 = %s\n"， bits2str(0x99)**

**comp = compl(0x99)**

**printf "compl(0x99) = %#x = %s\n"， comp， bits2str(comp)**

**shift = lshift(0x99， 2)**

**printf "lshift(0x99， 2) = %#x = %s\n"， shift， bits2str(shift)**

**shift = rshift(0x99， 2)**

**printf "rshift(0x99， 2) = %#x = %s\n"， shift， bits2str(shift)**

**}**

当执行时，产生如下输出：

**$ gawk -f testbits.awk**

**-| 123 = 01111011**

**-| 0123 = 01010011**

**-| 0x99 = 10011001**

**-| compl(0x99) = 0xffffff66 = 11111111111111111111111101100110**

**-| lshift(0x99， 2) = 0x264 = 0000001001100100**

**-| rshift(0x99， 2) = 0x26 = 00100110**

**bits2*str()*** 函数将一个二进制数转换为字符串。给 mask 初始化为 1 来创建一个这样的二进制数据，其最右边的位被设置为 1。使用这个 mask，函数重复地检查最右边的位。将 mask 与值进行 AND 操作，可以显示出最右边的位是 1 还是0。如果是 1，就会在字串的前面连接一个 “1”，否则连接一个 “0”。值然后向右称 1 位，直到没有更多的 1 存在。

如果初始值为 0，它会简单地返回 “0”。否则最后，会将值进行填补以产生 8 位数量的整倍数。在现代的计算机中这是一种典型的处理。在 BEGIN 中的主代码规则显示了十进制与八进制数据的同一个值的不同（查看 ），然后展示了 ***compl()***， ***lshift()***， 与 ***rshift()*** 函数的结果。

### 9.1.7 获取类型信息

gawk 提供了一个函数来让你可以区分数组与标量变量。这在遍历数组之数组的每一个元素的时候是非常有用的（查看 ， ***在第 178 页***）。

***isarray(x)***

如果 x 是一个数组，则返回 true，否则返回 false。

isarray() 主要用在两种环境中。第一种是当遍历多维数组时，你可以测试某个元素是否是数组。第二个场景是在用户自定义函数中（还未讨论到，查看 ， ***在第 204 页***），用来测试参数是否为数组。

提示：在全局范围内使用 isarray() 来测试变量并没有含义。因为你就是写程序的人，你当然知道你的变量是不是数组，实际上，由于 gawk 的工具方式，如果你变量的名字在 isarray() 之前还没有用到，gawk 会将其转换成一个标量。

### 9.1.8 字串翻译函数

gawk 提供了一些设施用来国际化 awk 程序。这些包含了下面列表中描述的函数。这些的描述只是目的性的。查看 ，***， 在第 311 页***，来查看全部的说明。可选的参数放在方括号中（[]）：

***bindtextdomain(directory [， domain])***

设置目录，当不会或者不能定位到“标准”的位置时，gawk 会在这个目录里查找信息翻译文件（如在测试期间）。它返回绑定域的目录。

默认的域是 TEXTDOMAIN 的值。如果目录是一个空串（“”），则 ***bindtextdomain()*** 返回给定域的当前绑定。

***dcgettext(string [， domain [， category] ])***

返回在文本域 domain 中，对于本地语言设置 category 的串的翻译串。默认的域值是当前 TEXTDOMAIN 的值。category 的默认值是 “LC\_MESSAGE”。

***dcngettext(string1， string2， number [， domain [， category] ])***

返回在分类 category 的文本域 domain 中，用于进行 string1 与 string2 翻译的数目的复数形式。string1 是某个消息的英语单一变体，string2 同一个消息的英语复数形式。domain 的默认值就是 TEXTDOMAIN 的当前值。category 的默认值是 “LC\_MESSAGE”。

## 9.2 用户自定义函数

复杂的 awk 程序常常通过定义自己的函数来进行简化。用户自定义函数也可以像内置函数一样调用（查看 ， ***在第 133 页***），但是定义他们则是你的自由（即告诉 awk 你所要做的事情）。

### 9.2.1 函数定义语法

*说 awk 本地变量的定义语法惊人的糟糕是很公正的。*

*—Brian Kernighan*

函数的定义可以出现在 awk 程序规则之间的任何地方。所以，awk 程序的一般形式是被扩展为包含一系列的规则与用户自定义函数定义。没有必须将函数定义放在所有使用函数的地方之间。这是因为 awk 读取程序是在开始执行任何部份之间。

某个函数名为 name 的定义看起来如下：

**function name([parameter-list])**

**{**

**body-of-function**

**}**

在这里，name 是要定义函数的名字。有一个有效的函数名就像一个有效的变量名一关：一系列的字母、数字以及下划线，同时不以数字开头的序列。因此，只有 52 个大写跟小写的英文字母可以用于函数名。

parameter-list 是一个可选的函数参数，以及本地变量名的列表，通过逗号分隔。当函数被调用的时候，参数名用于在调用时传递的参数值。

函数不可以用两个相同名字的参数，也不可以与函数的名字同名。

注意：根据 POSIX 标准，函数参数不可以与特殊的预定义变量同名（查看 ， ***在第 155 页***），函数参数也不可以与另一个函数名同名。

并不是所有的 awk 版本都强制这些限制。gawk 总是强制第一条限制。在指定 --posix 选项时（查看 ， ***在第 35 页***），它也强制第二个限制。

如果被参考的地方需要一个字串值的时候，本变量表现像一个空串，如果参考到的地方需要一个数值的时候，就表现为 0。这与常规的变量在还没有被赋值时的表现一样。（要更多地理解本地变量，查看 ， ***在第 213 页***）

body-of-function 由 awk 的语句组成。这是定义的最重要的部分，因此它定义了函数实际要做的事情。参数名存在给了函数体与参数进行对话的方式，本地变量的存在可以使函数体来保存临时值。

参数名与本地变量名没有语法上的区别。相反，调用函数时提供的参数个数决定了有多少个参数变量。因此，如果给了三个参数值，parameter-list 中的头三个名字就是参数，而剩下的就是本地变量。

规则是这样的，如果参数的个数与所有的函数的所有调用都不一样，在 parameter-list 中的一些名字有时是参数，而在其他时间则是本地变量。另一个思考这个问题的方式是，被省略的参数的默认值为空串。通常情况下，当你写一个函数的时候，你知道你要使用的名字数，以基作为参数，而有相应的个数用来作本地变量。将一些额外的空格放在参数与本地变量之间可以很方便地来加以区分，这可以作为如何来使用函数的文档。

在函数体的执行过程中，参数与本地变量会被隐藏，或者遮盖掉，程序后面所有使用到的同名的变量。被遮盖掉的变量在函数定义中是不可访问的，因此没有方法在它们的名字被用于参数或者本地变量时进行命名。所以其他的在 awk 程序中使用的变量可以在函数体中被参考，或者设置。参数与本地变量只持续到函数体执行完成。只要函数体一完成，你就再一次可以访问那些在函数执行时被遮盖掉的变量。

函数体可以包含调用函数的表达式。他们甚至可以调用函数本身，直接地或者通过另一个函数来调用。当发生了这样的事情时，我们称函数是递归的。函数调用其本身的动作称为递归。

所有的内建函数返回一个值给它他的调用者。用户自定义函数也可以这么做，只需要使用 return 语句，它在 ， ***在第 212 页***，进行详细的描述。本节中后续的很多例子都使用 return 语句。

在很多的 awk 实现中，包括 gawk，关键词 function 可以简写为 func。（c.e.）。但是 POSIX 只指定了使用关键词 function。实际上有一些实践上的隐义。如果 gawk 是 POSIX 兼容模式（查看 ， ***在第 35 页***），则下面的语句不会定义一个函数：

**func *foo()* { a = sqrt($1) ; print a }**

相反，它定义了这样的一个规则：对每一个记录，连接变量 func 的值与函数 ‘foo’ 的返回值。如果结果字串是非空的，动作就会被执行。这可能不是所想要的。（awk 接收这样的输入为语法有效，因此函数可以在它们在 awk 程序中定义之前被调用。[[66]](#footnote-67)）

为了保证你的 awk 程序是可移植的，在定义函数时，总是使用关键字 function。

### 9.2.2 函数定义范例

下面是一个用户自定义函数的例子，函数名字叫 myprint()，该函数取得一个数值，并以指定的格式打印它：

**function myprint(num)**

**{**

**printf "%6.3g\n"， num**

**}**

为了解清楚，下面是一个使用 myprint() 函数的 awk 规则：

**$3 > 0 { myprint($3) }**

此程序用我们特定的格式打印所有输入中第三个域是正数的域。因此，当有下面的输入时：

**1.2 3.4 5.6 7.8**

**9.10 11.12 -13.14 15.16**

**17.18 19.20 21.22 23.24**

用我们的程序格式，则会打印：

**5.6**

**21.2**

下面这个函数删除数组中的所有元素（回忆一下额外的空格来标识本地变量列表）：

**function delarray(a， i)**

**{**

**for (i in a)**

**delete a[i]**

**}**

当与数组一起执行时，常常需要删除数组中的所有元素，并开始一个新的元素列表（查看 ， ***在第 175 页***）。为了不在每个要清除数组的地方都要重复地写这样的循环，你的程序就只调用 delarray()。（这保证了移植性。 ‘delete array’ 的使用用来删除整个数组是最新近[[67]](#footnote-68)才加入到 POSIX 标准中的。）

下面是一个递归函数的例子。它取一个字串作为输出参数，并返回逆序字串。递归函数必须有一个测试条件来停止递归。在这种情况下，在输入串为空时就结束递归：

**function rev(str)**

**{**

**if (str == "")**

**return ""**

**return (rev(substr(str， 2)) substr(str， 1， 1))**

**}**

如果这个函数在一个名字为 rev.awk 的文件中，我们可以这么来测试：

**$ echo "Don’t Panic!" |**

**> gawk -e ’{ print rev($0) }’ -f rev.awk**

**-| !cinaP t‘noD**

C 的 ctime() 函数输入一个时间戳，并返回一个用常用的形式格式化的字串。下面的例子使用内置函数 strftime()（查看 ， ***在第 197 页***）来创建一个 awk 版本的 ctime()。

**# ctime.awk**

**#**

**# awk version of C ctime(3) function**

**function ctime(ts， format)**

**{**

**format = "%a %b %e %H:%M:%S %Z %Y"**

**if (ts == 0)**

**ts = systime() # use current time as default**

**return strftime(format， ts)**

**}**

你可能认为 ctime() 可以使用 PROCINFO["strftime"] 来作为格式串。但那会是个错误，因为 ctime() 假设返回的是标准的格式，而用户级的代码可能已经更改了 PROCINFO["strftime"]。

### 9.2.3 调用用户自定义函数

调用一个函数会导致那个函数被执行。调用调用是一个表达式，其值就是函数返回的值。

#### 9.2.3.1 如何调用函数

函数调用包含函数名，后面再跟着在括号中的参数。awk 表达式就是用把参数写在函数调用中。每次调用执行时，这些表达式会先求值，然后值为成为实际的参数。例如，下面是一个用三个参数调用 foo() 函数例子（第一个参数是一个字串连接）：

**foo(x y， "lose"， 4 \* z)**

注意：在函数名了参数列表的开括号之间的空白（空格与 TABs）是不允许的。如果你不小心写了个空白在里面，awk 可能将你的意思理解成来连接一个变量与括号表达式的值。但是，最后它会注意到你使用了一个函数名，而不是一个变量名，因此会报一个错误。

#### 9.2.3.2 控制变量作用域

不像其他的很多语言，在 awk 没有办法使一个变量只在 {...} 块中有作用，但是你可以使一个变量成为一个函数的本地变量。这么做是一个很好的实践，在任何时候在函数中使用一个变量时，都将其置成本地变量。

为了使一个变量成为函数的本地变量，只需要简单地在实际的参数（查看 ， ***在第 204 页***）的后面声明就可以。看下面的例子，变量 i 是一个全局变量，即可以被 foo() 使用，也可以被 bar() 使用：

**function bar()**

**{**

**for (i = 0; i < 3; i++)**

**print "bar’s i=" i**

**}**

**function foo(j)**

**{**

**i = j + 1**

**print "foo’s i=" i**

**bar()**

**print "foo’s i=" i**

**}**

**BEGIN {**

**i = 10**

**print "top’s i=" i**

**foo(0)**

**print "top’s i=" i**

**}**

执行这个脚本，则会产生下面的输出，因为 i 在 foo() 函数与 bar() 函数中以及在最顶层都指向同一个变量实体：

**top’s i=10**

**foo’s i=1**

**bar’s i=0**

**bar’s i=1**

**bar’s i=2**

**foo’s i=3**

**top’s i=3**

如果你想 i 成为 foo() 与 bar() 的本地变量，近下面这么做（在 i 之前的额外空格是一种编码习惯，以用来表示 i 是一个本地变量，而不是一个参数）：

**function bar( i)**

**{**

**for (i = 0; i < 3; i++)**

**print "bar’s i=" i**

**}**

**function foo(j， i)**

**{**

**i = j + 1**

**print "foo’s i=" i**

**bar()**

**print "foo’s i=" i**

**}**

**BEGIN {**

**i = 10**

**print "top’s i=" i**

**foo(0)**

**print "top’s i=" i**

**}**

执行修正过的脚本产生如下输出：

**top’s i=10**

**foo’s i=1**

**bar’s i=0**

**bar’s i=1**

**bar’s i=2**

**foo’s i=1**

**top’s i=10**

除了标量（字吕与数值）外，你也可以有本地数组。通过将某个变量名用作数组，awk 就会将其当为数组，并且是函数的本地数组。另外，递归调用会创建新的数组。考虑下面的例子：

**function some\_func(p1， a)**

**{**

**if (p1++ > 3)**

**return**

**a[p1] = p1**

**some\_func(p1)**

**printf("At level %d， index %d %s found in a\n"，**

**p1， (p1 - 1)， (p1 - 1) in a ? "is" : "is not")**

**printf("At level %d， index %d %s found in a\n"，**

**p1， p1， p1 in a ? "is" : "is not")**

**print ""**

**}**

**BEGIN {**

**some\_func(1)**

**}**

当执行时，程序产生下面的输出：

**At level 4， index 3 is not found in a**

**At level 4， index 4 is found in a**

**At level 3， index 2 is not found in a**

**At level 3， index 3 is found in a**

**At level 2， index 1 is not found in a**

**At level 2， index 2 is found in a**

#### 9.2.3.3 函数变量中的传参与传引用

在 awk 中，当你声明一个函数，没有办法显式地声明参数是通过传值还是传引用。

相反，传递规范是在函数调用时根据下面的规则来动态确定的：如果参数是一个数组变量，则是通过传引用。否则，参数就是通过传值。

当调用参数对参数进行传值，意是是说，它给了参数一个复本。调用者使用变量来作用参数的表达式，但是被调用的函数却并不知道这回事——它只知道参数具有什么样的值。例如，如果你写了下面的代码：

**foo = "bar"**

**z = myfunc(foo)**

则你不要将 myfunc() 的参数想象为 “foo 变量”。相反，则应该将参数想为字串值 “bar”。如果函数 myfunc() 改变了它本地变量的值，它对于其他的变量没有任何影响。所以，如果 myfunc() 执行：

**function myfunc(str)**

**{**

**print str**

**str = "zzz"**

**print str**

**}**

来改变它的参数变量 str，它不会更改调用者 foo 的值。在调用 myfunc() 中 foo 的角色就在它的值（“bar”）被计算完后结束了。如果 str 也在 myfunc() 之外存在，则函数体不能更改外面的值，因为它已经在 myfunc() 执行时被遮盖掉了，不能从那个地方被 看到，也不能被改变。

但是，当调用函数传递的是一个数组时，就不会执行复制。相反，数组变量本身会被函数进行直接操作。这个在术语上一般叫作引用。在函数体内对于数组的更改在函数外部也是可见的。

提示：如果你看不到你所做的事情，在函数中改变数组参数会非常危险。如：

**function changeit(array， ind， nvalue)**

**{**

**array[ind] = nvalue**

**}**

**BEGIN {**

**a[1] = 1; a[2] = 2; a[3] = 3**

**changeit(a， 2， "two")**

**printf "a[1] = %s， a[2] = %s， a[3] = %s\n"，**

**a[1]， a[2]， a[3]**

**}**

会打印 ‘a[1] = 1， a[2] = two， a[3] = 3’，因为 changeit() 会将 “two” 存储到 a 的第二个元素中。

有一些 awk 实现可以让你调用还没有定义的函数。当程序实际上试图调用时，它只在运行时报告问题。如：

**BEGIN {**

**if (0)**

**foo()**

**else**

**bar()**

**}**

**function bar() { ... }**

**# note that ‘foo’ is not defined**

因为 if 语句决不会为 true，foo() 没有定义也不会是个真正的问题。但是，一般情况下，如果程序调用一个没有定义的函数确实是个问题。

如果指定了 --lint 参数（查看 ， ***在第 35 页***），gawk 会报告调用用了未定义的函数。

如果你在用户自定义函数中使用了 next 语句或者 nextfile 语句（查看 ，***在第 153 页***，以及 ， ***在第 154 页***），一些 awk 实现会产生一个运行时错误。gawk 则没有这个限制。

### 9.2.4 return 语句

如在之前的几个例子中所见到的，用户自定义的函数体内可以包含一个 return 语句。这个语句将控制返回到 awk 程序调用的地方。也可以用于返回一个值，以在 awk 程序的后面来使用。看来起其形式如下：

**return [expression]**

expression 的部分是可选的。极有可能是因为疏忽，POSIX 没有定义如果 expression 被省略的情况下该返回什么样的值。从技术上说，这会使返回的值是未定义的，因此也是不可预测的。但是在实践中，所有的 awk 版本都是简单地返回一个空串，在需要数值的上下文则为0。

return 语句中没有 expression 被假设为每一个函数定义的完成处。所以，如果控制到达了函数体的尾部，函数技术性地返回一个不可预测的值。在实践中，它返回一个空串。awk 在你使用这样的函数返回值是不会产生告警。

有时，你想写的函数你关注的是它所做的，而不是它所返回的。这样的函数与 C 、C++，或者 Java以及 Ada 中的过程中的 void 对应。所以，不返回任何值是恰当的，只需要简单地记住不要使用这些参数的返回值即可。

下面的例子是一个返回数组元素中最大的数值的用户自定义函数：

**function maxelt(vec， i， ret)**

**{**

**for (i in vec) {**

**if (ret == "" || vec[i] > ret)**

**ret = vec[i]**

**}**

**return ret**

**}**

你用一个参数来调用 maxelt()，这个参数是一个数组名。本地变量 i 以及 ret 都不是用来作参数的，没有什么可以阻止你传递多于一个参数到 maxelt() 中，但那会产生奇怪的结果。在参数列表中， i 之前额外的空格表示 i 与 ret 都是本地变量。你在定义函数时应该使用这些的习惯。

下面的程序会使用 maxelt() 函数。它装入一个数组，然后调用 maxelt() 然后报告数组中的最大元素：

**function maxelt(vec， i， ret)**

**{**

**for (i in vec) {**

**if (ret == "" || vec[i] > ret)**

**ret = vec[i]**

**}**

**return ret**

**}**

**# Load all fields of each record into nums.**

**{**

**for(i = 1; i <= NF; i++)**

**nums[NR， i] = $i**

**}**

**END {**

**print maxelt(nums)**

**}**

如果有下面的输入：

**1 5 23 8 16**

**44 3 5 2 8 26**

**256 291 1396 2962 100**

**-6 467 998 1101**

**99385 11 0 225**

则程序报告（可预测的）99385 是数组中最大的值。

### 9.2.5 函数与其在变量类型上的影响

awk 是一种非常随意的语言。awk 有可能办法告诉你一个标识符是一个标量变量还是一个数组，直到运行时才会知道。这是一个用来说明的例子程序：

**function foo(a)**

**{**

**a[1] = 1 # parameter is an array**

**}**

**BEGIN {**

**b = 1**

**foo(b) # invalid: fatal type mismatch**

**foo(x) # x uninitialized， becomes an array dynamically**

**x = 1 # now not allowed， runtime error**

**}**

在这个例子中，第一次调用 foo() 会产生一个致命错误，所以 awk 不会报告第二个错误。如果你将这个调用注释掉，则 awk 会报第二个错误。

一般来说，这种事不是什么大问题，但是值得注意。

## 9.3 间接函数调用

这一节描述了一种高级的，特定于 gawk 的扩展。

经常的，你希望在直接运行时才确定你要调用的函数。例如，你有不同类型的记录，每一个都要有不同的处理方式。

正常情况下，你不得不用一系列的 if-else 语句来决定要调用哪一个函数。通过使用间接函数调用，你可以指定函数的名字为一个字串，然后来再调用函数。让我们来看下一例子：

假设你有一个文件，里面有你的选择的课程的测试成绩，并且你希望取得这些成绩的总合与平均值。第一个域是一个课程名。后面的域是函数调用要处理的数组，直到一个域标识 “data:” 为止，在标识后面到记录的末尾，都是一系列的测试成绩。

这里最开始的文件：

**Biology\_101 sum average data: 87.0 92.4 78.5 94.9**

**Chemistry\_305 sum average data: 75.2 98.3 94.7 88.2**

**English\_401 sum average data: 100.0 95.6 87.1 93.4**

为了处理数据，你可能开始这么写：

**{**

**class = $1**

**for (i = 2; $i != "data:"; i++) {**

**if ($i == "sum")**

**sum() # processes the whole record**

**else if ($i == "average")**

**average()**

**... # and so on**

**}**

**}**

这样风格的程序也可以，但是看起来有点别扭。通过间接函数调用，你告诉 gawk 使用函数名称变量的值作为函数来调用。

语法非常类似于常规的函数调用：一个标识符，后面跟着一个开括号，所有的参数，然后是一个闭括号，加上一个前导的 @ 符号：

**the\_func = "sum"**

**result = @the\_func() # calls the sum() function**

这是处理前所示的数据的完整程序，使用的是间接函数调用：

**# indirectcall.awk --- Demonstrate indirect function calls**

**# average --- return the average of the values in fields $first - $last**

**function average(first， last， sum， i)**

**{**

**sum = 0;**

**for (i = first; i <= last; i++)**

**sum += $i**

**return sum / (last - first + 1)**

**}**

**# sum --- return the sum of the values in fields $first - $last**

**function sum(first， last， ret， i)**

**{**

**ret = 0;**

**for (i = first; i <= last; i++)**

**ret += $i**

**return ret**

**}**

这两个函数期望是工作于域，因此，第一个与最后一个参数表示域处理的开始与结束。否则，它们执行是期望的计算但不正确：

**# For each record， print the class name and the requested statistics**

**{**

**class\_name = $1**

**gsub(/\_/， " "， class\_name) # Replace \_ with spaces**

**# find start**

**for (i = 1; i <= NF; i++) {**

**if ($i == "data:") {**

**start = i + 1**

**break**

**}**

**}**

**printf("%s:\n"， class\_name)**

**for (i = 2; $i != "data:"; i++) {**

**the\_function = $i**

**printf("\t%s: <%s>\n"， $i， @the\_function(start， NF) "")**

**}**

**print ""**

**}**

这是处理每个记录的主过程。它打印课程名（将下划线替换成空格）。然后查找实际数据的开始，并将它保存在 start 中。代码的最后一部分是循环每一个函数名（从 $2 到 “data:” 标识），调用域所表示的名字。间接调用函数将其作为 printf 函数的一个参数。（printf 的格式串使用 “%s” 作为格式指定符，所以我们可以使用返回字串的函数，当然也包括数值。注意从间接调用返回的结果与空串进行合并，是为将其强制转换为字串值。）

这是执行程序的结果：

**$ gawk -f indirectcall.awk class\_data1**

**-| Biology 101:**

**-| sum: <352.8>**

**-| average: <88.2>**

**-|**

**-| Chemistry 305:**

**-| sum: <356.4>**

**-| average: <89.1>**

**-|**

**-| English 401:**

**-| sum: <376.1>**

**-| average: <94.025>**

可以使用间接函数调用的能力比初看起来要强大得多。C 与 C++ 语言提供了“函数指针”，那也是一个在执行时选择调用函数的机制。这个能力用得最多的是 C qsort() 函数，该函数使用有名的快速排序（查看 Wikipedia 的文档来了解更多的信息）算法来对数组进行排序。为了使用这个函数，你需要指定一个用于比较的函数指针。这个机制可以使用对任意以及任何方式对数据进行排序。

我们用 gawk 也可以做同样的事情，如：

**# quicksort.awk --- Quicksort algorithm， with user-supplied**

**# comparison function**

**# quicksort --- C.A.R. Hoare’s quicksort algorithm. See Wikipedia**

**# or almost any algorithms or computer science text.**

**function quicksort(data， left， right， less\_than， i， last)**

**{**

**if (left >= right) # do nothing if array contains fewer**

**return # than two elements**

**quicksort\_swap(data， left， int((left + right) / 2))**

**last = left**

**for (i = left + 1; i <= right; i++)**

**if (@less\_than(data[i]， data[left]))**

**quicksort\_swap(data， ++last， i)**

**quicksort\_swap(data， left， last)**

**quicksort(data， left， last - 1， less\_than)**

**quicksort(data， last + 1， right， less\_than)**

**}**

**# quicksort\_swap --- helper function for quicksort， should really be inline**

**function quicksort\_swap(data， i， j， temp)**

**{**

**temp = data[i]**

**data[i] = data[j]**

**data[j] = temp**

**}**

***quicksort()*** 函数接收数据数组，以及要进行排序的开始与结束下标（left 与 right），以及执行 “less than” 比较的函数名。之后实现 quicksort 算法。

为使用这个排序函数，我们再回到之前的例子。第一件事情就是要写一个比较函数：

**# num\_lt --- do a numeric less than comparison**

**function num\_lt(left， right)**

**{**

**return ((left + 0) < (right + 0))**

**}**

**# num\_ge --- do a numeric greater than or equal to comparison**

**function num\_ge(left， right)**

**{**

**return ((left + 0) >= (right + 0))**

**}**

num\_ge() 函数在执行降序排序时需要，当执行 “less than” 的测试时，其执行的刚才是相反的（即大于或者等于），这会产生一个降序。

下面则是排序函数。这是一个参数化了 starting 与 ending 域数值与比较函数的函数。它创建有 data 数组并调用 quicksort() 函数。然后将结果作为一个字串输出：

**# do\_sort --- sort the data according to ‘compare’**

**# and return it as a string**

**function do\_sort(first， last， compare， data， i， retval)**

**{**

**delete data**

**for (i = 1; first <= last; first++) {**

**data[i] = $first**

**i++**

**}**

**quicksort(data， 1， i-1， compare)**

**retval = data[1]**

**for (i = 2; i in data; i++)**

**retval = retval "" data[i]**

**return retval**

**}**

最后，两个排序函数调用 do\_sort()，并将两个比较函数名传递进去：

**# sort --- sort the data in ascending order and return it as a string**

**function sort(first， last)**

**{**

**return do\_sort(first， last， "num\_lt")**

**}**

**# rsort --- sort the data in descending order and return it as a string**

**function rsort(first， last)**

**{**

**return do\_sort(first， last， "num\_ge")**

**}**

这是数据文件的扩展版本：

**Biology\_101 sum average sort rsort data: 87.0 92.4 78.5 94.9**

**Chemistry\_305 sum average sort rsort data: 75.2 98.3 94.7 88.2**

**English\_401 sum average sort rsort data: 100.0 95.6 87.1 93.4**

最后，这是增强过的程序的运行结果：

**$ gawk -f quicksort.awk -f indirectcall.awk class\_data2**

**-| Biology 101:**

**-| sum: <352.8>**

**-| average: <88.2>**

**-| sort: <78.5 87.0 92.4 94.9>**

**-| rsort: <94.9 92.4 87.0 78.5>**

**-|**

**-| Chemistry 305:**

**-| sum: <356.4>**

**-| average: <89.1>**

**-| sort: <75.2 88.2 94.7 98.3>**

**-| rsort: <98.3 94.7 88.2 75.2>**

**-|**

**-| English 401:**

**-| sum: <376.1>**

**-| average: <94.025>**

**-| sort: <87.1 93.4 95.6 100.0>**

**-| rsort: <100.0 95.6 93.4 87.1>**

另一个使用间接函数非常有用的地方可以在处理数组的地方找到。这在 ， ***在第 249 页***，中有描述。

要记住，在调用间接函数之前，必须在其前面放置一个 ‘@’ 符号。

从 4.1.2 版本开始，gawk 间接调用也可以用于内置函数以及扩展函数（查看 ***，在第 221 页***）。他们在使用间接调用内置函数时有一些限制，如下：

* 通过间接调用，你不可以传递正则表达式常量到一个内置函数中。[[68]](#footnote-69)这同时也适用于 sub()， gsub()， gensub()， match()， split() 与 patsplit() 函数。
* 如果调用 sub() 或者 gsub()，你只可以传递两个参数，因为这些函数通常会更改它它们的第三个参数。这表示 $0 会被改变。

gawk 会尽力地使间接函数调用非常高效。如，在下面的例子中：

**for (i = 1; i <= n; i++)**

**@the\_*func()***

gawk 实际上只查找一次要调用的函数。

## 9.4 总结

* awk 提供了内置函数，也可以让你自己定义函数。
* POSIX awk 提供了三种内置函数：数值，字串与 I/O。gawk 提供了对数组排序的函数，处理时间的函数，执行位操作的函数，确定变量类型的函数（数组还是标量），与国际化与本地化的函数。gawk 也提供了标准函数的扩展，典型的是针对额外参数的形式。
* 函数接收 0 个或者更多的参数，并返回一个值。提供参数值的表达式在函数调用前会首先全部求值。求值的顺序是未定义的。返回值可以被忽略。
* sub() 与 gsub() 函数对于反斜杠的处理有点复杂。在 gawk 的 gensub() 函数中则更直接一点，但是使用这个函数也需要注意。
* 用户定义的函数提供了很重要的能力，但是其语法确并不优雅。在函数调用时，在函数名与参数列表的开括号之间不可以有空格。也没有提供本地变量，所以习惯是添加额外的参数，并用空格可视化地将它们与参数列表分开。
* 用户自定义函数可以调用其他的用户自定义函数（以及内置函数），也可以递归地调用它们自己。函数参数会“隐藏”任何的同名的全局参数。你不可以使用保留的变量（如 ARGC）来作为自定义函数的参数名字。
* 标量值是通过传值方式传递到用户自定义函数的。数组参数则是通过传引用，函数对于数组的任何改变都会在函数返回之后可见。
* 使用 return 语言来从用户自定义函数中返回。可选的表达式成为函数的返回值。函数只可以返回标量值。
* 如果传递到用户自定义函数中的变量从来没有被使用过，那么函数如何来看待这个变量：要么是标题要么是数组。
* gawk 使用特殊语法，提供了间接函数调用。通过将某个变量的值设置成函数名，你可以在运行时确定在想说点要调用的函数。这个与 C 跟 C++ 中的函数指针等同。

**Part II:**

用 ***awk*** 来解决问题

# 第十章 awk 函数库

在 ，***在第 204 页***，描述了如何来写你自己的 awk 函数。写函数是很重要的，因为它可以让你将算法与程序任务封闭在一个单独的地方。同时，它也简化编程，使得程序开发更有可管理性，更可读。

Brian Kernighan 与 P.J. Plauger 在他们 1976 年的书，《Software Tools》[[69]](#footnote-70)中写到：

好的编程不是从一般性来学习，而是通过运用常识与编程实践，看程序如何能够写得清晰，易读，易维护与修改，可被人工程化，高效与可靠。仔细学习与模拟好的编程可以写得更好。

实际上，他们觉得这些思想是如何重要，以致于它们将这个表述放在书的封面上。由于我们强烈地认为这个表述是无此正确的，所在在这章中与 ***， 在第 253 页***，提供了大小合适的代码来让你学习，我们希望你能从中学到什么。

这一章呈现了 awk 中有很有用的函数库。很多后面的例子代码都使用这些函数。这里呈现的函数从简单到复杂进行变化。

在 ，***在第 281 页***，中提交了一个程序，你可以用来从这些例子库函数中提取源代码，以及从本书的 Texinfo 源代码中提出程序。（这已经作为 gawk 发行版本的一部份完成了。）

如果你写了一些有用的，通用目的的 awk 程序，并且想将它们贡献给 awk 社区，查看 ， ***在第 16 页***，来获取更多的信息。

这一章以及 ***， 在第 253 页***，中的程序，可以自由地使用 gawk 特有的特性。为不同的 awk 实现重写这些程序也相当地直接：

* 区别错误信息并发送到 /dev/stderr。如果你的系统中没有 /dev/stderr，或者你无法使用 gawk，则使用 ‘| "cat 1>&2"’ 而不是 ‘>"/dev/stderr"’。
* 有很多的程序中使用 nextfile （查看 ）来路过任意剩下的输入文件的输入。
* 最后，某些程序选择忽略输入中的大小写。它们是通过将 IGNORECASE 赋值为 1 来实现的。你可以得到几乎相同的效果，[[70]](#footnote-71)只要将下面的规则加到程序的开始：

**# ignore case**

**{ $0 = tolower($0) }**

同时，确定所有的正则表达式以及用在比较中的字串常量全都是小写字母。

## 10.1 命名函数库的全局变量

由于 awk 语言的演化方案，变量要么是全局的（可以在整个程序中使用），要么是本地的（只在特定的函数中使用）。没有与 C 中的静态变量类似的中间状态。

库函数常常需要有全局变量来保存在调用函数之间的状态信息——比如，getopt() 的变量 \_opti (查看 ， ***在第 237 页***）。这样的变量称为私有变量，因为在库中使用它们的函数只有一个。

当写一个库函数的时候，你应该要尝试选择你自己的私有变量的名字，这样不会与其他的库函数或者用户主程序所使用的变量冲突。如像名字 i 或者 j 就不是好的选择，因此用户程序常常使用这些类似的名字来用任自己的目的。

在本章中呈现的例子代码中，所有私有变量的名字都以下划线开始（‘\_’）。用户一般来说不会使用前导的下划线来命名变量，所以这样的惯例立即降低了变量名字偶然与用户程序冲突的机率。

另外，有几个库函数还使用相应的前缀，用来指示什么样的函数或者函数集来使用变量——如，在用户数据库例程中的 \_pw\_byname() （查看 ， ***在第 242 页***）。这样的惯例我们是推荐的，因为这更进一步降低了不小心的变量名字冲突机率。要注意，这样的惯例也可用于变量名与私有函数名。[[71]](#footnote-72)

在函数命名上还有最后一个提示，如果函数使全局变量可被主程序使用，那么惯例上需要以一个大写字母来开始变量的名字——如 getopt() 的 Opterr 与 Optind 变量（查看 ， ***在第 237 页***）。前导的大写字母表示这是一个全局变量，而变量的名字不全是大写字母则是表示变量不是 awk 预定义的变量，比如 FS。

在库中的函数的所有变量实际上不用于存储状态的变量都声明为本地变量也非常重要。[[72]](#footnote-73)如果不是这么做的，变量有可能偶然在用户程序中使用，从而导致非常难以追踪的 Bug。

**function lib\_func(x， y， l1， l2)**

**{**

**...**

**# some\_var should be local but by oversight is not**

**use variable some\_var**

**...**

**}**

在 Tcl 社区中也有相同的问题，但是使用不同的惯例，即用单一的关联数组来存储库函数或者“包”所使用的值。这更进一步地降低了实际全局使用的变量的数目。例如，在 ，***在第 242 页***，中描述的函数，已经使用数组元素 PW\_data["inited"]，PW\_data["total"]，PW\_data["count"]， 与 PW\_data["awklib"]，而不是使用 \_pw\_inited， \_pw\_awklib， \_pw\_total， 与 \_pw\_count。

这章中所呈现的惯例就是：约定俗成。但你不需要按这种方式来写你的程序——我们只是建议你这么做。

## 10.2 通用编程

这一章中呈现了在通用编程中使用到的几个函数。

### 10.2.1 将数值转换成字串

***strtonum()*** 函数（查看 ， ***在第 184 页***）是一个 gawk 扩展。下面的函数提供了 awk 中另一个版本的实现：

**# mystrtonum --- convert string to number**

**function mystrtonum(str， ret， n， i， k， c)**

**{**

**if (str ~ /^0[0-7]\*$/) {**

**# octal**

**n = length(str)**

**ret = 0**

**for (i = 1; i <= n; i++) {**

**c = substr(str， i， 1)**

**# index() returns 0 if c not in string，**

**# includes c == "0"**

**k = index("1234567"， c)**

**ret = ret \* 8 + k**

**}**

**} else if (str ~ /^0[xX][[:xdigit:]]+$/) {**

**# hexadecimal**

**str = substr(str， 3) # lop off leading 0x**

**n = length(str)**

**ret = 0**

**for (i = 1; i <= n; i++) {**

**c = substr(str， i， 1)**

**c = tolower(c)**

**# index() returns 0 if c not in string，**

**# includes c == "0"**

**k = index("123456789abcdef"， c)**

**ret = ret \* 16 + k**

**}**

**} else if (str ~ \**

**/^[-+]?([0-9]+([.][0-9]\*([Ee][0-9]+)?)?|([.][0-9]+([Ee][-+]?[0-9]+)?))$/) {**

**# decimal number， possibly floating point**

**ret = str + 0**

**} else**

**ret = "NOT-A-NUMBER"**

**return ret**

**}**

**# BEGIN { # gawk test harness**

**# a[1] = "25"**

**# a[2] = ".31"**

**# a[3] = "0123"**

**# a[4] = "0xdeadBEEF"**

**# a[5] = "123.45"**

**# a[6] = "1.e3"**

**# a[7] = "1.32"**

**# a[8] = "1.32E2"**

**#**

**# for (i = 1; i in a; i++)**

**# print a[i]， strtonum(a[i])， mystrtonum(a[i])**

**# }**

函数首先找 C 风格的八进制数（以8为底）。如果输出串匹配一个描述八进制的正则表达式，则 mystrtonum() 迭代在串中的每一个字符。它将 k 设置成当前八进制数在 “1234567” 中的索引。返回值要么是与数字相同的值，或者在不存在这个字符时返回 0。那就是真正的 ‘0’。这是安全的，因为在 if 中的正则表达式保证了只有八进制才会进行转换。

相同的逻辑也可以应用到转换十六进制的代码中，这些值以 ‘0x’ 或者 ‘0X’ 开头。使用 tolower() 可以简化查找每个十六进制位数字的计算。

最后，如果字串匹配（相当复杂的）常规十进制或者浮点数的正则表达式，则 ‘ret = str + 0’ 的计算可以让 awk 将这个值转换成一个数。

被注释掉的是测试程序，所以函数可以用 gawk 来测试，并且结果可以用来与内置的 strtonum() 函数结果来比较。

### 10.2.2 断言

当写一个很大的程序的时候，常常了解一些条件或者某集合的条件为 true 是很有用的。在执行特定计算之前，你要写一条语句你确信条件成立。这样的语句被称为断言。C 语言提供了 <assert.h> 头文件以及相应的 assert() 宏，这样程序可以用它来作断言。如果断言失败，assert() 宏会打印一些诊断信息以描述条件应该为 true，但实际上不是，然后杀死程序。在 C 语言中，像这样来使用 assert()：

**#include <assert.h>**

**int myfunc(int a， double b)**

**{**

**assert(a <= 5 && b >= 17.1);**

**...**

**}**

如果断言失败，程序打印像下面这样的信息：

**prog.c:5: assertion failed: a <= 5 && b >= 17.1**

C 语言可以使条件转换为字串，并在打印诊断信息里使用。但在 awk 中却不可能，所以 assert() 函数也需要一个测试条件的字串版本。下面则是字串函数：

**# assert --- assert that a condition is true. Otherwise， exit.**

**function assert(condition， string)**

**{**

**if (! condition) {**

**printf("%s:%d: assertion failed: %s\n"，**

**FILENAME， FNR， string) >"/dev/stderr"**

**\_assert\_exit = 1**

**exit 1**

**}**

**}**

**END {**

**if (\_assert\_exit)**

**exit 1**

**}**

assert () 函数测试条件参数。如果失败，则打印一个信息到标准输出，并使用 string 参数来描述失败的条件。然后它将变量 \_assert\_exit 设置成 1，并执行 exit 语句。exit 语句会跳到 END 规则中来执行。如果 END 规则发现 \_assert\_exit 为 true，就会立即出出。

在 END 规则中测试的目的是要保证任意的其他 END 规则不被执行。当断言失败，程序应该立即退出。如果断言通过，则 \_assert\_exit 则依然是 false，当 END 规则执行时，程序的其他的 END 规则则也会被执行。为了使这一切都正确执行，assert.awk 必须成为 awk 读取的第一个源代码文件。函数可以通过下面的方式被使用：

**function myfunc(a， b)**

**{**

**assert(a <= 5 && b >= 17.1， "a <= 5 && b >= 17.1")**

**...**

**}**

如果断言失败，你可以看到如下的信息：

**mydata:1357: assertion failed: a <= 5 && b >= 17.1**

这个版本的 assert() 有一个小问题。一个 END 规则会自动加到调用 assert() 函数的程序中。正常情况下，如果程序由 BEGIN 规则组成，输入文件与/或者标准输入不会被读取。但是，现在程序有一个 END 规则，awk 会尝试读取输入文件的数据或者标准输入的数据（查看 ， ***在第 141 页***），很有可能导致程序挂起，因引它可能会一直等待输入。

有一个很简单的解决方法：确保这这样的 BEGIN 规则总是用一个 exit 语句来结束。

### 10.2.3 数值舍入舍出

printf 与 sprintf 的工作方式（查看 ）执行的舍入舍出常常依赖于系统的 C 函数 sprintf 例程。在很多的机器上， sprintf 舍入舍出是没有偏向的，即是说，它并不总是把 0.5 向上舍入，这与很自然的预期相反。在没有偏向的舍入舍出中。.5 会偶数舍入舍出，而并不总是舍入，所以，1.5 舍入为 2，而 4.5 则舍出为 4。这就是说，如果你使用一个不舍入舍出的格式（比如 "%.0f"），你应该检查你的系统所执行的结果。下面的函数总是执行传输的舍入舍出，如果你的 awk 的 printf 执行的是没有偏向的舍入舍出，则可能很有用。

**# round.awk --- do normal rounding**

**function round(x， ival， aval， fraction)**

**{**

**ival = int(x) # integer part， int() truncates**

**# see if fractional part**

**if (ival == x) # no fraction**

**return ival # ensure no decimals**

**if (x < 0) {**

**aval = -x # absolute value**

**ival = int(aval)**

**fraction = aval - ival**

**if (fraction >= .5)**

**return int(x) - 1 # -2.5 --> -3**

**else**

**return int(x) # -2.3 --> -2**

**} else {**

**fraction = x - ival**

**if (fraction >= .5)**

**return ival + 1**

**else**

**return ival**

**}**

**}**

**# test harness**

**# { print $0， round($0) }**

### 10.2.4 Cliff 随机数生成器

Cliff 随机数产生器是一个非常简单的随机为数生成器，即“通过无结构显示来为随机性传递噪声球测试”。他很容易编程，不到 10 行的 awk 代码就可以完成：

**# cliff\_rand.awk --- generate Cliff random numbers**

**BEGIN { \_cliff\_seed = 0.1 }**

**function cliff\_rand()**

**{**

**\_cliff\_seed = (100 \* log(\_cliff\_seed)) % 1**

**if (\_cliff\_seed < 0)**

**\_cliff\_seed = - \_cliff\_seed**

**return \_cliff\_seed**

**}**

算法需要一个初始的种子值，为 0.1。每个新值都使用当前的种子的作为输出来进行计算。如果内置 rand() 函数（查看 ， ***在第 183 页***） 不够随机，你可以使用这个函数来代替。

### 10.2.5 在字符与数值之间变换

一个商业版本的 awk 实现提供了内置的函数 ord()，输入一个字符，然后返回那个字符在机器的字符集中的数值值。如果传递到 ord() 函数为字串，则会有多个字符，但是只有第一个字符被转换。这个函数相反的函数则为 chr()（来自由 Pascal 同名函数），它输入一个数值，然后返回相应的字符。这两个函数在 awk 中都可以很容易实现，因此没有真实的理由要将他们构建进行 awk 解析器：

**# ord.awk --- do ord and chr**

**# Global identifiers:**

**# \_ord\_: numerical values indexed by characters**

**# \_ord\_init: function to initialize \_ord\_**

**BEGIN { \_ord\_init() }**

**function \_ord\_init( low， high， i， t)**

**{**

**low = sprintf("%c"， 7) # BEL is ascii 7**

**if (low == "\a") { # regular ascii**

**low = 0**

**high = 127**

**} else if (sprintf("%c"， 128 + 7) == "\a") {**

**# ascii， mark parity**

**low = 128**

**high = 255**

**} else { # ebcdic(!)**

**low = 0**

**high = 255**

**}**

**for (i = low; i <= high; i++) {**

**t = sprintf("%c"， i)**

**\_ord\_[t] = i**

**}**

**}**

被 \_ord\_init() 所使用的数值需要一些解释。今天所使用的最重要的字符集就是 ASCII。[[73]](#footnote-74)尽管 8 位的字节可以表示 256 个不同的值（从 0 到 255），ASCII 只定义了从 0 到 127 之间的字符。[[74]](#footnote-75)在很久的过去，至少有一个迷你计算机厂商使用 ASCII，但是带一个校验位，即字节的最高位总是 1。这表示，在这样的系统中，字符的值是从 128 到 255。最后，很多的大型机使用 EBCDIC 字符集。这个集中使用所有的 256 个字符。在一些旧系统中也使用其他的字符集，但是没有必须为此操心了。

**function ord(str， c)**

**{**

**# only first character is of interest**

**c = substr(str， 1， 1)**

**return \_ord\_[c]**

**}**

**function chr(c)**

**{**

**# force c to be numeric by adding 0**

**return sprintf("%c"， c + 0)**

**}**

**#### test code ####**

**# BEGIN {**

**# for (;;) {**

**# printf("enter a character: ")**

**# if (getline var <= 0)**

**# break**

**# printf("ord(%s) = %d\n"， var， ord(var))**

**# }**

**# }**

这个函数的一个明显改进是将 \_ord\_init() 函数的代码移到了 BEGIN 规则中。这么做的最初目的是为了开发的方便。

### 10.2.6 将数组合并成字串

当处理字串时，可以将数组的所有字串连接为一个长的字串常常很有用。下面的 join() 函数来做这样的工作。它在后面的几个应用程序中被使用到（查看 ***， 在第 253 页***）。

好的函数设计是很重要的，这个函数应该是通用的，但是它也应该有一个合理的默认行为。这个函数合用一个数组以及要合并的开始与结束索引，作为参数。它假设数组的索引是数值的——这是合理的假充，因此数组有可能使用 split() 函数创建的（查看 ， ***在第 184 页***）：

**# join.awk --- join an array into a string**

**function join(array， start， end， sep， result， i)**

**{**

**if (sep == "")**

**sep = ""**

**else if (sep == SUBSEP) # magic value**

**sep = ""**

**result = array[start]**

**for (i = start + 1; i <= end; i++)**

**result = result sep array[i]**

**return result**

**}**

一个可选的参数是用来连接字串的分隔符。如果调用者提供了非空的值，join() 则使用它，如果没有提供，其值则为空值。在这种情况下，join() 使用一个空格来作为默认的字串分隔符。如果值与 SUBSEP 的值相同，则 join() 会在连接的字串中不使用分隔符。SUBSEP 作为一个“魔法”值来指示不要在字串组件之间使用分隔符。[[75]](#footnote-76)

### 10.2.7 管理时间

在 ，***在第 197 页***，描述的 systime() 与 strftime() 函数，提供了最小的功能需求来处理人可读形式的时间处理。尽管 strftime() 是扩展的，格式控制不容易记住，或者在读程序时意思不这么明显。

下面的函数 getlocaltime() 使用用户提供的预定义时间格式信息数组。它返回一个与 date 工具产生一样的的时间格式的字串：

**# getlocaltime.awk --- get the time of day in a usable format**

**# Returns a string in the format of output of date(1)**

**# Populates the array argument time with individual values:**

**# time["second"] -- seconds (0 - 59)**

**# time["minute"] -- minutes (0 - 59)**

**# time["hour"] -- hours (0 - 23)**

**# time["althour"] -- hours (0 - 12)**

**# time["monthday"] -- day of month (1 - 31)**

**# time["month"] -- month of year (1 - 12)**

**# time["monthname"] -- name of the month**

**# time["shortmonth"] -- short name of the month**

**# time["year"] -- year modulo 100 (0 - 99)**

**# time["fullyear"] -- full year**

**# time["weekday"] -- day of week (Sunday = 0)**

**# time["altweekday"] -- day of week (Monday = 0)**

**# time["dayname"] -- name of weekday**

**# time["shortdayname"] -- short name of weekday**

**# time["yearday"] -- day of year (0 - 365)**

**# time["timezone"] -- abbreviation of timezone name**

**# time["ampm"] -- AM or PM designation**

**# time["weeknum"] -- week number， Sunday first day**

**# time["altweeknum"] -- week number， Monday first day**

**function getlocaltime(time， ret， now， i)**

**{**

**# get time once， avoids unnecessary system calls**

**now = systime()**

**# return date(1)-style output**

**ret = strftime("%a %b %e %H:%M:%S %Z %Y"， now)**

**# clear out target array**

**delete time**

**# fill in values， force numeric values to be**

**# numeric by adding 0**

**time["second"] = strftime("%S"， now) + 0**

**time["minute"] = strftime("%M"， now) + 0**

**time["hour"] = strftime("%H"， now) + 0**

**time["althour"] = strftime("%I"， now) + 0**

**time["monthday"] = strftime("%d"， now) + 0**

**time["month"] = strftime("%m"， now) + 0**

**time["monthname"] = strftime("%B"， now)**

**time["shortmonth"] = strftime("%b"， now)**

**time["year"] = strftime("%y"， now) + 0**

**time["fullyear"] = strftime("%Y"， now) + 0**

**time["weekday"] = strftime("%w"， now) + 0**

**time["altweekday"] = strftime("%u"， now) + 0**

**time["dayname"] = strftime("%A"， now)**

**time["shortdayname"] = strftime("%a"， now)**

**time["yearday"] = strftime("%j"， now) + 0**

**time["timezone"] = strftime("%Z"， now)**

**time["ampm"] = strftime("%p"， now)**

**time["weeknum"] = strftime("%U"， now) + 0**

**time["altweeknum"] = strftime("%W"， now) + 0**

**return ret**

**}**

这些字串下标很容易使用并比 strftime() 所使用的一系列的格式要容易。在 ，***在第 273 页***，呈现的 alarm 程序，使用了这个函数。getlocaltime() 函数更通用的设计可以允许用户提供一个可选的时间戳值，而不是仅使用当前时间。

### 10.2.8 一次读取整个文件

如果将整个文件的内容都放在内存中作为一个字串经常很有用。一个直接的，但是比较幼稚的方法可能如下：

**function readfile(file， tmp， contents)**

**{**

**if ((getline tmp < file) < 0)**

**return**

**contents = tmp**

**while (getline tmp < file) > 0)**

**contents = contents RT tmp**

**close(file)**

**return contents**

**}**

这个函数一次读取一个记录，然后用文件的内容来构建本地变量 contents。这有用，但是不够高效。

下面的函数，使用由 Denis Shirokov 提的建议，来一次读取指定名字的文件内容：

**# readfile.awk --- read an entire file at once**

**function readfile(file， tmp， save\_rs)**

**{**

**save\_rs = RS**

**RS = "^$"**

**getline tmp < file**

**close(file)**

**RS = save\_rs**

**return tmp**

**}**

通过将 RS 设置成 ‘^$’，即一个一定不会匹配文件内容的正则表达式。gawk 从文件中读取内容到 tmp 中，并尝试匹配 RS。每次读后的匹配都失败，但很匹配失败很快，这样 gawk 将 tmp 的内容用文件的内容来进行填充。（查看 ，***在第 63 页***，来获取 RT 与 RS 的信息）

如果文件为空，则返回值为空串。所以，调用代码可以使用这样的代码：

**contents = readfile("/some/path")**

**if (length(contents) == 0)**

**# file was empty ...**

这里测试结果看其是否为空还是不为空，一个等同的测试为 ‘contents== ""’。

查看 ，***在第 399 页***，来查看扩展的函数，它也将整个文件的内容读取到内存中。

### 10.2.9 将字串用引号引起并传递给 Shell

Michael Brennan 提供了下面的编程模式，他经常是这么使用：

**#! /bin/sh**

**awkp= ’**

**...**

**’**

**input\_program | awk "$awkp" | /bin/sh**

比如，他的一个程序名为 flac-edit 就使用这种形式：

**$ flac-edit -song="Whoope! That’s Great" file.flac**

它产生下面的输出，这些输出通过管道输出给 Shell（/bin/sh）：

**chmod +w file.flac**

**metaflac --remove-tag=TITLE file.flac**

**LANG=en\_US.88591 metaflac --set-tag=TITLE=’Whoope! That’"’"’s Great’ file.flac**

**chmod -w file.flac**

注意Shell 需要引号。函数 shell\_quote() 就是来做这个事情的。SINGLE 是一个一字符的串 “'”，而 QSINGLE 是一个三字符的串“\"'\"”：

**# shell\_quote --- quote an argument for passing to the shell**

**function shell\_quote(s， # parameter**

**SINGLE， QSINGLE， i， X， n， ret) # locals**

**{**

**if (s == "")**

**return "\"\""**

**SINGLE = "\x27" # single quote**

**QSINGLE = "\"\x27\""**

**n = split(s， X， SINGLE)**

**ret = SINGLE X[1] SINGLE**

**for (i = 2; i <= n; i++)**

**ret = ret QSINGLE SINGLE X[i] SINGLE**

**return ret**

**}**

## 10.3 数据文件管理

本节呈现的函数用于管理命令行数据文件非常有用。

### 10.3.1 注意数据文件的边界

BEGIN 与 END 规则相应地在你的 awk 程序的开始与结束执行一次（查看 ， ***在第 141 页***）。我们（gawk 的作者们）遇到过一个用户，错误地认为 BEGIN 规则在每个文件的开始都执行，而 END 规则在每个数据文件的结束时执行。

当被通知说事情不是这样的，用户请求我们加一个新的特定模式到 gawk 中，称为 BEGIN\_FILE 与 END\_FILE，这些都则具有所期望的行为。他甚至为我们提供这么做的代码。

给 gawk 加这个特殊模式并不是必需的，awk 自己都就可以很清楚地完成这个事情，如下面的函数程序所解释的一样。它会调用两个用户自己提供的函数 ，beginfile() 与 endfile() 分别在每个数据文件的开始与结束。不但很好地用9行代码解决上面的问题，而且还可移植称，这在任何 awk 实现版本都可工作。

**# transfile.awk**

**#**

**# Give the user a hook for filename transitions**

**#**

**# The user must supply functions beginfile() and endfile()**

**# that each take the name of the file being started or**

**# finished， respectively.**

**FILENAME != \_oldfilename {**

**if (\_oldfilename != "")**

**endfile(\_oldfilename)**

**\_oldfilename = FILENAME**

**beginfile(FILENAME)**

**}**

**END { endfile(FILENAME) }**

这个文件必须在用户的主程序之前装入，因此这里所提供的规则会首先执行。

这个规则依赖于 awk 的 FILENAME 变量，这个变量在处理每个新的数据文件时自动变化。当前的文件名存储在一个私有变量， \_oldfilename 中。如果 FILENAME 与 \_oldfilename 不相同，则一个新的数据文件正在被处理，则有必须为旧文件调用 endfile() 。因为 endfile() 仅在一个文件被处理完后会调用，所以，程序首先要检查确定 \_oldfilename 不是一个空串。程序然后将当前文件名赋值给 \_oldfilename 然后为当前文件调用 beginfile() 。像 awk 的变量一样，因为 \_oldfilename 被初始化为空串，这个规则甚至在读取第一个数据文件时也是正确的。

程序也提供一个 END 规则来处理最后一个文件。因为这个 END 规则在任何其他的由主程序提供 END 规则之前，因此 endfile() 会首先被调用。再一次地， 多个 BEGIN 与 END 规则的值应该被清除。

如果同样的数据文件在一个命令中出现了两次，则 endfile() 与 beginfile() 在第一轮结束的时候不会被执行，而在第二轮开始的时候执行。下面的版本解决了这个问题：

**# ftrans.*awk* --- handle datafile transitions**

**#**

**# user supplies *beginfile()* and *endfile()* functions**

**FNR == 1 {**

**if (\_filename\_ != "")**

**endfile(\_filename\_)**

**\_filename\_ = FILENAME**

**beginfile(FILENAME)**

**}**

**END { endfile(\_filename\_) }**

在 ，***在第 270 页***，中展示了这个库函数可以用于以及如何来简化主程序的编写。

|  |
| --- |
| 那么为什么 gawk 需要 BEGINFILE 与 ENDFILE?  你可以很奇怪，如果 beginfile() 与 endfile() 函数可以做相同的事情，为什么 gawk 还要有 BEGINFILE 与 ENDFILE 模式呢？  问题很好。正常情况下，如果 awk 没法打开一个文件，这会立即导致一个致使错误。在这种情况下，对于用户自己定义的函数来讲，就没有办法来处理这个问题。因为调用函数的机制依赖于正在被打开的文件及其第一条记录。所以，BEGINFILE 的主要原因是给你一个“勾子”来捕获不能被处理的文件。要取得更多的信息，请查看 ， ***在第 143 页***。 |

### 10.3.2 重新读取当前文件

对于内置函数的另一个请求则是加入这样的一个函数使其可以重新读取当前文件。请求的用户不想在循环中使用 getline（查看 ， ***在第 83 页***）。

但是，只要你还不在 END 规则中，就非常容易安排立即关闭当前文件，然新头开始处理这个文件。由于缺少好名字，我们把它取名为 rewind()：

**# rewind.*awk* --- rewind the current file and start over**

**function rewind( i)**

**{**

**# shift remaining arguments up**

**for (i = ARGC; i > ARGIND; i--)**

**ARGV[i] = ARGV[i-1]**

**# make sure gawk knows to keep going**

**ARGC++**

**# make current file next to get done**

**ARGV[ARGIND+1] = FILENAME**

**# do it**

**nextfile**

**}**

rewind() 函数依赖于 ARGIND 变量（查看 ， ***在第 158 页***），这个变量是 gawk 特有的。同时也依赖于 nextfile 关键词（查看 ， ***在第 154 页***）。由于这个原因，你不可以在 ENDFILE 规则中调用它。（也没有必要，因此 gawk 只要 ENDFILE 一结束就开始了下一个文件！）

### 10.3.3 检查可读的数据文件

一般情况下，如果你提供 awk 一个数据文件是不可读的，它会以致使错误而结束。有一些时候，你可能想忽略这样的问题并往下走。[[76]](#footnote-77)你可以将下面的程序插入到你的 awk 程序中：

**# readable.*awk* --- library file to skip over unreadable files**

**BEGIN {**

**for (i = 1; i < ARGC; i++) {**

**if (ARGV[i] ~ /^[a-zA-Z\_][a-zA-Z0-9\_]\*=.\*/ \**

**|| ARGV[i] == "-" || ARGV[i] == "/dev/stdin")**

**continue # assignment or standard input**

**else if ((*getline* junk < ARGV[i]) < 0) # unreadable**

**delete ARGV[i]**

**else**

**close(ARGV[i])**

**}**

**}**

这个可以工作，因为 getline 不会导致致使错误。将 delete 从 ARGV 数组中移除元素以跳过这些文件（因此它不再在列表中）。查看 ， ***在第 163 页***。

由于 awk 变量名字只允许是英文字母，所以正则表达式检查有意不使用字符类，如 ‘[:alpha:]’ 与 ‘[:alnum:]’（查看 ， ***在第 56 页***）。

### 10.3.4 检查长度为零的文件

所有已知的 awk 实现都默默地跳过长度为零的文件。这是由 awk 隐式规则“读取记录并匹配规则”循环产生的结果。当 awk 尝试读取空文件记录时，它立即会接收到文件结束的指示，然后会关闭文件，并处理命令行中的下一个文件，而不会执行任务用户层的 awk 程序代码。

使用 gawk 的 ARGIND 变量（查看 ， ***在第 155 页***），有可能来检测当遇到一个空文件时则跳过。与在 ，***在第 233 页***，呈现的库文件相似，下面的库文件会调用用户必须提供的函数，名为 zerofile() 。传递的参数为文件名，以及其在 ARGV 中的位置：

**# zerofile.*awk* --- library file to process empty input files**

**BEGIN { Argind = 0 }**

**ARGIND > Argind + 1 {**

**for (Argind++; Argind < ARGIND; Argind++)**

**zerofile(ARGV[Argind]， Argind)**

**}**

**ARGIND != Argind { Argind = ARGIND }**

**END {**

**if (ARGIND > Argind)**

**for (Argind++; Argind <= ARGIND; Argind++)**

**zerofile(ARGV[Argind]， Argind)**

**}**

用户层的变量 Argind 允许 awk 程序跟踪它的 ARGV 进度。无论什么时候程序检测到了 ARGIND 大于 ‘Argind+1’，这就表示一到多个的文件名已经被跳过了。然后调用 zerofile() 的动作来处理每一个文件，并递增 Argind 变量。

‘Argind != ARGIND’ 中是简单地来使 Argind 在正常情况下更新为最新状态。最后 END 规则会捕获在命令行最后的参数中的空文件。注意在 for 循环中使用的测试条件，是 使用 ‘<=’操作符而不是 ‘<’。

### 10.3.5 将赋值当成是文件名

有时候，你不想 awk 来处理命令行的变量赋值（查看 ， ***在第 116 页***）。尤其是你有一个文件中包含 ‘=’ 符号，awk 会将这个文件名当成一个赋值，而不会处理它。

一些用户曾建议了一个额外的命令行选项来给 gawk 去禁用命令行的赋值。但是，一些库文件中的简单的程序就可以解决：

**# noassign.*awk* --- library file to avoid the need for a**

**# special option that disables command-line assignments**

**function disable\_assigns(argc， argv， i)**

**{**

**for (i = 1; i < argc; i++)**

**if (argv[i] ~ /^[a-zA-Z\_][a-zA-Z0-9\_]\*=.\*/)**

**argv[i] = ("./" argv[i])**

**}**

**BEGIN {**

**if (No\_command\_assign)**

**disable\_assigns(ARGC， ARGV)**

**}**

然后你这么来运行程序：

***awk* -v No\_command\_assign=1 -f noassign.*awk* -f yourprog.*awk* \***

函数会迭代所有的参数。它会在匹配变量赋值形式的参数前插入 ‘./’，来将参数转换为文件名。

通过给 No\_command\_assign 在调用时赋值为 true，可以让你调用时禁用命令行中的赋值。当没有设置时，它的初始值为 0（即 false），所以命令行参数就不会变化。

## 10.4 处理命令行选项

在 POSIX 兼容的系统上的大多数工具都从命令行中取得选项，用此来改变程序的行为方式。awk 是一个这样的例子（查看 ， ***在第 35 页***）。经常地，选择都会有参数（即程序命令行要正确遵守选项的所需要的数据）。例如 awk 的 -F 选项，需要一个串来作为域的分隔符。第一个出现在命令行中的 -- 或者不能 ‘-’ 开头的字串结束选项。

现在的 Unix 系统提供了 C 函数，名字为 getopt() 来处理命令行参数。程序员提供一个字串用来描述单字母的选项。如果选项需要一个参数，则它在字串后后面会跟一个冒号。getopt() 同时也传递命令行参数的数量与值，并在循环中进行调用。getopt() 为选项字母处理命令行参数。每次迭代循环，它就返回一个代表下一个它所发现的选项字母，或者为无效的选项的时候，返回 ‘?’。当返回 -1 时，表示命令行中没有要处理的选项了。

当使用 getopt() 时，没有带参数的选项可以被合并在一起。另外，需要带参数选项需要参数与要提供。参数可以直接跟在选项字母后面，或者也可以是一个分离的命令行参数。

假设有一个假想的程序，接收三个命令行参数，-a，-b 与 -c，而 -b 需要一个参数，下面所有的该当都是有效的调用程序的方式：

**prog -a -b foo -c data1 data2 data3**

**prog -ac -bfoo -- data1 data2 data3**

**prog -acbfoo data1 data2 data3**

注意到，当参数与它的选项进行组合时，参数后面的部分都被当成是选项的参数。在这个例子中， -abcfoo 表示所有的 -a，-b 与 -c 选项，并且 foo 是 -b 选项的参数。

getopt() 提供了4 个外部的变量，程序员使用命用他们：

optind 在参数值数组（argv） 中的索引，在这个数组中，可以找到第一个不是选项的命令参数。

optarg 某此选项的参数的字串值。

opterr 通常情况下， getopt() 在找到一个无效的选项的时候会打印一个错误消息。将 opterr 设置为 0 可以禁用这个特性。（应用程序可能想打印自己的错误消息。）

optopt 代表命令行选项的字母。

下面的 C 代码版本展示了 getopt() 如何来处理 awk 命令行参数的可能方式：

**int**

**main(int argc， char \*argv[])**

**{**

**...**

**/\* print our own message \*/**

**opterr = 0;**

**while ((c = getopt(argc， argv， "v:f:F:W:")) != -1) {**

**switch (c) {**

**case 'f': /\* file \*/**

**...**

**break;**

**case 'F': /\* field separator \*/**

**...**

**break;**

**case 'v': /\* variable assignment \*/**

**...**

**break;**

**case 'W': /\* extension \*/**

**...**

**break;**

**case ’?’:**

**default:**

***usage()*;**

**break;**

**}**

**}**

**...**

**}**

插一句，gawk 实际上是使用 GNU 的 getopt\_long() 函数来处理常规的选项以及 GNU 风格的长选项（查看 ， ***在第 35 页***）。

由 getopt() 提供的抽象非常有用，并且在 awk 程序中也非常方便。下面是一个 awk 版本的 getopt()。这个函数突出了 awk 中最弱的一个方面，即它在处理单个字符的时候非常差。重复地调用 substr() 在读取单个字符时是必须的（查看 ， ***在第 184 页***）。[[77]](#footnote-78)

下面一点点地来解释代码：

**# getopt.*awk* --- Do C library getopt(3) function in *awk***

**# External variables:**

**# Optind -- index in ARGV of first nonoption argument**

**# Optarg -- string value of argument to current option**

**# Opterr -- if nonzero， print our own diagnostic**

**# Optopt -- current option letter**

**# Returns:**

**# -1 at end of options**

**# "?" for unrecognized option**

**# <c> a character representing the current option**

**# Private Data:**

**# \_opti -- index in multiflag option， e.g.， -abc**

函数以注释开始，说明了它所使用的全局变量的一个列表，返回的值是什么，他们又表示什么，以及这个库函数所私有的全局变量。这样的文档对于任何程序来讲都是很重要的，尤其是对于库函数。

getopt() 函数首先检查确实是以选项的串来进行调用的（选项参数）。如果选项的长度为 0，则 getopt() 会立即返回 -1：

**function getopt(argc， argv， options， thisopt， i)**

**{**

**if (length(options) == 0) # no options given**

**return -1**

**if (argv[Optind] == "--") { # all done**

**Optind++**

**\_opti = 0**

**return -1**

**} else if (argv[Optind] !~ /^-[^:[:space:]]/) {**

**\_opti = 0**

**return -1**

**}**

下个要做的事情是要检查选项的结束。 -- 用于结束命令行选项，因为没有任何的命令行参数不是以 ‘-’ 开始。Optind 用来一个个地迭代命令行参数数组，它在调用 getopt() 的过程中一直保留它的值，因为它是一个全局变量。

在这里使用了正则表达式 /^-[^:[:space:]/，用于检查 ‘-’ 后面跟任意的不是空格与冒号的字符。如果当 命令行参数不匹配这个模式，则它就不是一个选项，然后结束处理。后续：

**if (\_opti == 0)**

**\_opti = 2**

**thisopt = substr(argv[Optind]， \_opti， 1)**

**Optopt = thisopt**

**i = index(options， thisopt)**

**if (i == 0) {**

**if (Opterr)**

***printf*("%c -- invalid option\n"， thisopt) >"/dev/stderr"**

**if (\_opti >= length(argv[Optind])) {**

**Optind++**

**\_opti = 0**

**} else**

**\_opti++**

**return "?"**

**}**

\_opti 变量用于跟踪当前命令行参数的位置（argv[Optind]）。如果有多个选项用 ‘-’ 合并在一起（如，-abx），则有必要一次返回一个。

如果 \_opti 的等于 0，则被设置为 2，这个值是字串中下一个要查找字符的位置（我们跳过 ‘-’，而它的位置是 1）。变量 thisopt 保存用 substr() 取得的字符。它被保存于 Optopt 以备主程序的使用。

如果 thisopt 不在选项串中，则它不是一个有效的选项。如果 Opterr 的值为非 0，getopt() 打印一个错误信息到标准错误输出上，这个与 C 版本的 getopt() 的信息类似。

由于选项是无效的，就有必须跳过它并处理下一个选项字符。如果 \_opti 大于或者等于当前命令行参数的个长度，则有必要移动到下一个参数。所以，Optind 被递增，\_opti 被设置为 0。否则的话，Optind 不会改变，而只递增 \_opti。

在任何情况下，由于选项是无效的，getopt() 都返回 “?”。主程序可以检查 Optopt 以确定无效的选项到底是什么。继续：

**if (substr(options， i + 1， 1) == ":") {**

**# get option argument**

**if (length(substr(argv[Optind]， \_opti + 1)) > 0)**

**Optarg = substr(argv[Optind]， \_opti + 1)**

**else**

**Optarg = argv[++Optind]**

**\_opti = 0**

**} else**

**Optarg = ""**

如果选项需要一个参数，在选项字串中的选项字母后面会跟着一个冒号。如果在当前的命令参数列表中（argv[Optind]）还有字符，则字串后面的内容会被赋值给 Optarg。否则就使用下一个命令参数（‘-xFOO' 对 ‘-x FOO’）。在任一情况下，\_opti 都被设置为 0，因为没有更多的字符剩下来检查当前的命令行参数。继续：

**if (\_opti == 0 || \_opti >= length(argv[Optind])) {**

**Optind++**

**\_opti = 0**

**} else**

**\_opti++**

**return thisopt**

**}**

最后，如果 \_opti 为 0 或者大于当前命令行参数的长度，则它表示元素在 argv 中已经处理了，所以，Optind 被递增以指向下一个 argv 中的元素。如果没有一个条件为 true，则只有 \_opti 被递增，所以下一个选项字母可以在下次调用 getopt() 时被处理。

BEGIN 规则中将 Opterr 与 Optind 都设置为 1。Opterr 被设置为 1 的原因是 getopt() 的默认行为就是在发现无效选项的时候打印诊断信息。Optind 设置为 1 是因为没有原因要去查看程序名，因为程序名存在 ARGV[0] 中：

**BEGIN {**

**Opterr = 1 # default is to diagnose**

**Optind = 1 # skip ARGV[0]**

**# test program**

**if (\_getopt\_test) {**

**while ((\_go\_c = getopt(ARGC， ARGV， "ab:cd")) != -1)**

***printf*("c = <%c>， Optarg = <%s>\n"，\_go\_c， Optarg)**

***printf*("non-option arguments:\n")**

**for (; Optind < ARGC; Optind++)**

***printf*("\tARGV[%d] = <%s>\n"，**

**Optind， ARGV[Optind])**

**}**

**}**

BEGIN 规则的剩下部分就是一个很简单的测试程序。这是两上例子，运行测试程序时的结果：

**$ *awk* -f getopt.*awk* -v \_getopt\_test=1 -- -a -cbARG bax -x**

**-| c = <a>， Optarg = <>**

**-| c = <c>， Optarg = <>**

**-| c = <b>， Optarg = <ARG>**

**-| non-option arguments:**

**-| ARGV[3] = <bax>**

**-| ARGV[4] = <-x>**

**$ *awk* -f getopt.*awk* -v \_getopt\_test=1 -- -a -x -- xyz abc**

**-| c = <a>， Optarg = <>**

**error x -- invalid option**

**-| c = <?>， Optarg = <>**

**-| non-option arguments:**

**-| ARGV[4] = <xyz>**

**-| ARGV[5] = <abc>**

在两次运行里，第一个 -- 会终结 awk 中的参数，所以它不会试图去将 -a 等等来当成自己的选项。

提示：在 getopt() 完成后，用户层代码必须清除所有的 ARGV 元素，从索引 1 到 Optind，所以，awk 不会试图去把命令行选项当成文件名来处理。

使用 ‘#!’ 并带上 -E 选项可以避免将你的程序的选项与 gawk 的选项的冲突，因为 -E 选项会导致 gawk 放弃处理后续的选项（查看 ，***在第 22 页***，以及 ， ***在第 35 页***）。

在 ***， 在第 253 页***，中的几个例子使用 getopt() 来处理它们的参数。

## 10.5 读取用户数据库

PROCINFO 数组（查看 ）提供了访问当前用户直实与有效的用户与组 ID数值的方式，并且如果可用，用户的补充的组集也可以访问。但是，因为这些都是些数值，它们没有提供非常有用的信息给到普通的用户。必须有什么样的方法来找到与用户与组 ID 数组相关的用户信息。这一节就是提供一组函数来从用户数据库中返回信息。查看 ，***在第 246 页***，可了解从组数据库中返回信息的一组函数。

POSIX 标准没有定义用户的信息存在哪。相反，它提供了 <pwd.h> 头文件以及几个 C 语言例程来获取用户的信息。主要的函数有 getpwent()，用来“get password entry”（获取密码项）。密码来自于最初的用户数据库文件，/etc/passwd，在里面存储了用户信息以及加密过的密码（与名字有相关）。

尽管 awk 程序可以简单直接地读取 /etc/passwd 文件，但是文件并没有包含系统中用户集的完整信息。[[78]](#footnote-79)为了确保你能够产生可读的以及完整的用户数据版本，有必要调用 getpwent() 来写一个小的 C 程序。getpwent() 定义为返回 struct passwd 的指针。每次调用，它都返回下一个项。当没有更多的项时，则返回 NULL，即空指针。当出现这个结果后，C 程序则要调用 endpwent() 来关闭数据库。下面是 pwcat，一个 C 程序用来 ‘cat’ 密码数据库：

**/\***

**\* pwcat.c**

**\***

**\* Generate a printable version of the password database.**

**\*/**

**#include <stdio.h>**

**#include <pwd.h>**

**int**

**main(int argc， char \*\*argv)**

**{**

**struct passwd \*p;**

**while ((p = *getpwent()*) != NULL)**

***printf*("%s:%s:%ld:%ld:%s:%s:%s\n"**

**， p->pw\_name， p->pw\_passwd**

**， (long) p->pw\_uid**

**，(long) p->pw\_gid， p->pw\_gecos， p->pw\_dir， p->pw\_shell);**

***endpwent()*;**

**return 0;**

**}**

如果你不理解 C 代码，也没有关系。pwcat 的输出就是以传统的 /etc/passwd 的冒号分隔域的格式输出用户数据库。这些域是：

Login name

用户的登录名。

Encrypted password

用户加密过的密码。这在某些系统上可能得不到。

User-ID 用户的数值 ID。（在一些系统上，这是一个 C 的 long 类型，而不是 int 型，所以，我们在所有的情况下都转换为 long。）

Group-ID 用户的组数值 ID。（内容与刚才所述的 long 与 int 类型的解释类似。）

Full name 用户的全名，以及与这个用户相关的其他信息。

Home directory

用户的登录目录（或者 “home”）（类似于 Shell 程序员中的 $HOME）。

Login shell

当用户登录时所要运行的程序。一般来说是一个 Shell 程序，如 Bash。

pwcat 的输出的几行内容例子如下：

**$ pwcat**

**-| root:x:0:1:Operator:/:/bin/sh**

**-| nobody:\*:65534:65534::/:**

**-| daemon:\*:1:1::/:**

**-| sys:\*:2:2::/:/bin/csh**

**-| bin:\*:3:3::/bin:**

**-| arnold:xyzzy:2076:10:Arnold Robbins:/home/arnold:/bin/sh**

**-| miriam:yxaay:112:10:Miriam Robbins:/home/miriam:/bin/sh**

**-| andy:abcca2:113:10:Andy Jacobs:/home/andy:/bin/sh**

**...**

根据之前的一些说明，下面是一组函数用来取得用户的信息的函数。这里有几个函数与 C 中同名的函数对应：

**# passwd.*awk* --- access password file information**

**BEGIN {**

**# tailor this to suit your system**

**\_pw\_awklib = "/usr/local/libexec/*awk*/"**

**}**

**function \_pw\_init( oldfs， oldrs， olddol0， pwcat， using\_fw， using\_fpat)**

**{**

**if (\_pw\_inited)**

**return**

**oldfs = FS**

**oldrs = RS**

**olddol0 = $0**

**using\_fw = (PROCINFO["FS"] == "FIELDWIDTHS")**

**using\_fpat = (PROCINFO["FS"] == "FPAT")**

**FS = ":"**

**RS = "\n"**

**pwcat = \_pw\_awklib "pwcat"**

**while ((pwcat | *getline*) > 0) {**

**\_pw\_byname[$1] = $0**

**\_pw\_byuid[$3] = $0**

**\_pw\_bycount[++\_pw\_total] = $0**

**}**

**close(pwcat)**

**\_pw\_count = 0**

**\_pw\_inited = 1**

**FS = oldfs**

**if (using\_fw)**

**FIELDWIDTHS = FIELDWIDTHS**

**else if (using\_fpat)**

**FPAT = FPAT**

**RS = oldrs**

**$0 = olddol0**

**}**

BEGIN 规则将私有变量设置为 pwcat 所在的目录。因为它用于辅助 awk 的库例程。我们已经将其放在 /usr/local/libexec/***awk*** 中，但是，你可能想放到你的系统中的另外一个位置。

函数 \_pw\_init() 会将用户信息的三个复本填入到三个相关的数组。数组由用户名进行（\_pw\_byname)，用户 ID（\_pw\_byuid)，以及出现的顺序（\_pw\_bycount）进行索引。变量 \_pw\_inited 为了高效而设置，因此 \_pw\_init() 只需要调用一次。

由于函数使用 getline 来从 pwcat 中读取信息，它首先将 FS，RS 与 $0 的值存起来。使用 using\_fw 变量来表示域是否是用 FIELDWIDTHS 来进行分割。这么做是有必要的，因为这些函数也可从用户程序的任何地方进行调用，并且用户有它自己的记录域的分割方式。这样，通过这样的方式使我们可以恢复正确的分割机制。测试只针对 gawk。在某此 awk 实现中，如果使用 FS 或者 FPAT，则这个值为 false。

检查是否使用 FPAT 的代码利用 using\_fpat 变量与 PROCINFO["FS"] 也是类似的情况。

函数的主体部分使用循环来读取数据库行，并将它们分割为不同的域，然后将行存储到数组中以备使用。当循环结束时，\_pw\_init() 通过关闭管线清理，并将 \_pw\_inited 设置为 1，然后恢复 FS 的值（如果必要的情况下也恢复 FIELDWIDTHS 与 FPAT），RS 的值与 $0 的值。\_pw\_count 的使用后面再解释。

getpwnam() 函数取用户名的字串为参数。如果用户在数据库中，则其返回相应的行。否则，通过指向一个不存在的元素的引用会创建一个值为空串的元素。

**function getpwnam(name)**

**{**

**\_pw\_*init()***

**return \_pw\_byname[name]**

**}**

类似地，getpwuid() 函数使用用户的 ID值作为参数。如果用户数组在数据库中，则返回相应的行，否则返回一个空串：

**function getpwuid(uid)**

**{**

**\_pw\_*init()***

**return \_pw\_byuid[uid]**

**}**

getpwent() 函数简单地遍历数据库，一次一项。它使用 \_pw\_count 来跟踪 \_pw\_bycount 数组中的位置：

**function *getpwent()***

**{**

**\_pw\_*init()***

**if (\_pw\_count < \_pw\_total)**

**return \_pw\_bycount[++\_pw\_count]**

**return ""**

**}**

endpwent() 函数重新将 \_pw\_count 设置为 0，所以后续对于 getpwent() 的调用会重头开始：

**function *endpwent()***

**{**

**\_pw\_count = 0**

**}**

在这一组例程的一致设计决策是每一个例程都调用 \_pw\_init() 来初始化数组库数组。运行另一个进程来产生用户数组库，以及扫描数据库的负担仅在用户的主程序程序调用其中的某个函数才会产生。如果这个库文件与用户程序一起装载，但是又没有调用其中的任何例程，则不会有任何的运行时负担。（另一个选择是将 \_pw\_init() 的执行体移到 BEGIN 规则中，在这里部会执行 pwcat。这简化了代码，但是会运行一些从来不会需要的额外过程。）

再者，调用 \_pw\_init() 代码也不高，因为 \_pw\_inited 变量会使程序从数据库中读取数据次数不会出于一次。如果你担心这样的测试会遍历在你的程序中，你也可以将检查 \_pw\_inited 的代码表从 \_pw\_***init()*** 移出去，并复制到所有的其他函数中。在实践中，这是没有必要的，因为大多数的 awk 程序都是 I/O 型的，这样改变会弄乱代码。

在 ，***在第 262 页***，中的 id 程序会使用到这些函数。

## 10.6 读取组数据库

在 ，***在第 242 页***，中讨论的很多问题也都可以用于组数据库中。尽管传统上以都了解的格式与文件存储，但是 POSIX 标准只提供了一组 C 库函数（<grp.h> 与 getgrent()）来访问信息。就算存在这些文件，但是也可能没有完整的信息。因此，与用户数据库一样，也有必要来写一个小的 C 程序来产生组信息。grcat 则是一个这样的 C 程序来用 “cat” 组数据库，如下：

**/\***

**\* grcat.c**

**\***

**\* Generate a printable version of the group database.**

**\*/**

**#include <stdio.h>**

**#include <grp.h>**

**intmain(int argc， char \*\*argv)**

**{**

**struct group \*g;**

**int i;**

**while ((g = *getgrent()*) != NULL) {**

***printf*("%s:%s:%ld:"， g->gr\_name， g->gr\_passwd，(long) g->gr\_gid);**

**for (i = 0; g->gr\_mem[i] != NULL; i++) {**

***printf*("%s"， g->gr\_mem[i]);**

**if (g->gr\_mem[i+1] != NULL)**

**putchar(’，’);**

**}**

**putchar(’\n’);**

**}**

***endgrent()*;**

**return 0;**

**}**

在组数据库中的一行代表一个组。域则通过冒号来分隔，表示如下信息：

Group Name

组名。

Group Password

组的加密密码。在实践中，这个域不会使用到，通过为空或者设置为 ‘\*’。

Group ID Number

组的数值 ID，将名字与数值关联在文件中必须是唯一的。（在一些系统上，它是 C 的 long 类型，而不是 int 类型。所以，我们都将其转换为 long。）

Group Member List

一个逗号分隔的用户列表。这些用户是组的成员。现代的 Unix 系统允许用户同时是多个组的成员。如果你的系统可以支持，则在 PROCINFO 中会为这些组 ID 存储元素 “group1” 到 “groupN”。（注意，PROCINFO 是一个 gawk 扩展，查看 ， ***在第 155 页***）

运行 grcat 时产生的输出可能如下：

**$ grcat**

**-| wheel:\*:0:arnold**

**-| nogroup:\*:65534:**

**-| daemon:\*:1:**

**-| kmem:\*:2:**

**-| staff:\*:10:arnold，miriam，andy**

**-| other:\*:20:**

**...**

这些函数用来从组数据库中获取信息。有几个，按照 C 库函数的方式来命名：

**# group.*awk* --- functions for dealing with the group file**

**BEGIN {**

**# Change to suit your system**

**\_gr\_awklib = "/usr/local/libexec/*awk*/"**

**}**

**function \_gr\_init( oldfs， oldrs， olddol0， grcat，using\_fw， using\_fpat， n， a， i)**

**{**

**if (\_gr\_inited)**

**return**

**oldfs = FS**

**oldrs = RS**

**olddol0 = $0**

**using\_fw = (PROCINFO["FS"] == "FIELDWIDTHS")**

**using\_fpat = (PROCINFO["FS"] == "FPAT")**

**FS = ":"**

**RS = "\n"**

**grcat = \_gr\_awklib "grcat"**

**while ((grcat | *getline*) > 0) {**

**if ($1 in \_gr\_byname)**

**\_gr\_byname[$1] = \_gr\_byname[$1] "，" $4**

**else**

**\_gr\_byname[$1] = $0**

**if ($3 in \_gr\_bygid)**

**\_gr\_bygid[$3] = \_gr\_bygid[$3] "，" $4**

**else**

**\_gr\_bygid[$3] = $0**

**n = split($4， a， "[ \t]\*，[ \t]\*")**

**for (i = 1; i <= n; i++)**

**if (a[i] in \_gr\_groupsbyuser)**

**\_gr\_groupsbyuser[a[i]] = gr\_groupsbyuser[a[i]] "" $1**

**else**

**\_gr\_groupsbyuser[a[i]] = $1**

**\_gr\_bycount[++\_gr\_count] = $0**

**}**

**close(grcat)**

**\_gr\_count = 0**

**\_gr\_inited++**

**FS = oldfs**

**if (using\_fw)**

**FIELDWIDTHS = FIELDWIDTHS**

**else if (using\_fpat)**

**FPAT = FPAT**

**RS = oldrs**

**$0 = olddol0**

**}**

BEGIN 规则将存储 grcat 所有的目录存储在私有变量中。因此这用于指出 awk 库函数的位置。我们将其放在 /usr/local/libexec/***awk*** 中。可能你会选择存在另一个地方。

这些例程遵循与用户数据库例程一样的框架（查看 ， ***在第 242 页***）。\_gr\_inited 变量用于保证数据库只被扫描一次。\_gr\_init() 函数首先存储 FS，RS 以及 $0 值，然后将 FS 与 RS 的值设置成正则扫描组信息的格式。同时也会注意是否是用 FIELDWIDTHS 或者 FPAT，后面以用来恢复恰当的域分割机制。

组信息存储在几个关联的数组中。数组由组名（\_gr\_byname)，组ID（\_gr\_bygid），以及在数据库中的位置（\_gr\_bycount）来索引。还有一个数组由用户名来索引（\_gr\_groupsbyuser），这是每个用户所属的组，每一个用空格分割。

与用户数据库不同，它有可能在一个数据库有多个记录有相同的组名。当这个组有很多的成员的时候这很正常。两个这样的项看起来像：

**tvpeople:\*:101:johnny，jay，arsenio**

**tvpeople:\*:101:david，conan，tom，joan**

因为这个，\_gr\_init() 要查看是否有相同的组名与组 ID 值。如果有，用户名只是简单地连接到前面的用户列表中。[[79]](#footnote-80)

最后，\_gr\_init() 关闭 grcat 的管线，恢复 FS（如果有必要也恢复 FIELDWIDTHS 或者 FPAT），RS 与 $0 的值，将 \_gr\_count 的值恢复为 0（后面会使用到），并使 \_gr\_inited 为非零。

getgrnam() 函数取组名为参数，如果存在相应的组，则返回。否则其所依赖的数组，会以空串创建一个元素：

**function getgrnam(group)**

**{**

**\_gr\_*init()***

**return \_gr\_byname[group]**

**}**

getgrgid() 函数类似，以数值的组 ID 为参数，来查找与这个 ID 相关的组的信息：

**function getgrgid(gid)**

**{**

**\_gr\_*init()***

**return \_gr\_bygid[gid]**

**}**

getgruser() 函数没有相应的 C 例程对应。它取用户名为参数，并返回该组中的成员用户的列表：

**function getgruser(user)**

**{**

**\_gr\_*init()***

**return \_gr\_groupsbyuser[user]**

**}**

getgrent() 函数迭代数据库，一次一个。它使用 \_gr\_count 来跟踪在列表中的位置：

**function *getgrent()***

**{**

**\_gr\_*init()***

**if (++\_gr\_count in \_gr\_bycount)**

**return \_gr\_bycount[\_gr\_count]**

**return ""**

**}**

endgrent() 函数将 \_gr\_count 设置为 0，因此 getgrent() 可以重头开始：

**function *endgrent()***

**{**

**\_gr\_count = 0**

**}**

与用户数据库列表相似，每一个函数都调用 \_gr\_init() 来初始化数组。这么做，使用这些函数被使用时导致一些额外的负担（相对于将 \_gr\_init() 的执行体移到 BEGIN 规则中）。

大多数的工作都集中于扫描数据库，并且建立多个关联数组。用户自己所调用的函数则相当简单，这依赖于 awk 的关联数组所做的工作。

在 ，***在第 262 页***，中的 id 程序会使用到这些函数。

## 10.7 遍历数组之数组

在 ，***在第 178 页***，中描述了 gawk 如何来提供数组之数组。特别是，数组的任意元素即可以是标量，也可以是另一个数组。isarray() 函数（查看 ， ***在第 203 页***）可以让你将标量与数组区分。下面的函数，walk\_array() 递归地遍历数组，打印数组的索引以及值。你可以通过数组与代表这个数组的字串名来调用这个函数：

**function walk\_array(arr， name， i)**

**{**

**for (i in arr) {**

**if (isarray(arr[i]))**

**walk\_array(arr[i]， (name "[" i "]"))**

**else**

***printf*("%s[%s] = %s\n"， name， i， arr[i])**

**}**

**}**

函数通过循环迭代数组的每一个元素来工作。如果数组的元素是一个数组，则函数会递归地调用自己，将子数组与表示当前索引的字串传递过去。否则，函数简单地打印元素的名字，索引以及它的值。这里是演示的主程序：

**BEGIN {**

**a[1] = 1**

**a[2][1] = 21**

**a[2][2] = 22**

**a[3] = 3**

**a[4][1][1] = 411**

**a[4][2] = 42**

**walk\_array(a， "a")**

**}**

当执行时，产生下面的输出：

**$ gawk -f walk\_array.*awk***

**-| a[1] = 1**

**-| a[2][1] = 21**

**-| a[2][2] = 22**

**-| a[3] = 3**

**-| a[4][1][1] = 411**

**-| a[4][2] = 42**

函数仅是简单地打印名字与每个标量的数组元素。但是，也很容易来进行通用化，只要传递一个要遍历数组的函数名就可以做到。修改过后的函数看起来如下：

**function process\_array(arr， name， process， do\_arrays， i， new\_name)**

**{**

**for (i in arr) {**

**new\_name = (name "[" i "]")**

**if (isarray(arr[i])) {**

**if (do\_arrays)**

**@process(new\_name， arr[i])**

**process\_array(arr[i]， new\_name， process， do\_arrays)**

**} else**

**@process(new\_name， arr[i])**

**}**

**}**

参数如下：

arr 相应的数组。

name 数组名（字串）。

process 要调用的函数名。

do\_arrays

如果为 true，函数可以处理为子数组的元素。

如果子数组要被处理，则在进一步迭代时进行处理。

当展开执行时，函数产生与早前的 walk\_array() 函数一样的输出结果：

**BEGIN {**

**a[1] = 1**

**a[2][1] = 21**

**a[2][2] = 22**

**a[3] = 3**

**a[4][1][1] = 411**

**a[4][2] = 42**

**process\_array(a， "a"， "do\_print"， 0)**

**}**

**function do\_print(name， element)**

**{**

***printf* "%s = %s\n"， name， element**

**}**

## 10.8 总结

* 阅读程序是学习编程的最好方法。在这章以及下一章中提供的函数以及程序就用于这样的目的。
* 当写通用目的的库函数时，要用一此些规则来命令任意的全局变量，这样它他不会与用户程序的变量冲突。
* 这里呈现的函数可以分为下面的类型：

一般问题

数组到字串的转换，测试断言，舍入舍出，随机数产生，将字符转换为数组，连接字串，方便地取得时间间信息，一次读取所有文件。

管理数据文件

提示数组文件的边界，重读当前文件，检查文件的可读性，检查0长度文件，以及将赋值当成文件名处理。

处理命令行选项

awk 版本的标准 C 函数 getopt()。

读取用户与组数据库

两个与 C 版本的库函数相同的函数集。

遍历数

两个函数用来进行任意深度的数组之数组的遍历。

## 10.9练习

1. 在 ，***在第 235 页***，中我们呈现了 ***zerofile.awk*** 程序，这个程序利用 gawk 的 ARGIND 变量。这个问题是否不依赖 ARGIND 变量就可以解决？如果可以，如何解决？
2. 作为相关的挑战，修改代码来处理这样的情形，在 ARGV 中的插入值是一个变量赋值。
3. 在 ，***在第 249 页***，中呈现了一个遍历一个多维数组并打印其元素的函数。但是，遍历与处理数组的每一个元素是一个通用的操作。通用化 walk\_array() 函数只需要加入名为 process 的额外参数。

然后，在循环中，将打印数组元素索引与值的操作，替换为以间接函数调用 process 的语法（查看 ， ***在第 213 页***），并将索引与值传递进去。

当调用 walk\_array() 时，你要传递用户自定义的函数，该函数期望接收索引与值，然后来处理相应的元素。通过打印数组来测试你的新版本的代码，你打印的格式应与最初版本的打印格式相同。

# 第十一章 实用的 awk 程序

在 ***，在第 221 页***，中呈现了读程序的代码来进行程序语言的学习的观点。这一章继续这样的主题，并通过呈现各种各样的 awk 程序以享读者。这一章有三个小节。第一节描述如可来进行这一章中提供的程序。第二小节呈现 awk 版本的几个通用的 POSIX 工具。这些程序希望你也已经熟悉了，并且也了解了这些工具的问题。通过用 awk 重新实现这些工具，你可以将焦点集中于 awk 相关的解决程序问题的方面。

第三节则是一些有趣的程序集合。这些程序解决了很多数组处理与管理相关的问题。很多的程序都很短，以用于强调 awk 用几行代码即可处理很多事情的能力。这当中的很多程序会使用在 ***，在第 221 页***，中出现过的库函数。

## 11.1 运行例子程序

要运行一个程序，典型的情况下你输入下面的代码：

***awk* -f program -- options files**

在这里，program 是 awk 程序的名字（如 cut.awk），选项则是任意的 program 命令行选项，以 ‘-’ 开头，而 files 则是实际的数据文件。

如果你的系统支持 ‘#!’ 可执行解释器机制（查看 ， ***在第 22 页***），你可以直接这么输入：

**cut.*awk* -c1-8 myfiles > results**

如果 awk 不是 gawk，你可能要这么来使用：

**cut.*awk* -- -c1-8 myfiles > results**

## 11.2 为快乐与评测重新发明轮子

本节中呈现了几个用 awk 语言实现的 POSIX 工具。重新用 awk 来发明这些程序，只是好玩，因此算法可以被清晰地表达，而且代码一般来说都非常精简与简单。因为 awk 确实为你做了很多的事情了。

也要注意到，这些程序没有必要要去替换系统中已经安装的版本。其中也没有程序被完全地实现了最近的 POSIX 标准。但这不是个问题，它们的目的是用于解释 awk 程序语言为“现实世界”的任务的编程方式。程序以字母顺序呈现。

### 11.2.1 剪切域与列

cut 这个工具从它的标准输入中选择，或者说“切分”，字符或者域并输出这些字符到它的标准输出中。域默认是通过 TABs 来进行分隔的，但是你可以提供一个命令行参数来改变域界定符（即域分隔符）。cut 的域定义没有 awk 的域那么一般化。

例如 who 的输出，下面的管线会产生有序的，唯一的登录到系统中的用户列表：

**who | cut -c1-8 | sort | uniq**

cut 的选项有：

-c list 使用 list 作为要切分的字符列表。在 list 的项可以用逗号分隔，某个范围的字符可以用横杠来分隔。list “1-8，15，22-35‘ 指定了 1 到 8 的字符，15 以及 22 到 35 之间的字符。

-f list 使用 list 作为要切分的域列表。

-d delim 使用 delim 作用域分隔符，而不是使用 TAB 字符。-s 会抑制打印那些不含有域界定符的行。

awk 的 cut 实现使用 getopt() 库函数（查看 ， ***在第 237 页***）以及 join() 库函数（查看 ， ***在第 228 页***）。

程序以描述选项的注释开始，需要的库函数以及一个 usage() 函数来打印使用信息后退出。usage() 在遇到一个无效的参数时会被调用：

**# cut.*awk* --- implement cut in *awk***

**# Options:**

**# -f list Cut fields**

**# -d c Field delimiter character**

**# -c list Cut characters**

**#**

**# -s Suppress lines without the delimiter**

**#**

**# Requires *getopt()* and *join()* library functions**

**function *usage()***

**{**

**print("usage: cut [-f list] [-d c] [-s] [files...]") >"/dev/stderr"**

**print("usage: cut [-c list] [files...]") >"/dev/stderr"**

**exit 1**

**}**

接下来就轮到 BEGIN 规则，在里面对命令行进行选项分析。它将 FS 设置为单个的 TAB 字符，因此那是 cut 的默认域分隔符。使用 getopt() 来进行循环命令行中的选项。by\_fields 与 by\_chars 中只有一个变量被设置为 true，以指示处理是通过域来完成还是通过字符来完成。当以字符来切分时，输出域分隔符被设置为空串：

**BEGIN {**

**FS = "\t" # default**

**OFS = FS**

**while ((c = getopt(ARGC， ARGV， "sf:c:d:")) != -1) {**

**if (c == "f") {**

**by\_fields = 1**

**fieldlist = Optarg**

**} else if (c == "c") {**

**by\_chars = 1**

**fieldlist = Optarg**

**OFS = ""**

**} else if (c == "d") {**

**if (length(Optarg) > 1) {**

***printf*("cut: using first character of %s" \**

**" for delimiter\n"， Optarg) >"/dev/stderr"**

**Optarg = substr(Optarg， 1， 1)**

**}**

**FS = Optarg**

**OFS = FS**

**if (FS == "") # defeat *awk* semantics**

**FS = "[ ]"**

**} else if (c == "s")**

**suppress = 1**

**else**

***usage()***

**}**

**# Clear out options**

**for (i = 1; i < Optind; i++)**

**ARGV[i] = ""**

代码必须小心处理域分界符为空格的情况。使用单独的空格（“ ”）来作为 FS 的值是不正确的——awk 会用连续的空格、TABs 与/或换行符来进行域分割，但我们是想用单独的空格来进行切分。同时也要记住当 getopt() 完成（在 ， ***在第 237 页***，中进行了描述），我们要清除在 ARGV 中 1 到 Optind 中的所有元素，这样 awk 不会将这些命令行参数当成文件进行处理。

在处理了命令行选项后，程序要验证选项是否是有用的。只有 -c 与 -f 之一被使用，而两者都需要一个域列表。然后程序调用 set\_fieldlist() 或者 ***set\_charlist()*** 来将域或者字符表进行拆分：

**if (by\_fields && by\_chars)**

***usage()***

**if (by\_fields == 0 && by\_chars == 0)**

**by\_fields = 1 # default**

**if (fieldlist == "") {**

**print "cut: needs list for -c or -f">"/dev/stderr"**

**exit 1**

**}**

**if (by\_fields)**

**set\_*fieldlist()***

**else**

**set\_*charlist()***

**}**

***set\_ fieldlist ()*** 将列表以逗号进行分割，并存储到数组中。然后对数组中的每个元素，查看其是否是一个范围，如果是，则将其分开。函数检查范围以确保第一个数值是小于第二个数值的。在列表中每一个数值都会加到 flist 数组中，这个数组只是简单地记录要打印的域。使用的是常规的域分割策略。程序使 awk 处理域分割的工作：

**function set\_fieldlist( n， m， i， j， k， f， g)**

**{**

**n = split(fieldlist， f， "，")**

**j = 1 # index in flist**

**for (i = 1; i <= n; i++) {**

**if (index(f[i]， "-") != 0) { # a range**

**m = split(f[i]， g， "-")**

**if (m != 2 || g[1] >= g[2]) {**

***printf*("cut: bad field list: %s\n"，**

**f[i]) >"/dev/stderr"**

**exit 1**

**}**

**for (k = g[1]; k <= g[2]; k++)**

**flist[j++] = k**

**} else**

**flist[j++] = f[i]**

**}**

**nfields = j - 1**

**}**

***set\_charlist()*** 函数要比 set\_fieldlist() 要复杂得多。这里的想法是利用 gawk 的 FIELDWIDTHS 变量（查看 ， ***在第 77 页***），这个变量描述了输入的常量宽度。当使用字符列表时，这正是我们所需要的。

设置 FIELDWIDTHS 的值要比简单地列表那些要打印的域要简单得多。我们要跟踪要打印的域以及要跳过的中间字符。例如，假设你想要的字符为 1 到 8，15，以及 22 到 35。可需要使用 ‘-c 1-8，15，22-35’。FIELDWIDTHS 的值应该是 “8 6 1 6 14”。这会产生 5 个域，要打印的域为 $1，$3 与 $5。中间的域则是填充符，是所需要的域之间的字符。flist 列出了要打印的域，t 则是用来跟踪完整的域列表，包括填充域：

**function set\_charlist( field， i， j， f， g， n， m， t，**

**filler， last， len)**

**{**

**field = 1 # count total fields**

**n = split(fieldlist， f， "，")**

**j = 1 # index in flist**

**for (i = 1; i <= n; i++) {**

**if (index(f[i]， "-") != 0) { # range**

**m = split(f[i]， g， "-")**

**if (m != 2 || g[1] >= g[2]) {**

***printf*("cut: bad character list: %s\n"，**

**f[i]) >"/dev/stderr"**

**exit 1**

**}**

**len = g[2] - g[1] + 1**

**if (g[1] > 1) # compute length of filler**

**filler = g[1] - last - 1**

**else**

**filler = 0**

**if (filler)**

**t[field++] = filler**

**t[field++] = len # length of field**

**last = g[2]**

**flist[j++] = field - 1**

**} else {**

**if (f[i] > 1)**

**filler = f[i] - last - 1**

**else**

**filler = 0**

**if (filler)**

**t[field++] = filler**

**t[field++] = 1**

**last = f[i]**

**flist[j++] = field - 1**

**}**

**}**

**FIELDWIDTHS = join(t， 1， field - 1)**

**nfields = j - 1**

**}**

下一个则是处理数据的规则。如果指定了 -s 选项，则 suppress 为 true。第一个 if 语句确保输入的记录中确实包含域分隔符。如果 cut 正在处理域，而 suppress 为 true，并且域分隔字符不在记录中，则这条记录会被跳过。

如果记录是有效的，则 gawk 会将记录分割成域，要么使用的是 FS 中的字符，要么是使用固定宽度的方式，以及 FIELDWIDTHS 方式。循环迭代那些要被打印的域列表。如果其包含相应数据，则打印相应的域。如果下一个域也包含数据，则在两个域之间输出分隔符：

**{**

**if (by\_fields && suppress && index($0， FS) == 0)**

**next**

**for (i = 1; i <= nfields; i++) {**

**if ($flist[i] != "") {**

***printf* "%s"， $flist[i]**

**if (i < nfields && $flist[i+1] != "")**

***printf* "%s"， OFS**

**}**

**}**

**print ""**

**}**

这个版本的 cut 依赖于 gawk 的 FIELDWIDTHS 变量来做基于字符的切分。也可以在其他的 awk 实现中使用 substr()（查看 ， ***在第 184 页***），但是那实现起来也很痛苦。FIELDWIDTHS 变量提供了一种很优雅的解决方法来处理被字符分割的输入行。

### 11.2.2 用正则表达式在文件中搜索

egrep 工具要来按模式搜索文件内容。它使用的正则表达式几乎与 awk 所使用的一样（查看 ***， 在第 50 页***）。你这么来调用：

**egrep [options] 'pattern' files . . .**

pattern 是一个正则表达式。在典型的使用情况下，正则表达式会被引起来，以避免Shell 将一些特殊字符扩展为文件名的通配符。一般情况下，egrep 打印匹配的行。如果在命令行中提供了多个文件，则每个输出行前都带上文件名，后面跟着冒号：

egrep 的选项如下：

-c 打印匹配 pattern 的行的总数，而不是匹配行本身。

-s 静默处理，不产生输出，并且用退出值来表示是否有匹配的行。

-v 对匹配测试取反。egrep 打印那些不匹配模式的行，并且如果匹配没有成功，则以成功退出。

-i 忽略 pattern 与输入数据的大小写。

-l 只打印匹配的文件名，而不是匹配的行。

-e pattern

使用 pattern 为要匹配的正则表达式。-e 选项的目的是允许模式可以以 ‘-’ 开始。

这个版本使用 getopt() 库函数（查看 ， ***在第 237 页***）以及文件转换库程序（查看 ， ***在第 233 页***）。

程序以描述性的注释开始，然后是 BEGIN 规则调用 getopt() 函数来处理命令行参数。 -i（忽略大小写）选项对于 gawk 来说尤其简单，我们只使用预定义的 IGNORECASE 变量就可以实现（查看 ， ***在第 155 页***）：

**# egrep.*awk* --- simulate egrep in *awk***

**#**

**# Options:**

**# -c count of lines**

**# -s silent - use exit value**

**# -v invert test， success if no match**

**# -i ignore case**

**# -l print filenames only**

**# -e argument is pattern**

**#**

**# Requires getopt and file transition library functions**

**BEGIN {**

**while ((c = getopt(ARGC， ARGV， "ce:svil")) != -1) {**

**if (c == "c")**

**count\_only++**

**else if (c == "s")**

**no\_print++**

**else if (c == "v")**

**invert++**

**else if (c == "i")**

**IGNORECASE = 1**

**else if (c == "l")**

**filenames\_only++**

**else if (c == "e")**

**pattern = Optarg**

**else**

***usage()***

**}**

接下来则是处理 egrep 相关的行为。如果没有使用 -e 选项提供 pattern 参数，则会使用命令行中的第一个非选项参数。awk 中到 ARGV[Optind] 中的参数会被清空，所以 awk 不会尝试将它们当成文件进行处理。如果没有指定文件，则使用标准的输入，而如果指定的多个文件，我们要确保要看到这种情况，因此文件名要出现在输出的行之前：

**if (pattern == "")**

**pattern = ARGV[Optind++]**

**for (i = 1; i < Optind; i++)**

**ARGV[i] = ""**

**if (Optind >= ARGC) {**

**ARGV[1] = "-"**

**ARGC = 2**

**} else if (ARGC - Optind > 1)**

**do\_filenames++**

**# if (IGNORECASE)**

**# pattern = tolower(pattern)**

**}**

最后两行被注释掉了，因为在 gawk 中不需要。如果你使用其他版本的 awk，则你可能需要将他们反注释回来。

如果你不是使用的 gawk，下面是要被反注释掉的行。这个规则在指定了 -i 参数时，将所有的输入行中的字符转换为小写。[[80]](#footnote-81)它们被注释掉，是因为这些代码在 gawk 中使用。

**#{**

**# if (IGNORECASE)**

**# $0 = tolower($0)**

**#}**

当每处理一个新文件的时候，beginfile() 函数在 ftrans.awk 中被调用。在这种情况下，是非常简单的，所要要做的事情就是初始化变量 fcount 为 0。fcount 用来跟踪当前的文件中有多少行匹配 pattern。名字为 junk 的参数显示 beginfile() 会使用一个参数来调用，但是我们对其值不感兴趣：

**function beginfile(junk)**

**{**

**fcount = 0**

**}**

当每一个文件被处理完后，会调用 endfile()。它只会在用户想知道有多少行匹配时才会影响输出。no\_print 需要退出状态时才为会 true。count\_only 如果要统计时才会为 true。如果打印与统计被启用，egrep 因此只打印行统计数。输出的格式必须根据要处理的文件进行处理。最后，fcount 用来进行加总，因此我们可以知道总共有多少行匹配了 pattern：

**function endfile(file)**

**{**

**if (! no\_print && count\_only) {**

**if (do\_filenames)**

**print file ":" fcount**

**else**

**print fcount**

**}**

**total += fcount**

**}**

BEGINFILE 与 ENDFILE 这两个特殊模式（查看 ， ***在第 143 页***）也可以使用，但是程序必须是用 gawk 来运行的。另外，这个例子写于 gawk 加入 BEGINFILE 与 ENDFILE 特性之前。

下面的规则处理了大部分的匹配行的工作。变量 matches 在行匹配 pattern 时为真。如果用户想要不匹配的行，则 matches 的意义就用 ‘!’ 被反过来使用。fcount 会用 matches 的值一起递增，根据匹配成功与否，其要么是 0，要么是 1。如果行不匹配，则 next 语句会调用，用于处理下一条记录。

下面执行了很多的测试，但是它们只会在我们不进行行统计时执行。首先，如果用户想要的是退出状态（no\_print 为 true），则只需要知道文件中的某行是否匹配就可以了，我们可以用 nextfile 来跳到下一个文件。相似地，如果我们仅需要打印文件名，我们则打印文件名后用 nextfile 语句来跳到下一个文件。最后，我们会打印每一行，如果需要的话，在其前面加入文件我名字与冒号：

**{**

**matches = ($0 ~ pattern)**

**if (invert)**

**matches = ! matches**

**fcount += matches # 1 or 0**

**if (! matches)**

**next**

**if (! count\_only) {**

**if (no\_print)**

**nextfile**

**if (filenames\_only) {**

**print FILENAME**

**nextfile**

**}**

**if (do\_filenames)**

**print FILENAME ":" $0**

**else**

**print**

**}**

**}**

END 规则要处理好正确的返回状态。如果没有匹配，则退出状态为 1，否则为 0：

**END {**

**exit (total == 0)**

**}**

usage() 函数用来在输入无效选项的时候打印使用信息，然后退出：

**function *usage()***

**{**

**print("Usage: egrep [-csvil] [-e pat] [files ...]") >"/dev/stderr"**

**print("\n\tegrep [-csvil] pat [files ...]") >"/dev/stderr"**

**exit 1**

**}**

### 11.2.3 打印用户信息

id 工具列出用户的真实与有效的用户 ID 值，真实与有效的组 ID 值，如果有的话，包含用户的组集。id 只有在它同于真实的ID 的情况下，才打印有效的用户 ID 与组 ID。如果可能，id 也提供了相应的前户与组名。输出可能如下：

**$ id**

**-| uid=1000(arnold) gid=1000(arnold) groups=1000(arnold)，4(adm)，7(lp)，27(sudo)**

这里的信息一部份是由 gawk 的 PROCINFO 数组来提供的（查看 ， ***在第 155 页***）。但是，id 工具会提供比单纯的数组更好的输出。

这里是 id 的一个简单的版本，用 awk 写成。它使用来自于 ***，在第 221 页***，的用户数据库函数（查看 ， ***在第 242 页***） 以及组数据库函数（查看 ， ***在第 246 页***）。

程序相当直接。所有的工作都在 BEGIN 规则中完成。用户以及组 ID 值从 PROCINFO 中取得。代码是可重复的。在用户数据库中的用于真实用户ID 的项被用 ‘:’ 分割成不同的部分。第一项是名字。相应的代码也可以用于有效的用户 ID 与组相关的值：

**# id.*awk* --- implement id in *awk***

**#**

**# Requires user and group library functions**

**# output is:**

**# uid=12(foo) euid=34(bar) gid=3(baz) \**

**# egid=5(blat) groups=9(nine)，2(two)，1(one)**

**BEGIN {**

**uid = PROCINFO["uid"]**

**euid = PROCINFO["euid"]**

**gid = PROCINFO["gid"]**

**egid = PROCINFO["egid"]**

***printf*("uid=%d"， uid)**

**pw = getpwuid(uid)**

**pr\_first\_field(pw)**

**if (euid != uid) {**

***printf*(" euid=%d"， euid)**

**pw = getpwuid(euid)**

**pr\_first\_field(pw)**

**}**

***printf*(" gid=%d"， gid)**

**pw = getgrgid(gid)**

**pr\_first\_field(pw)**

**if (egid != gid) {**

***printf*(" egid=%d"， egid)**

**pw = getgrgid(egid)**

**pr\_first\_field(pw)**

**}**

**for (i = 1; ("group" i) in PROCINFO; i++) {**

**if (i == 1)**

***printf*(" groups=")**

**group = PROCINFO["group" i]**

***printf*("%d"， group)**

**pw = getgrgid(group)**

**pr\_first\_field(pw)**

**if (("group" (i+1)) in PROCINFO)**

***printf*("，")**

**}**

**print ""**

**}**

**function pr\_first\_field(str， a)**

**{**

**if (str != "") {**

**split(str， a， ":")**

***printf*("(%s)"， a[1])**

**}**

**}**

在循环中的测试值得注意一下。任意在 PROCINFO 数组中的补充的值都有索引从 “group1” 到某个值 N 的 “groupN”（即补充组的总数）。但是，我们事先不知道有多少个这样的组。

循环从 1 开始，将值是 “group” 进行连接，然后使用 in 操作符来查看相应的值是否在数组中（查看 ， ***在第 168 页***）。最后，i 会递增越过数组中的最后一个组，然后循环退出。

循环在没有补充组的情况下也是正确的，这样第一次测试时条件就为 false，这样循环就根本没有执行过。

***pr\_first\_field()*** 函数简单地隔离一些要重复使用的代码，使得整个程序更短更清晰。特别是将检测空串的代码移进个函数中。

### 11.2.4 将大文件分片

split 工具将大的文本文件分割成更小了几个。用法如下：[[81]](#footnote-82)

**split [-count] [file] [prefix]**

默认情况下，输出文件命名为 xxa，xab 等等。每个文件有一千行，最后一个文件例外 。为了每个文件中的行数，在命令行中输入一个数值，前面带一个减号（如 ‘-500’ 使每个文件中有 500 行，而不是 1000 行）。为了改变输出文件的名字为诸如 myfileaa，myfileab 等等，则提供一个额外的参数来指定文件名的前缀。

下面是 awk 版本的 split。它使用在 ， ***在第 227 页***，中的 ord() 与 chr() 函数。

程序首先设置它的默认行为，然后测试以确保不会有太多的参数。然后依次查看每个参数。第一个参数可以一个负号，后面跟一个数值。如果果，这看起来就像是一个负数，所以使其为正数，即是行的数值。数据文件名被忽略过去，最后一个参数用于输出文件名的前缀：

**# split.*awk* --- do split in *awk***

**#**

**# Requires *ord()* and *chr()* library functions**

**# usage: split [-count] [file] [outname]**

**BEGIN {**

**outfile = "x" # default**

**count = 1000**

**if (ARGC > 4)**

***usage()***

**i = 1**

**if (i in ARGV && ARGV[i] ~ /^-[[:digit:]]+$/) {**

**count = -ARGV[i]**

**ARGV[i] = ""**

**i++**

**}**

**# test argv in case reading from stdin instead of file**

**if (i in ARGV)**

**i++ # skip datafile name**

**if (i in ARGV) {**

**outfile = ARGV[i]**

**ARGV[i] = ""**

**}**

**s1 = s2 = "a"**

**out = (outfile s1 s2)**

**}**

下一个规则做剩下的大部分的事情，tcount （temporary count）跟踪当前已经有多少行输出到了输出文件中。如果其大于 count，则要关闭当前的文件然后开启一个新的文件。s1 与 s2 跟踪当前的文件名前缀。如果他们两个都是 ‘z’，则表示文件太大了。否则，s1 移动到字母表中的下一个字母，s2 则从 ‘a’ 开始：

**{**

**if (++tcount > count) {**

**close(out)**

**if (s2 == "z") {**

**if (s1 == "z") {**

***printf*("split: %s is too large to split\n"，**

**FILENAME) >"/dev/stderr"**

**exit 1**

**}**

**s1 = chr(ord(s1) + 1)**

**s2 = "a"**

**}**

**else**

**s2 = chr(ord(s2) + 1)**

**out = (outfile s1 s2)**

**tcount = 1**

**}**

**print > out**

**}**

usage() 函数简单地打印错误并输出：

**function *usage()***

**{**

**print("usage: split [-num] [file] [outname]") >"/dev/stderr"**

**exit 1**

**}**

这个程序程序有一点滑头，他依赖于 awk 来自动关闭最后一个文件，而不是在 END 规则中来处理。同时，它也假设字母在字符集中是连续的，这在 EBCDIC 的系统中是不成立的。

### 11.2.5 将输出复制到多个文件中

tee 程序是一个“管道适配器”。tee 将他的标准输出到它的标准输出中，并将其复制到命令行中拉丁指定的文件名中。它的用法如下：

**tee [-a] file . . .**

-a 选项告诉 tee 将内容附加到命令的文件中，而不是将这些文件行清除再重新开始。

BEGIN 规则首先生成所有命令行参数的复本到名为 copy 的数组中。ARGV[0] 是不需要的，所以它不会被复制。tee 不可以直接使用 ARGV，因为 awk 会尝试将 ARGV 中的文件名当成输入的数据。

如果第一个参数是 -a，然后标志变量 append 被设置为 true，ARGV[1] 与 copy[1] 两个元素都被删除。如果 ARGC 小于 2，则表示没有提供文件名，则 tee 会打印一个使用信息然后退出。最后 ，awk 被强制从标准输入中读取数据，只要将 ARGV[1] 的值设置为 “-”，同时 ARGC 设置为 2：

**# tee.*awk* --- tee in *awk***

**#**

**# Copy standard input to all named output files.**

**# Append content if -a option is supplied.**

**#**

**BEGIN {**

**for (i = 1; i < ARGC; i++)**

**copy[i] = ARGV[i]**

**if (ARGV[1] == "-a") {**

**append = 1**

**delete ARGV[1]**

**delete copy[1]**

**ARGC--**

**}**

**if (ARGC < 2) {**

**print "usage: tee [-a] file ...">"/dev/stderr"**

**exit 1**

**}**

**ARGV[1] = "-"**

**ARGC = 2**

**}**

下面简单的规则执行所有的工作。由于没有模式，所以它会对每一个输入行都执行。规则的执行体只是简单地打印行到每个命令行上的文件，然后再打印到标准输出中：

**{**

**# moving the if outside the loop makes it run faster**

**if (append)**

**for (i in copy)**

**print >> copy[i]**

**else**

**for (i in copy)**

**print > copy[i]**

**print**

**}**

也可以这么来写循环：

**for (i in copy)**

**if (append)**

**print >> copy[i]**

**else**

**print > copy[i]**

这样更精简，但是却没有这么高效。if 会对每个记录以及每个输出文件都进行测试。通过复制循环体，if 对每个输入记录只执行一次测试。如果有 N 个输入记录，并且有 M 个输出文件，第一种方法只执行 N 个 if 语句，而第二种方法会执行 N\*M 个 if 语句。最后，END 规则通过关闭所有的输出文件来进行清理：

**END {**

**for (i in copy)**

**close(copy[i])**

**}**

### 11.2.6 打印去重文本行

uniq 工具从它的标准输入中读取经过排序的行，并且默认地移除重复的行。也就是说，它只打印唯一的行——如此名字所表示的意思。uniq 有很多的选项。其使用方法如下：

**uniq [-udc [-n]] [+n] [inputfile [outputfile]]**

uniq 的选项如下：

-d 只打印重复的（有复本）的行。

-u 只打印不重复的（唯一的）行。

-c 统计行。这个选项会覆盖 -d 与 -u。重复的与非重复的行都会被统计。

-n 在比较行前跳过 n 个域。域的定义与 awk 的默认的类似：被一连续的空格与/或者 TABs 分隔的非空白字符。

+n 在比较行前跳过 n 个字符。通过 ‘-n’ 指定的任何域会首先被跳过。

inputfile

数据从在命令行中指定的文件中读取，而不是从标准输入读取。

outputfile

将产生的输出发送到 outputfile 命名的文件中，而不是到标准输出中。

一般情况下，uniq 的行为就像 -d 与 -u 两个选项都指定的一样。

uniq 使用 getopt() 库函数（查看 ， ***在第 237 页***）以及 join() 库函数（查看 ， ***在第 228 页***）。

程序以 usage() 函数开始以及一些写在注释中的简单的选项及其含义的说明。BEGIN 规则处命令行参数与选项。它使用了一个技巧来让 getopt() 处理如 ‘-25’ 这个的选项，将这样的选项当做是字母 ‘2’ 的选项与其参数 ‘5’。如果实际上提供了两个或者多个数字（Optarg 看起来像一个数值），Optarg 会与选项数字一连接，然后结果与 0 相加来使其转换为数值。如果只有一个数值在选项中，Optarg 就不需要了。在这种情况下，Optind 必须被递减，这样 getopt() 会在下一轮中处理它。这个代码确实玩了一点花招。

如果没有提供选项，则会使用默认的行为，即打印重复与非重复的行。如果提供了输出文件，将其被赋值给 outputfile。在早期，outputfile 被初始化为标准输出，即 /dev/stdout：

**# uniq.*awk* --- do uniq in *awk***

**#**

**# Requires *getopt()* and *join()* library functions**

**function *usage()***

**{**

**print("Usage: uniq [-udc [-n]] [+n] [ in [ out ]]") >"/dev/stderr"**

**exit 1**

**}**

**# -c count lines. overrides -d and -u**

**# -d only repeated lines**

**# -u only nonrepeated lines**

**# -n skip n fields**

**# +n skip n characters， skip fields first**

**BEGIN {**

**count = 1**

**outputfile = "/dev/stdout"**

**opts = "udc0:1:2:3:4:5:6:7:8:9:"**

**while ((c = getopt(ARGC， ARGV， opts)) != -1) {**

**if (c == "u")**

**non\_repeated\_only++**

**else if (c == "d")**

**repeated\_only++**

**else if (c == "c")**

**do\_count++**

**else if (index("0123456789"， c) != 0) {**

**# *getopt()* requires args to options**

**# this messes us up for things like -5**

**if (Optarg ~ /^[[:digit:]]+$/)**

**fcount = (c Optarg) + 0**

**else {**

**fcount = c + 0**

**Optind--**

**}**

**} else**

***usage()***

**}**

**if (ARGV[Optind] ~ /^\+[[:digit:]]+$/) {**

**charcount = substr(ARGV[Optind]， 2) + 0**

**Optind++**

**}**

**for (i = 1; i < Optind; i++)**

**ARGV[i] = ""**

**if (repeated\_only == 0 && non\_repeated\_only == 0)**

**repeated\_only = non\_repeated\_only = 1**

**if (ARGC - Optind == 2) {**

**outputfile = ARGV[ARGC - 1]**

**ARGV[ARGC - 1] = ""**

**}**

**}**

下面的函数 are\_equal() 用来将当前行，$0，与前一行 last 进行比较。它处理要跳过的域与字符。如果没有指定域统计以及字符统计，are\_equal 返回 1，或者 0，这依赖于 last 与 $0 字串的简单的比较结果。

不然的话，事情会变量更加复杂。如果要跳过域，每一行都会用 split()（查看 ， ***在第 184 页***）拆分成数组，留下来的域然后再用 join() 组合成一行。被组合的行存回 clast 与 cline 中。如果没有域要跳过，clast 与 cline 则被设置成 last 与 $0。最后，如果有字符要跳过，substr() 用于清除 clast 与 cline 中前面 count 个的字符。两个字串然后进行比较，are\_equal() 返回比较的结果：

**function are\_equal( n， m， clast， cline， alast， aline)**

**{**

**if (fcount == 0 && charcount == 0)**

**return (last == $0)**

**if (fcount > 0) {**

**n = split(last， alast)**

**m = split($0， aline)**

**clast = join(alast， fcount+1， n)**

**cline = join(aline， fcount+1， m)**

**} else {**

**clast = last**

**cline = $0**

**}**

**if (charcount) {**

**clast = substr(clast， charcount + 1)**

**cline = substr(cline， charcount + 1)**

**}**

**return (clast == cline)**

**}**

下面的两个规则是程序体。第一个只用在数据的第一行。它将 last 设置为 $0，所以，后续的行才有可以比较的东西。

第二个规则执行相应的工作。变量 equal 为 1 或者 0，则依赖于 are\_equal() 的比较结果。如果 uniq 正在统计重复的行，而行是相同的，则其会递增 count 变量。否则，它打印行然后重新设置 count，因为两行已经不相同了。

如果 uniq 不在统计中，而 if 比较结果是相同的，count 则会被递增。不会打印输出行，因为要移除重复的行。否则，如果 uniq 正在统计重复的行，并且有看到了多于一行相同行，或者如果 uniq 在统计非重复的行，则只会见到一行，然后该行会被打印输出，而 count 会被重置。

**NR == 1 {**

**last = $0**

**next**

**}**

**{**

**equal = *are\_equal()***

**if (do\_count) { # overrides -d and -u**

**if (equal)**

**count++**

**else {**

***printf*("%4d %s\n"， count， last) > outputfile**

**last = $0**

**count = 1 # reset**

**}**

**next**

**}**

**if (equal)**

**count++**

**else {**

**if ((repeated\_only && count > 1) ||(non\_repeated\_only && count == 1))**

**print last > outputfile**

**last = $0**

**count = 1**

**}**

**}**

**END {**

**if (do\_count)**

***printf*("%4d %s\n"， count， last) > outputfile**

**else if ((repeated\_only && count > 1) ||(non\_repeated\_only && count == 1))**

**print last > outputfile**

**close(outputfile)**

**}**

### 11.2.7 统计

wc（word count）工具用来统计一个或者多个文件中的行，字与字符。它的用法如下：

**wc [-lwc] [files . . . ]**

如果在命令行中没有指定文件，wc 则从标准输入中读取。如果有多个文件，则它会打印所有文件的总的统计信息。wc 的选项及其意义如下：

-l 只统计行。

-w 只统计单词。一个“单词”是一个连续的非空白字符字符序列，相互之间以空格与/或者 TABs 来分割。幸运的是这也是 awk 对输入数据进行域分割的常规方式。

-c 只统计字符。

awk 中的 wc 实现特定优雅，因为 awk 已经为我们做了很多的事情了，awk 将行分割成单词（即域）然后统计它们，也统计行（即记录），它也可以很容易地告诉我们行的长度是多少。

程序使用到 getopt() 函数（查看 ， ***在第 237 页***）以及文件转换函数（查看 ， ***在第 233 页***）。

这个版本与传统的 wc 版本没有什么特别的不同：它总是按行，单词，字符这样的顺序来打印统计。传统的版本会注意到 -l，-w，-c 选项在命令行中的顺序，并以选项的顺序来打印统计。

BEGIN 规则作参数处理。变量 print\_total 在命令行中有多于一个文件的情况下为 true：

**# wc.*awk* --- count lines， words， characters**

**# Options:**

**# -l only count lines**

**# -w only count words**

**# -c only count characters**

**#**

**# Default is to count lines， words， characters**

**#**

**# Requires *getopt()* and file transition library functions**

**BEGIN {**

**# let *getopt()* print a message about**

**# invalid options. we ignore them**

**while ((c = getopt(ARGC， ARGV， "lwc")) != -1) {**

**if (c == "l")**

**do\_lines = 1**

**else if (c == "w")**

**do\_words = 1**

**else if (c == "c")**

**do\_chars = 1**

**}**

**for (i = 1; i < Optind; i++)**

**ARGV[i] = ""**

**# if no options， do all**

**if (! do\_lines && ! do\_words && ! do\_chars)**

**do\_lines = do\_words = do\_chars = 1**

**print\_total = (ARGC - i > 2)**

**}**

beginfile() 函数很简单，它仅是 lines，words 与 characters 设置为 0，并将当前的文件名存在 fname 中：

**function beginfile(file)**

**{**

**lines = words = chars = 0**

**fname = FILENAME**

**}**

endfile() 函数将当前文件的数值加到总的行，单词与字符数上。然后为刚才所读取的文件打印相应的数值。它依赖于 beginfile() 来重置后面的数据文件的数值：

**function endfile(file)**

**{**

**tlines += lines**

**twords += words**

**tchars += chars**

**if (do\_lines)**

***printf* "\t%d"， lines**

**if (do\_words)**

***printf* "\t%d"， words**

**if (do\_chars)**

***printf* "\t%d"， chars**

***printf* "\t%s\n"， fname**

**}**

有一个对每个行都执行的规则。在里面会对记录的长度加到 chars 上，再加上1。[[82]](#footnote-83)将记录的长度加 1 是因为换行符用来分割记录（即 RS 的值）但它又不是记录的一部份，因此不包含在长度里。后面，对每一行读取时 lines 会递增，而 words 会递增 NF 的值，而它的值就是本条行中“单词”的个数：

**# do per line**

**{**

**chars += length($0) + 1 # get newline**

**lines++**

**words += NF**

**}**

最后，END 规则简单地铺所有文件的总合：

**END {**

**if (print\_total) {**

**if (do\_lines)**

***printf* "\t%d"， tlines**

**if (do\_words)**

***printf* "\t%d"， twords**

**if (do\_chars)**

***printf* "\t%d"， tchars**

**print "\ttotal"**

**}**

**}**

## 11.3 awk 程序的大集合

这一节中是一个不同程序的“大集合”。我们希望你会觉得他们即有趣也很好玩。

### 11.3.1 查找文档中的重复字

在写大量的单调文章的常见错误就是会偶然输入重复的词。一般情况下你会看到似下面的东西“the the program does the following. . .”。当文件是在线的时候，重复的词常常出现在一行的尾部以及另一行的行首，因此很难进行定位。

dupword.awk 这个程序会扫描整个文件，一次一行，并查找同一个字符的的连续出现。它同时也保存一行中的最后一个单词（放在变量 prev 中），用于与下一个单词的第一个单词进行比较。

头两个语句要确保行全是小写的，所以，像 “The” 与 “the” 可以相互进行比较。下一条语句会替换非字母数字与非空格字符为空格，所以标点符号也不会影响比较。用空格替换字符这样格式控制字符不会创建一些没有意义的单词（如 Texinfo 中的 ‘@code{NF}’ 在简单地删除标点的情况下会变成 ‘codeNF’）。记录然后会被分割为域，产生了一行中的实际单词，并且保证不会有空的域。

如果在移除了所有的标点后没有域，则当前的记录会被跳过。否则程序会迭代每一个单词，并且其前一个单词进行比较：

**# dupword.*awk* --- find duplicate words in text**

**{**

**$0 = tolower($0)**

**gsub(/[^[:alnum:][:blank:]]/， "");**

**$0 = $0 # re-split**

**if (NF == 0)**

**next**

**if ($1 == prev)**

***printf*("%s:%d: duplicate %s\n"，FILENAME， FNR， $1)**

**for (i = 2; i <= NF; i++)**

**if ($i == $(i-1))**

***printf*("%s:%d: duplicate %s\n"，FILENAME， FNR， $i)**

**prev = $NF**

**}**

### 11.3.2 报警时钟程序

*没有什么像闹钟一样可以治愈失眠。*

*—Arnold Robbins*

*睡眠是给 Web 开发者的。*

*—Erik Quanstrom*

下面的程序是一个简单的“闹钟”程序。你给它一个时间以及一个可选的消息，在指定的时间上，它会打印消息到标准输出上。另外，你可以给它一个消息重复的资料，以及重复之间的延迟时间。

这个程序使用 getlocaltime() 函数（查看 ， ***在第 229 页***）。

在 BEGIN 规则中完成所有的工作。第一部分是参数检查，并设置默认值：delay，count，以及要打印的 message。如果用户提供了一个不带 ASCII BEL 字符的消息（为 ‘alert’ 字符，‘\a’），然后它会被加到 message 中。（在很多的系统中，打印 ASCII BEL 会产生一个可以听得到的报警块。所以， 当报警消除时，系统会在用户没有看电脑时来唤起其注意。）只是为了做一些改变，这个程序使用 switch 语句（查看 ， ***在第 150 页***），但是处理也可以用一系列的 if-else 语句来完成。下面是程序：

**# alarm.*awk* --- set an alarm**

**#**

**# Requires *getlocaltime()* library function**

**# usage: alarm time [ "message" [ count [ delay ] ] ]**

**BEGIN {**

**# Initial argument sanity checking**

**usage1 = "usage: alarm time [ 'message' [count [delay]]]"**

**usage2 = sprintf("\t(%s) time ::= hh:mm"， ARGV[1])**

**if (ARGC < 2) {**

**print usage1 >"/dev/stderr"**

**print usage2 >"/dev/stderr"**

**exit 1**

**}**

**switch (ARGC) {**

**case 5:**

**delay = ARGV[4] + 0**

**# fall through**

**case 4:**

**count = ARGV[3] + 0**

**# fall through**

**case 3:**

**message = ARGV[2]**

**break**

**default:**

**if (ARGV[1] !~ /[[:digit:]]?[[:digit:]]:[[:digit:]]{2}/) {**

**print usage1 >"/dev/stderr"**

**print usage2 >"/dev/stderr"**

**exit 1**

**}**

**break**

**}**

**# set defaults for once we reach the desired time**

**if (delay == 0)**

**delay = 180 # 3 minutes**

**if (count == 0)**

**count = 5**

**if (message == "")**

**message = sprintf("\aIt is now %s!\a"， ARGV[1])**

**else if (index(message， "\a") == 0)**

**message = "\a" message "\a"**

代码的下一段会将报警时间转换为小时分钟，并转换（如果有必要的话）为一个 24-小时制的时间，然后将时间转换为从午夜以来的秒数。后面它会将当前的时候转换为从午夜以来的秒数。两个时间之间的差就是要设置报警要等待的时间：

**# split up alarm time**

**split(ARGV[1]， atime， ":")**

**hour = atime[1] + 0 # force numeric**

**minute = atime[2] + 0 # force numeric**

**# get current broken down time**

**getlocaltime(now)**

**# if time given is 12-hour hours and it’s after that**

**# hour， e.g.， ‘alarm 5:30’ at 9 a.m. means 5:30 p.m.，**

**# then add 12 to real hour**

**if (hour < 12 && now["hour"] > hour)**

**hour += 12**

**# set target time in seconds since midnight**

**target = (hour \* 60 \* 60) + (minute \* 60)**

**# get current time in seconds since midnight**

**current = (now["hour"] \* 60 \* 60) + \**

**(now["minute"] \* 60) + now["second"]**

**# how long to sleep for**

**naptime = target - current**

**if (naptime <= 0) {**

**print "alarm: time is in the past!">"/dev/stderr"**

**exit 1**

**}**

最后，程序使用 system() 函数（查看 ）来调用 sleep 工具。sleep 工具会暂停给定的秒数。如果其退出时间不是 0，而程序会假设休眠中断并退出。如果 sleep 退出，退出代码为 0，则程序会在循环中打印消息，然后再通过 sleep 来迟延不管多少必要的秒时间：

**# zzzzzz..... go away if interrupted**

**if (system(sprintf("sleep %d"， naptime)) != 0)**

**exit 1**

**# time to notify!**

**command = sprintf("sleep %d"， delay)**

**for (i = 1; i <= count; i++) {**

**print message**

**# if sleep command interrupted， go away**

**if (system(command) != 0)**

**break**

**}**

**exit 0**

**}**

### 11.3.3 转换字符

系统的 tr 工具用来进行字符的一对一转换。例如，用来将大写字母转换为小写字母以便进行进一步的处理：

**generate data | tr ’A-Z’ ’a-z’ | process data ...**

tr 需要两个字符列表。[[83]](#footnote-84)当处理输入时，在第一个字符列表中的第一个字符会被第二个列表中的第一个字符替换，而第一个字符列表中的第二个字符会被第二个字符列表中的第二个字符替换，以此类推。如果在 from 列表中有比 to 列表中更多的字符，则在 to 中的最后的字符用来替换在 from 列表中的其他字符。

以前，有用户建议在 gawk 中加入字符转换函数。下面的程序可以证明用户层的函数也可以用来实现字符的转换功能。这个程序没有 tr 工具那么完整，但是可以做大部份的事情。

转换程序是在 gawk 取得对每个字串中的字符进行分割到数组中的能力很久之前写的。所以，它重复地使用 substr()，index()，与 gsub() 等内置函数（查看 ， ***在第 184 页***）。下面有两个函数，第一个函数 stranslate()，有三个参数：

from 要转换的字符列表。

to 要转换成的字符列表。

target 要执行转换的字串。

关联数组使得转换部分非常容易。t\_ar 保存 to 的字符，并用 from 的字符作为索引。然后一个简单的循环来循环 from 字符，一次一个字符。对在 from 中的每个字符，如果字符出现在 target 中，则它被替换为 to 中的相应字符。

translate() 函数调用 stranslate()，并将 $0 作为 target 参数。主程序用来自由命令行的值设置两个全局变量，FROM 与 TO，然后将 ARGV 更改为 awk 从标准输入中读取。

最后，处理规则只是简单地调用 translate() 来处理每一条记录：

**# translate.*awk* --- do tr-like stuff**

**# Bugs: does not handle things like tr A-Z a-z; it has**

**# to be spelled out. However， if ‘to’ is shorter than ‘from’，**

**# the last character in ‘to’ is used for the rest of ‘from’.**

**function stranslate(from， to， target， lf， lt， ltarget， t\_ar， i， c，**

**result)**

**{**

**lf = length(from)**

**lt = length(to)**

**ltarget = length(target)**

**for (i = 1; i <= lt; i++)**

**t\_ar[substr(from， i， 1)] = substr(to， i， 1)**

**if (lt < lf)**

**for (; i <= lf; i++)**

**t\_ar[substr(from， i， 1)] = substr(to， lt， 1)**

**for (i = 1; i <= ltarget; i++) {**

**c = substr(target， i， 1)**

**if (c in t\_ar)**

**c = t\_ar[c]**

**result = result c**

**}**

**return result**

**}**

**function translate(from， to)**

**{**

**return $0 = stranslate(from， to， $0)**

**}**

**# main program**

**BEGIN {**

**if (ARGC < 3) {**

**print "usage: translate from to">"/dev/stderr"**

**exit**

**}**

**FROM = ARGV[1]**

**TO = ARGV[2]**

**ARGC = 2**

**ARGV[1] = "-"**

**}**

**{**

**translate(FROM， TO)**

**print**

**}**

有可能在用户层的函数中来执行字符转换，但是没有这么高效，我们（即 gawk 的开发者）开始考虑添加一个内置的函数。但是，在完成这个程序之后不久，我们了解到 Brian Kernighan 已经加入了 toupper() 与 tolower() 函数到它的 gawk 中（查看 ， ***在第 184 页***）。这些函数处理处理了大量的所需要的字符转换的主要部分，因此我们只好选择来简单地将这些函数加到 gawk，并保证它们足够独立。

对这个程序的明显提升就是在 BEGIN 规则中仅设置 t\_ar 数组一次。但是，这假设 from 与 to 的列表在程序的生命期内不会改变。

另一个明显的改进，就是允许使用 tr 工具所使用的范围，如 ‘a-z’。查看 cut.awk （查看 ， ***在第 254 页***）代码来查看其中的灵感。

### 11.3.4 打印邮件标题

这里是一个“真实世界”[[84]](#footnote-85)中的程序。这个脚本读取名字与地址列表，然后产生邮件标签。标签的每一页有 20 个标签在里头，2 行 10 列。地址保证多于 5 行。每一个地方都通过一个空行与下一个地方进行分隔。

基本的想法是读取 20 个标签的数据。每个标签的每一行都存在 line 数组中。一个单独的规则来处理填充 line 数组，并在读到 20 个标签的时候打印页。

BEGIN 规则简单地将 RS 设置成空串，因此 awk 会将记录以空行分割（查看 ， ***在第 63 页***）。然后将 MAXLINES 设置为 100，因此 100 是在页中的最大行数（20 · 5 = 100）。

大多数的工作是在 printpage() 函数中完成的。标签行被顺序地存在 line 数组中。但是他们要水平地打印出来：line[1] 后面是 line[6]，line[2] 与 line[7] 相邻，等等。用两个循环来完成这个功能。外层的循环通过 i 来控制，用来迭代数据的每 10 行，这是每一行的标签。内循环，通过 j 控制，不用迭代一行中的内容。当 j 从 0 迭代到 4，则 ‘i+j’ 就是行中的第 j 行。‘i+j+5’ 则为下一行。输出最终输出可能如下：

**line 1 line 6**

**line 2 line 7**

**line 3 line 8**

**line 4 line 9**

**line 5 line 10**

**...**

printf 的 ‘%-41s’ 字串表示是左对齐数据，并在固定的宽度域上进行打印。

作为最后提示，在行 21 与行 61 中会有一个空行输出，来保持输出行是标签是对齐的。这依赖于写程序时所使用的特别的标签类型。你也需要注意，在开头与结尾都有两个空行。

END 规则用来将最后页的标签输出，因为有可能没有多个整 20 个标签存在：

**# labels.*awk* --- print mailing labels**

**# Each label is 5 lines of data that may have blank lines.**

**# The label sheets have 2 blank lines at the top and 2 at**

**# the bottom.**

**BEGIN { RS = "" ; MAXLINES = 100 }**

**function printpage( i， j)**

**{**

**if (Nlines <= 0)**

**return**

***printf* "\n\n" # header**

**for (i = 1; i <= Nlines; i += 10) {**

**if (i == 21 || i == 61)**

**print ""**

**for (j = 0; j < 5; j++) {**

**if (i + j > MAXLINES)**

**break**

***printf* " %-41s %s\n"， line[i+j]， line[i+j+5]**

**}**

**print ""**

**}**

***printf* "\n\n" # footer**

**delete line**

**}**

**# main rule**

**{**

**if (Count >= 20) {**

***printpage()***

**Count = 0**

**Nlines = 0**

**}**

**n = split($0， a， "\n")**

**for (i = 1; i <= n; i++)**

**line[++Nlines] = a[i]**

**for (; i <= 5; i++)**

**line[++Nlines] = ""**

**Count++**

**}**

**END {**

***printpage()***

**}**

### 11.3.5 生成字使用统计

当要处理大量的文本的时候，如果了解单词的使用频率是一件很有趣的事情。例如，作者可能会容易使用特定的词，在这种情况下，他或者她可能想找一些同义词来代替那些出现得太频繁的词。这一节中开发了一个这样的程序来统计单词以及它出现的频率，并以一种有用的方式输出这些信息。

乍看之下，像下面这样的程序可以完成这样的功能：

**# wordfreq-first-try.*awk* --- print list of word frequencies**

**{**

**for (i = 1; i <= NF; i++)**

**freq[$i]++**

**}**

**END {**

**for (word in freq)**

***printf* "%s\t%d\n"， word， freq[word]**

**}**

程序依赖于 awk 的默认域分割机制来将每一行分割成词并使用关联数组 freq 来存储它们，用单词来作为索引，来统计单词出现的次数，在 END 规则中来打印统计。

这个程序有几个问题会导致其处理真实文本时有可用程度：

* awk 语言会把大写与小定是有区别的。所以，“bartender” 与 “Bartender” 会当成不一样的词。这不是想要的结果，因为单词在正常的文本中的句首，会进行首字大写，而频率分析器却对首字大写不敏感。
* 单词的检测使用的是 awk 默认使用空格进行域分割的惯例。在输入中的其他字符（不包含换行符）对于 awk 来说没有特殊的含义。这表示标点符号也会成为单词的一部分。
* 输出不会有什么有用的顺序。你更有可能对最常出现的单词感兴趣，或者形成一个字母表来表示每个单词的出现频率。

第一个问题可以通过 tolower() 来移除大小定来解决。第三个问题可以用 gsub() 移除标点符号来解决。最后，我们通过使用系统的 sort 工具处理 awk 脚本的输出来解决第三个问题。这是一个新版本的程序：

**# wordfreq.*awk* --- print list of word frequencies**

**{**

**$0 = tolower($0) # remove case distinctions**

**# remove punctuation**

**gsub(/[^[:alnum:]\_[:blank:]]/， ""， $0)**

**for (i = 1; i <= NF; i++)**

**freq[$i]++**

**}**

**END {**

**for (word in freq)**

***printf* "%s\t%d\n"， word， freq[word]**

**}**

正则表达式 /[^[:alnum:]\_[:blank:]]/ 本可以写在 /[[:punct:]]/，但是下划线也要移除，但我们想保留它。

假设我们把这个程序保留为名字为 wordfreq.awk 的文件，数据在 file1 中，则下面的管程：

awk -f wordfreq.awk file1 | sort -k 2nr

会产生出现在 file1 中的单词频率的降序表。awk 程序适合于处理信息以及数据来产生单词频率表，但是不是有序的。awk 的脚本输出然后通过 sort 工具来排序，然后再打印到屏幕上。

提交给 sort 工具的选择指定 sort 使用每个输入行的第二个域（跳过第一个域），排序键被当成数值量来对待（不然 ‘15’ 会排在 ‘5’ 之前），然后排序会以降序（逆序）的方式来执行。

排序甚至可以在程序中完成，只要把 END 的动作改成如下：

**END {**

**sort = "sort -k 2nr"**

**for (word in freq)**

***printf* "%s\t%d\n"， word， freq[word] | sort**

**close(sort)**

**}**

这种方式的排序必须使用在那些在命令行一层没有真正的管道的的系统上（或者批处理文件）。查看操作系统上如何使用 sort 程序的文档来获取更多信息。

### 11.3.6 从未排序的文本中去重

uniq 程序（查看 ， ***在第 267 页***）在经过排序的数据中移除重复的行。

但是，你可能需要移除数据文件中的重复的行，而又想保留行中的顺序。这样处理的一个合适的例子就是 Shell 的 histroy 文件。history 文件保留了你已经输入过的命令的复本，在一行中重复几次相同的命令的情况并不多见。有时候，你可能想移除重复的行来压缩文件。但是还要保留最初命令行的顺序。

下面这个简单的程序可以完成这个工作。它会使用两个数组。 data 数组由每行的文本来作索引。对每一行，data[$0] 会进行递增。如果某个特定的行之前没有出现过，则 data[$0] 会是 0。在这种情况下，那一行的文本会存在 lines[count] 中。lines 中的元素都是唯一的，而 lines 的索引表示了行出现的顺序。END 规则中介简单地按顺序打印 lines：

**# histsort.*awk* --- compact a shell history file**

**# Thanks to Byron Rakitzis for the general idea**

**{**

**if (data[$0]++ == 0)**

**lines[++count] = $0**

**}**

**END {**

**for (i = 1; i <= count; i++)**

**print lines[i]**

**}**

这个程序也提供了用于产生有用信息的一个基础。如，在 END 规则中使用下面的 print 语句表示特定命令使用的频度：

**print data[lines[i]]， lines[i]**

这么做有效是因为 data[$0] 在行每出现一次都会进行递增。

### 11.3.7 从 Texinfo 源文件中提取程序

在本章与前一章（）中，都展示了大量的 awk 程序。如果你想实践这些程序，如果再次手工输出这些程序则就太繁琐了。这里，我们展示了一个程序可以从 Texinfo 的输入文件中提出部分到一个独立的文件中。

本书是用 Texinfo 写成的，这是 GNU 项目的文档格式语言。一个单独的 Texinfo 源文件可以用来产生打印的 TEX 文档，也可以产生在线文档。（Texinfo 在书 Texinfo—*The GNU Documentation Format* 有完整的文档，也可从自由软件基金会取得，也可以在网上取得。）

对于我们自己的目的，知道 Texinfo 输入文件的三件事情就够了：

* ‘at’ 符号（‘@’）在 Texinfo 中是特殊符号，就像是在 C 或者 awk 中的反斜杠一样（‘\’）。字面的 ‘@’ 在 Texinfo 源文件中由 ‘@@’ 来表示。
* 注释同 ‘@c’ 开始，或者由 ‘@comment’ 开始。文件提出程序通过使用在行首开始的特殊的注释。
* 包含 ‘@group’ 与 ‘@end group’ 命令包含例子文本不可以分页。（不幸的是，TEX 不总是足够来做正确的事情，因此我们还得给它一些帮助。）

下面的程序 extract.awk 从 Texinfo 源文件中读取，并根据特殊注释做两件事情。当看到 ‘@c system...’ 时，它执行一个命令，并从命令文本中提取控制行并将其传递给 system 函数（查看 ， ***在第 194 页***）。当看到 ‘@c filename’ 时，其后续的行将被发送到文件 filename 中，直到看到 ‘@c endfile’ 为止。在 extract.awk 规则中，要么匹配 ‘@c’ 要么匹配 ‘@comment’，只要将 ‘omment’ 成为可选的部分即可。包含 ‘***@group***’ 与 ‘***@end*** group’ 的行，只是简单地移除。extract.awk 使用到 join() 库函数（查看 ， ***在第 228 页***）。

在 *GAWK: Effective AWK Programming* 的 Texinfo 的源代码中的例子程序赵向都已经包含在 ‘file’ 与 ‘endfile’ 中的行里。gawk 发行版本使用 extract.awk 的一个复本来提取例子程序，并将他们中的多数安装到了标准的 gawk 可查找到目录中。Texinfo 文件看起来这样：

**...**

**This program has a @code{BEGIN} rule**

**that prints a nice message:**

**@example**

**@c file examples/messages.*awk***

**BEGIN @{ print "Don’t panic!" @}**

**@c end file**

**@end example**

**It also prints some final advice:**

**@example**

**@c file examples/messages.*awk***

**END @{ print "Always avoid bored archaeologists!" @}**

**@c end file**

**@end example**

**...**

extract.awk 将 IGNORECASE 设置为 1，所以大小写混合在指示符中不会有什么影响。

第一个规则处理 system() 调用，检查要执行的命令（NF 至少为 3）并且也检查命令出代码为是否为0，即表示执行 OK：

**# extract.*awk* --- extract files and run programs from Texinfo files**

**BEGIN { IGNORECASE = 1 }**

**/^@c(omment)?[ \t]+system/ {**

**if (NF < 3) {**

**e = ("extract: " FILENAME ":" FNR)**

**e = (e ": badly formed ‘system’ line")**

**print e >"/dev/stderr"**

**next**

**}**

**$1 = ""**

**$2 = ""**

**stat = system($0)**

**if (stat != 0) {**

**e = ("extract: " FILENAME ":" FNR)**

**e = (e ": warning: system returned " stat)**

**print e >"/dev/stderr"**

**}**

**}**

变量 e 用来使规则很好地匹配页。

第二个规则将数据移动到文件中。它会检查在指示符中给出的文件名。如果文件名不是当前的文件，然后当前文件就会被关闭。让当前的文件一直打开到处理下一个新文件，这样你可以使用 ‘>’ 来重定向打印内容，打开文件的管理也很简单。

for 循环处理真正的工作。它使用 getline（查看 ， ***在第 83 页***）来读取行。对于一个未期望的文件尾，它会调用 unexpected\_eof() 函数。如果行是一个 ‘endfile’ 行，则它就跳出循环。如果行是 ‘@group’ 或者 ‘***@end*** group’ 行，则它会忽略掉，然后继续处理下一行。类似地，例子中的注释也被忽略掉。

大多数的工作都在下面几行。如果行中没有 ‘@’ 符号，则程序可以直接打印它，否则每一个前导的 ‘@’ 必须被去掉。为了移除 ‘@’ 符号，使用 split() 函数（查看 ， ***在第 184 页***）行被分割成 a 数组的不同元素。‘@’ 符号被用于分隔符。a 的每一个空元素表示在原行中的两个连续的 ‘@@’ 符号。对每两个空元素（在原文件中的‘@@’），我们需要加一个 @ 符号进来。

当数组的处理已经完成，join() 则被以 SUBSEP 的值调用（查看 ， ***在第 176 页***），用以将分散的块连接成一个单独的行。该行然后被打印到输出文件中：

**/^@c(omment)?[ \t]+file/ {**

**if (NF != 3) {**

**e = ("extract: " FILENAME ":" FNR ": badly formed ‘file’ line")**

**print e >"/dev/stderr"**

**next**

**}**

**if ($3 != curfile) {**

**if (curfile != "")**

**close(curfile)**

**curfile = $3**

**}**

**for (;;) {**

**if ((*getline* line) <= 0)**

**unexpected\_*eof()***

**if (line ~ /^@c(omment)?[ \t]+endfile/)**

**break**

**else if (line ~ /^@(end[ \t]+)?group/)**

**continue**

**else if (line ~ /^@c(omment+)?[ \t]+/)**

**continue**

**if (index(line， "@") == 0) {**

**print line > curfile**

**continue**

**}**

**n = split(line， a， "@")**

**# if a[1] == ""， means leading @，**

**# don’t add one back in.**

**for (i = 2; i <= n; i++) {**

**if (a[i] == "") { # was an @@**

**a[i] = "@"**

**if (a[i+1] == "")**

**i++**

**}**

**}**

**print join(a， 1， n， SUBSEP) > curfile**

**}**

**}**

这里要注意一个重要的事情就是 ‘>’ 重定向符的使用。用 ‘>’ 输出只会打开一次文件，然后会一保持打开，后续的输出操作会附加到文件中（查看 ， ***在第 103 页***）。这使得很容易混合程序文本与针对相同源文件的解释性的文字（正如这里所做的一样）而没有任何问题。文件只在处理一个文件数据文件的时候才会被关闭，或者在输入文件输入结束时关闭。

最后，***unexpected\_eof()*** 函数打印合适的错误信息并退出。END 规则处理最后的清理工作，关闭打开的文件：

**function unexpected\_*eof()***

**{**

***printf*("extract: %s:%d: unexpected EOF or error\n"，**

**FILENAME， FNR) >"/dev/stderr"**

**exit 1**

**}**

**END {**

**if (curfile)**

**close(curfile)**

**}**

### 11.3.8 一个简单的流编辑器

sed 是一个流编辑器，它是一个读取数据流，改变它然后传递它的程序。通过它被用来对一个大的文件或者由命令的管程产生的数据流做一些全局性的更改。尽管 sed 在它那边来说是一个很复杂的程序，但是它的通常用法是在管线的中途做一些全局性的替换：

**command1 < orig.data | sed ’s/old/new/g’ | command2 > result**

如 ‘s/old/new/g’ 告诉 sed 在每一个输入行查找正则表达式 ‘old’，并全局性地替换它为 ‘new’（即在一行中所有出现）。这个与 awk 的 gsub() 函数（查看 ， ***在第 184 页***）非常类似。

下面的程序，awksed.awk 接收至少两个命令行参数：一个是要查找的模式，以及替换它的文本。任何其他的参数都当成是要处理的文件名。如果没有提供文件名，则使用标准输入：

**# awksed.*awk* --- do s/foo/bar/g using just print**

**# Thanks to Michael Brennan for the idea**

**function *usage()***

**{**

**print "usage: awksed pat repl [files...]">"/dev/stderr"**

**exit 1**

**}**

**BEGIN {**

**# validate arguments**

**if (ARGC < 3)**

***usage()***

**RS = ARGV[1]**

**ORS = ARGV[2]**

**# don’t use arguments as files**

**ARGV[1] = ARGV[2] = ""**

**}**

**# look ma， no hands!**

**{**

**if (RT == "")**

***printf* "%s"， $0**

**else**

**print**

**}**

程序依赖于 gawk 可以将 RS 赋值为正则表达式的能力，以及设置 RT 为实际的结束记录的文本（查看 ， ***在第 63 页***）。

思路就是让 RS 成为要查找的模式。gawk 会处置设置 $0 为在匹配模式之间的文本。这就是我们想要保留的，不经修改的文本。然后，设置 ORS 为替换的文件。一个简单的 print 语句输出我们想要保留的文本，后面跟着要替换的文本。

这个方法有一个不完美的地方，即如果最后一条记录不是以匹配 RS 的文本结束该怎么办。使用 print 语句无条件地打印替换文本是不正确的。但是，如果文件不是以匹配 RS 的文本结束，RT 会被设置成空串。在这种情况下，我们可以使用 printf 来打印 $0。（查看 ， ***在第 97 页***）

BEGIN 规则处理环境的设置，检查参数的正确数值，并在出问题时调用 usage() 函数。然后再设置 RS 与 ORS 为从命令行中取得的参数，并调协 ARGV[1] 与 ARGV[2] 为空串，这样它们就不会被当成文件名来处理（查看 ， ***在第 163 页***）。

usage() 函数会打印一个错误信息并退出。最后，一个简单的规则根据 RT 的值来相应地使用 print 与 printf 来打印之前确定好的方案。

### 11.3.9 使用库函数的简单方式

在 ，***在第 46 页***，中我们看到了 gawk 如何来提供内置的文件包含能力。但是，这是 gawk 的扩展。这一节提供了让标准的 awk 有文件包含能力的动机，以及如何通过 Shell 与 awk 的编程组合来实现。

使用在 awk 中的库函数用处非常大。它鼓励代码重用来写一些通用函数。程序看起来会更小更清晰。但是，写 awk 程序时使用库函数非常容易，但是运行他们时却很痛苦，因为需要多个 -f 选项。如果 gawk 不可用，则通过 AWKPATH 环境来变量来将 awk 函数放到库目录的能力也一样痛苦（查看 ， ***在第 35 页***）。如果能以下面的方式来写程序则就非常好了：

**# library functions**

**@include getopt.*awk***

**@include join.*awk***

**...**

**# main program**

**BEGIN {**

**while ((c = getopt(ARGC， ARGV， "a:b:cde")) != -1)**

**...**

**...**

**}**

下面的程序 igawk.sh 提供了这样的服务。它模拟 gawk 的搜索 AWKPATH 变量的行为，并允许嵌套的 include（即被@include 包含的文件可以再包含 @include 语句）。igawk 努力使文件只被包含一次，因此嵌套的包含不会偶然包含一个库函数两次。

igawk 应该外在表现得像 gawk。这就是说，它可以接收所有的 gawk 的命令行参数，包含通过 -f 指定多个源文件的能力以及能够混用命令行与库源文件的能力。

程序使用 POSIX Shell（sh）命令语言写成。[[85]](#footnote-86)它工作方式如下：

1. 当程序展开执行时，循环迭代参数，保存所有不代表 awk 源代码的参数以备用。
2. 对于任何不代表 awk 文件的参数，将参数放到一个可展开的 Shell 变量中。有两种情形：
   1. 对于由 -e 或者 --source 提供的字面文本。这个文本只是直接进行附加。
   2. 由 -f 参数提供的源文件名。我们使用一个小技巧，并附加 ‘***@include*** filename’ 到 Shell 变量的内容中。由于文件包含程序如 gawk 一样的工作方式，这可以在正确的点取得程序中包含的文件的文本。
3. 在 Shell 变量之上，执行 awk 程序（自然地）来展开 @include 语句。被展开的程序放放在第二个 Shell 变量中。
4. 用 gawk 运行展开的程序以及其他的用户提供的命令参数（例如数据文件名）。

这个程序扩展地使用 Shell 变量：用于存储命令行参数以及将会展开用户程序的 awk 程序的文本，用于用户的初始程序以及展开的程序。这么做可以移除一些当我们使用临时文件而导致的潜在的问题，但是代价就是使脚本带来一定的复杂性。

程序的开始部分，如果第一个参数是 ‘debug’，则打开 Shell 的跟踪。

下一个部分会循环所有的命令行参数。有几个情况非常有意思：

-- 这由于结束 igawk 的参数。其他的任意参数应该被原样地传递到用户的 awk 程序。

-W 这表示下一个选项是特定于 gawk 的。为了使参数处理更加容易，-W 被附加到剩下的参数的前面，然后继续循环。（这是一个 Sh 的编程技巧。如果你不熟悉 Sh 也不用担心。）

-v， -F 这会被存储并被传递给 gawk。

-f， --file， --file=， -Wfile=

使用 @include 语句附加到 Shell 变量程序的文件。expr 工具用于移除参数前面的的选项部分（比如 ‘--file=’）。（典型的 Sh 用法应该是使用 echo 以及sed 工具来做这样的事情。很不幸的是，有一些版本的 echo 会对它的参数列表中的转义序列进行求值，有可能会弄乱程序文本。使用 expr 可以避免这个问题。）

--source， --source=， -Wsource=

源代码被附加到程序中。

--version， -Wversion

igawk 打印它的版本号，运行 ‘gawk --version’ 来取得 gawk 的版本信息，然后退出。

如果 -f --file，-Wfile，--source 或者 -Wsource 参数一个都没有提供，则第一个非选项参数会用作 awk 的程序。如果没有其他的命令行参数，igawk 打印一个错误信息后退出。否则，第一个参数会被附加到程序。在任何情况下，在参数被处理后， Shell 变量程序包含最初 awk 程序的完全的文本。程序如下：

**#! /bin/sh**

**# igawk --- like gawk but do @include processing**

**if [ "$1" = debug ]**

**then**

**set -x**

**shift**

**fi**

**# A literal newline， so that program text is formatted correctly**

**n=’**

**’**

**# Initialize variables to empty**

**program=**

**opts=**

**while [ $# -ne 0 ] # loop over arguments**

**do**

**case $1 in**

**--) shift**

**break ;;**

**-W) shift**

**# The ${x?’message here’} construct prints a**

**# diagnostic if $x is the null string**

**set -- -W"${@?’missing operand’}"**

**continue ;;**

**-[vF]) opts="$opts $1 ’${2?’missing operand '}'"**

**shift ;;**

**-[vF]\*) opts="$opts ’$1’" ;;**

**-f) program="$program$n@include ${2?’missing operand’}"**

**shift ;;**

**-f\*) f=$(expr "$1" : ’-f\(.\*\)’)**

**program="$program$n@include $f" ;;**

**-[W-]file=\*)**

**f=$(expr "$1" : ’-.file=\(.\*\)’)**

**program="$program$n@include $f" ;;**

**-[W-]file)**

**program="$program$n@include ${2?’missing operand’}"**

**shift ;;**

**-[W-]source=\*)**

**t=$(expr "$1" : ’-.source=\(.\*\)’)**

**program="$program$n$t" ;;**

**-[W-]source)**

**program="$program$n${2?’missing operand’}"**

**shift ;;**

**-[W-]version)**

**echo igawk: version 3.0 1>&2**

**gawk --version**

**exit 0 ;;**

**-[W-]\*) opts="$opts ’$1’" ;;**

**\*) break ;;**

**esac**

**shift**

**done**

**if [ -z "$program" ]**

**then**

**program=${1?’missing program’}**

**shift**

**fi**

**# At this point， ‘program’ has the program.**

处理 @include 指令的 awk 程序被存储在 Shell 的变量 expand\_prog 中。这么做可以使得 Shell 脚本更可读。awk 程序使用 getline（查看 ， ***在第 83 页***）读取用户的程序，一次一行。输入文件名以及 @include 语句使用栈来管理。每遇到一个 @include，当前的文件名会被推到栈中，在 @include 中的文件名则成为当前文件名。每完成一个文件，则会对栈进行弹出，这样前一个文件会成为当前文件。处理是以最开始的文件作为栈中的第一个文件开始的。

pathto() 函数处理查找文件全路径的事情。它模拟 gawk 的查找 AWKPATH（查看 ， ***在第 43 页***） 环境变量的行为。如果文件名中有 ‘/’，则不会进行路径搜索。类似地，如果文件名是 “-”，则相应的字串则原样不变。否则，文件名被与路径中的每一个上进进行连接，并尝试打开生成的文件。唯一的测试文件是否可在 awk 中进行读取的方式是继续通过 getline 来尝试读取，这正是 pathto() 所做的。[[86]](#footnote-87)如果文件可读，则关闭它，把返回文件名：

**expand\_prog=’**

**function pathto(file， i， t， junk)**

**{**

**if (index(file， "/") != 0)**

**return file**

**if (file == "-")**

**return file**

**for (i = 1; i <= ndirs; i++) {**

**t = (pathlist[i] "/" file)**

**if ((*getline* junk < t) > 0) {**

**# found it**

**close(t)**

**return t**

**}**

**}**

**return ""**

**}**

主程序包含在 BEGIN 规则中。它所做的第一件事情就是设置一个 pathlist 数组给 pathto() 使用。在使用 ‘:’ 分割路径之后，空的元素用 “.” 进行替换，它表示的是当前路径：

**BEGIN {**

**path = ENVIRON["AWKPATH"]**

**ndirs = split(path， pathlist， ":")**

**for (i = 1; i <= ndirs; i++) {**

**if (pathlist[i] == "")**

**pathlist[i] = "."**

**}**

栈使用 ARGV[1] 来进行初始化，它的值为 “/dev/stdin”。后面则是主循环。输入行会一行行连续。不能 @include 开始的行则会原样打印。如果行确实是以 @include 开始的，则文件名会存储在 $2 中。pathto() 用来产生完整的路径。如果没法产生，程序则打印一个错误信息后继续。

下一个要做的事情就是检查文件是否已经被包含。已经处理的数组用已经包含的文件的全名来进行索引，它会为我们跟踪相应的信息。如果文件再次看到，会打印一个警告信息。否则新的文件名会被推到栈中并继续处理。

最后，当 getline 遇到了输入的文件尾，文件则被关闭，栈弹出。当 stackptr 小于 0 时，程序完成：

**stackptr = 0**

**input[stackptr] = ARGV[1] # ARGV[1] is first file**

**for (; stackptr >= 0; stackptr--) {**

**while ((*getline*< input[stackptr]) > 0) {**

**if (tolower($1) != "@include") {**

**print**

**continue**

**}**

**fpath = pathto($2)**

**if (fpath == "") {**

***printf*("igawk: %s:%d: cannot find %s\n"，**

**input[stackptr]， FNR， $2) >"/dev/stderr"**

**continue**

**}**

**if (! (fpath in processed)) {**

**processed[fpath] = input[stackptr]**

**input[++stackptr] = fpath # push onto stack**

**} else**

**print $2， "included in"， input[stackptr]，**

**"already included in"，**

**processed[fpath] >"/dev/stderr"**

**}**

**close(input[stackptr])**

**}**

**}’ # close quote ends ‘expand\_prog’ variable**

**processed\_program=$(gawk -- "$expand\_prog" /dev/stdin << EOF**

**$program**

**EOF**

**)**

Shell 的 ‘command << marker’ 结构称为就地文档。在 Shell 脚本中的到这个标志的所有内容都被当成是 command 的输入。Shell 处理就地文档的内容用于变量与命令的替换（也可以是其他的事情，这要看 Shell）。

Shell 的 ‘$(...)’ 这样的结构称为命令替换。在括号中的命令的输出会替换命令行。因为结果会在变量赋值中使用，它会被存成一个单独的字串，就算结果包含空格。

展开的程序被保存在变量 processed\_programe 中。它通过下面几步来完成：

* 1. 与从标准输入读取的 @include 程序一起执行 gawk （即 expand\_prog Shell 变量的值）。
  2. 标准输入是用户程序的内容，来自于 Shell 变量程序。将它的内容通过就地文档的方式灌入 gawk 中。
  3. 将这个处理的结果使用命令替换存到 Shell 变量 processed\_program 中。

最后一步使用展开的程序以及用户提供的最初的选项以及命令行参数调用 gawk：

**eval gawk $opts -- ’"$processed\_program"’’"$@"’**

eval 命令是一个 Shell 结果用来重新执行 Shell 的分析过程。这使得内容会被恰当地引起来。

igawk 的这个版本呈现了这个程序的第五个版本。有4 个关键的简化使得程序运行得更好：

* 使用 @include 使得最开始的集合 awk 程序更简单，即使是使用 -f 指定的文件名，所有的 @include 处理都可以一次完成。
* 当测试文件的可访问性，以在主程序中使用时，不会尝试存储在 pathto() 函数中使用 getline 读取的行。这使得事情得到相当的简化。
* 在 BEGIN 规则中使用 getline 在一个地方就完成所有的工作。没有必要再调用另外一个循环来处理嵌套的 @include 语句。
* 不将展开的程序存在一个临时文件中，而是将它们放在一个 Shell 变量中可以避免一些潜在的安全问题。但这也有缺点，因为脚本要依赖于 Sh 语言的更多特性，使得那些不熟悉 Sh 的人很验证于跟踪。

同时 ，这个程序也说明了将 sh 与 awk 程序混合使用是值得一试的。你可以通过这样来完成很多的事情，不用寻求更加底层的 C 或者 C++ 语言，通常在 Shell 中要比 awk 也更容易来处理特定类型的字串与参数操作。

最后 igawk 展示了给程序添加新的特性并不总是必要的，它们可以一层层叠加来实现。[[87]](#footnote-88)

### 11.3.10 从字典中查找单词

一个有趣的编程挑战就是在一个单词列表中查找单词（如在很多的 GNU/Linux 系统中的/usr/share/dict/words）。如果两个单词包含相同的字母，则一个单词是另一个单词的字谜（如 “babbling” 与 “blabbing”）。

Jon Bentley 所著的书 *Programming Pearls， Second Edition*，第二卷的问题 C，提出了一个优雅的算法。其思想是给单词的字谜一个共同的简单，并通过这些签名来对单词进行排序，然后打印它们。Bentley 博士发现发现用每个单词中出现的字母，并对它们排序来作为单词的签名.

下面的程序使用数组之数组来将有相同签名的单词组织在一起，以及对数组排序来以有序的方式打印单词：

**# anagram.*awk* --- An implementation of the anagram-finding algorithm**

**# from Jon Bentley’s "Programming Pearls，" 2nd edition.**

**# Addison Wesley， 2000， ISBN 0-201-65788-0.**

**# Column 2， Problem C， section 2.8， pp 18-20.**

**/’s$/ { next } # Skip possessives**

程序以一个头部开始，然后跳过在字典文件中的所有格。下一个规则则是用来建立数组结构。数组的第一维由签名来进行索引，第二维则是单词本身：

**{**

**key = word2key($1) # Build signature**

**data[key][$1] = $1 # Store word with signature**

**}**

***word2key()*** 用来创建签名，它将单词分成一个个的字符，并对字符进行排序，然后再将它全合并：

**# word2key --- split word apart into letters， sort， and join back together**

**function word2key(word， a， i， n， result)**

**{**

**n = split(word， a， "")**

**asort(a)**

**for (i = 1; i <= n; i++)**

**result = result a[i]**

**return result**

**}**

最后，END 规则用来遍历数组，然后打出出字谜列表。它会将输出系统的 sort 工具，因为不这么处理，字谜就会以随机的顺序出现：

**END {**

**sort = "sort"**

**for (key in data) {**

**# Sort words with same key**

**nwords = asorti(data[key]， words)**

**if (nwords == 1)**

**continue**

**# And print. Minor glitch: trailing space at end of each line**

**for (j = 1; j <= nwords; j++)**

***printf*("%s "， words[j]) | sort**

**print "" | sort**

**}**

**close(sort)**

**}**

程序运行时，下面是部分输出：

**$ gawk -f anagram.*awk* /usr/share/dict/words | grep ’^b’**

**...**

**babbled blabbed**

**babbler blabber brabble**

**babblers blabbers brabbles**

**babbling blabbing**

**babbly blabby**

**babel bable**

**babels beslab**

**babery yabber**

**...**

### 11.3.11 来些新鲜的

下面的程序由 Davide Brini 编写并发布在了它的网站上。它用来作为他在 Usenet 小组 comp.lang.***awk 的签名。它提供了下面的版本声明：***

*无论是否修改都允许在任何介质上，复制发布本页中公开的代码，而不需要提供正式的版本声明，只要保留本提示即可。*

这里它的程序：

**awk’BEGIN{O="~"~"~";o="=="=="==";o+=+o;x=O""O;while(X++<=x+o+o)c=c"%c";**

***printf* c，(x-O)\*(x-O)，x\*(x-o)-o，x\*(x-O)+x-O-o，+x\*(x-O)-x+o，X\*(o\*o+O)+x-O，**

**X\*(X-x)-o\*o，(x+X)\*o\*o+o，x\*(X-x)-O-O，x-O+(O+o+X+x)\*(o+O)，X\*X-X\*(x-O)-x+O，**

**O+X\*(o\*(o+O)+O)，+x+O+X\*o，x\*(x-o)，(o+X+x)\*o\*o-(x-O-O)，O+(X-x)\*(X+O)，x-O}’**

程序做的事情由你来确定。（如果你真的在理解它时绝望了，查看 Chris Johansen 的解释，该解释内嵌在本书的 Texinfo 源文件中。

## 11.4 总结

* 本章中提供的程序，延续了这样的主旨，就是要学好编程的终极方法就是去阅读程序。
* 使用 ‘#!’ 来使用 awk 程序可以直接运行而更好使用。否则就得这么来调用程序：‘***awk*** -f ...’。
* 用 awk 重新实现标准的 POSIX 程序是一个令人愉快的练习，awk 的表达的威力你以让你用很少的代码就来写出这样的程序，同时功能完备并且可用。
* awk 的一个弱点之一就是在处理单个字符的时候。使用 split() 以及空串来作为分隔符字串的能力可以极大地简化这个工作。
* 这里的例子表明了来自由第 10 章 ，***在第 221 页***，中的库函数对于很多的（小）程序的用处。
* 除了重新发明 POSIX 轮子，其他的程序可以解释很多的有趣的问题，如查找文本中的重复单词，打印邮件标签，或者查找字谜等。

## 11.5练习

1. 使用 “” 作为分隔符来调用 split() 来重写 cut.awk（查看 ， ***在第 254 页***）。
2. 在 ，***在第 258 页***，中我们提到过 ‘egrep -i’ 可以使用 tolower() 用于行与模式来模拟 awk 中没有 IGNORECASE 版本的情况。在那个里的一个脚注中，我们也提到这个解决方案有一个 Bug：被转换的行输出后，不是原来的那行。请修复这个问题。
3. POSIX 版本的 id 通过选项来控制要打印什么样的信息。修改 awk 版本（查看 ， ***在第 262 页***）来接收相同的参数并执行相同的结果。
4. split.awk 程序（查看 ， ***在第 263 页***）假设字母在字符集是连续的，但是对于 EBCDIC 的系统上却不是这样的。请修复这个问题。（提示：考虑一种不同的方法来遍历字母表，而不是使用 ord() 与 chr() 函数。）
5. 在 uniq.awk 中（查看 ，***在第 267 页***），选择哪一些来打印的逻辑表式一种状态机，即“某个设备可以处于某些稳定的状态依赖于其前面的状态以及它输入的当前值”。[[88]](#footnote-89)Brian Kernighan 则建议“状态机的另一种方式是只将输入读到数组中，然后直接使用索引。这几乎总是能够使用更简单的代码来实现，在你使用这个方式的大多数输入中，是非常快的。”请根据这样的建议来重写上面的逻辑。
6. 为什么 wc.awk （查看 ， ***在第 270 页***）程序不可以在 endfile() 中使用 FNR 的值？提示：检查 ， ***在第 233 页***，中的代码。
7. 在转换程序（查看 ）中使用标准 awk 函数操作单个的字符是很痛苦的。假设 gawk 可以用 “” 作分隔符来将字串分割为单独的字符，你会如何使用这个特定来简化程序？
8. extract.awk 程序（查看 ， ***在第 281 页***）是在 gawk 有 gensub() 函数之前写的。使用它来简化代码。

用更直接的方式来比较 awksed.awk 程序（查看 ， ***在第 285 页***）的性能：

**BEGIN {**

**pat = ARGV[1]**

**repl = ARGV[2]**

**ARGV[1] = ARGV[2] = ""**

**}**

1. 与真正的 sed 工具比起来，awksed.awk 有什么样的优缺点？
2. 在 ，***在第 286 页***，中我们提到，当在测试文件的可访问性时，不要尝试在 pathto() 函数中将 getline 读取的行进行保存，可以与主程序的一起使用时，极大地简化实现。那么这里面到底有什么问题？
3. 作为并不总是需要给程序加新功能的想法的一个额外的例子就是，假设有两个文件在搜索路径下的想法：

***default.awk***

这个文件包含默认函数集，如 getopt() 与 assert()。

***site.awk*** 这个文件包含的库函数特定于某个点或者安装版本，如本地的开发函数。用这样的一个独立文件可以使 default.awk 跟随 gawk 版本一同更新，而不需要系统的管理员添加一个本地函数的时候总是要更新它。

某个用户曾经建议 gawk 要修改成自动地在启动时读取这些文件。但是修改 igawk 来实现这个功能会更加简单。因为 igawk 可以处理嵌套的 @include 指示符，default.awk 可以只是简单地包含 @include 语句来引入所需要的库函数。请你做这些修改。

1. 修改 anagram.awk（查看 ， ***在第 292 页***）来避免使用外部的 sort 工具。

**Part III:**

用 gawk 超越标准 awk

# 第十二章 gawk 的高级特性

*写文档就要像把读它的人当成知道你住在哪的狂暴的精神变态者。*

*—Steve English， as quoted by Peter Langston*

这一章讨论 gawk 中的高级特性。他们只是互不相关的程序大麻袋中的一小点。首先，我们会看一下使 gawk 不识别输入数据，而不仅仅是在 awk 程序中的十进制点的选项。然后，再讨论 gawk 所特有的对数组进行排序的特性。接下来是双路 I/O 问题，在这之前有过简单的讨论，这里将与 TCP/IP 网络一起进行详细的讨论。最后，我们看一下 gawk 如何来进行评测 awk 程序，这样可以来对它进行性能上的调优。

其他的高级特性则在其他的章节中进行讨论：

* ***， 在第 311 页***，讨论如何来对你的 awk 程序进行国际化，这样它们可以说多国语言。
* ***，在第 320 页***，描述了 gawk 的内置的命令行调试器来进行 gawk 程序的调试。
* ***，在第 336 页***，展示了你如何来使用 gawk 来进行任意精度的算术运算。
* ***，在第 349 页***，讨论动态地给 gawk 添加新的内置函数的能力。

## 12.1 允许非十进制数数据输入

如果你用 --none-decimal-data 这个选项来运行 gawk，你可以在你的输入数据中使用非十进制数数值：

**$ echo 0123 123 0x123 |**

**> gawk --non-decimal-data ’{ *printf* "%d， %d， %d\n"， $1， $2， $3 }’**

**-| 83， 123， 291**

为了你这个特性可以工作，你需要在写程序时让 gawk 将这些数据当成是数值：

**$ echo 0123 123 0x123 | gawk ’{ print $1， $2， $3 }’**

**-| 0123 123 0x123**

print 语句将它的表达式当成是字串。尽管域在需要的时候可以表现成一个数值，但它们依然是字串，所以 print 不会尝试将它们以数值来看待。你需要向域加上一个 0 来强制它被当成数值。比如：

**$ echo 0123 123 0x123 | gawk --non-decimal-data ’**

**> { print $1， $2， $3**

**> print $1 + 0， $2 + 0， $3 + 0 }’**

**-| 0123 123 0x123**

**-| 83 123 291**

由于有十进制数之前有前导的 0 是很常见的，也由于使用这样的方式可能导致令人惊讶的结果，默认的情况是禁用的。如果你想使用，你必须显式地来指定它。

注意：不推荐使用这个选项。它会导致旧程序非常糟糕地破坏。相反，要使用 strtonum() 函数来转换你的数据（查看 ， ***在第 184 页***）。这也使得你的程序更容易写，也更容易读，结果也不那么令人惊讶。

这个选项可能在 gawk 的后续版本中消失。

## 12.2 控制数组排序与遍历

gawk 可以让你在 ‘for (indx in array)’的循环迭代数组时控制其顺序。

另外，有两个内置的函数，asrot() 与 asorti() 让你用基于数组的值与索引来对数组进行排序。还有两个函数用来在排序过程中控制元素的顺序的排序方案。

### 12.2.1 控制数据遍历

在默认情况下，在‘for (indx in array)’循环中来扫描数组的顺序是未定义的，它一般基于 awk 中对于数组的实现。

通常情况下，做为程序员的你是想来以某种特定的顺序来循环数组中的元素的。gawk 可以让你做到这个。

，***在第 171 页***，中描述了你可以赋值给某个特定预定义的变量 PROCINFO["sorted\_in"] 以来控制 gawk 在循环数组时的顺序。

另外， PROCINFO["sorted\_in"] 的值可以是一个函数名。[[89]](#footnote-90)这让你用自己定义的方案来遍历数组。数组的元素的排序由这个函数的返回值来决定。比较函数应该定义成至少有四个参数：

**function comp\_func(i1， v1， i2， v2)**

**{**

**compare elements 1 and 2 in some fashion**

**return < 0; 0; or > 0**

**}**

这里面 i1 与 i2 是索引，而 v1 与 v2 是两个正在比较的元素的值。如果正在被遍历的数组包含了子数组元素，v1 与 v2 之一或者两者都可能是数组。（查看 ，***在第 178 页***，来取得子数组的更多信息）三中可能的返回值如下所述：

***comp\_func(i1， v1， i2， v2) < 0***

在循环遍历时，索引 i1 会先于 i2。

***comp\_func(i1， v1， i2， v2) == 0***

索引 i1 与 i2 是相同的，但是其相对顺序是未定义的。

***comp\_func(i1， v1， i2， v2) > 0***

索引 i1 后在 i2 之后。

我们的第一个比较函数可以以索引的数值顺序来扫描数组：

**function cmp\_num\_idx(i1， v1， i2， v2)**

**{**

**# numerical index comparison， ascending order**

**return (i1 - i2)**

**}**

我们的第二个函数基于元素的字串值来遍历数组，而不是基于索引：

**function cmp\_str\_val(i1， v1， i2， v2)**

**{**

**# string value comparison， ascending order**

**v1 = v1 ""**

**v2 = v2 ""**

**if (v1 < v2)**

**return -1**

**return (v1 != v2)**

**}**

第三个比较函数使所有的数值，前后没空格的数字字串，会在循环时在前面：

**function cmp\_num\_str\_val(i1， v1， i2， v2， n1， n2)**

**{**

**# numbers before string value comparison， ascending order**

**n1 = v1 + 0**

**n2 = v2 + 0**

**if (n1 == v1)**

**return (n2 == v2) ? (n1 - n2) : -1**

**else if (n2 == v2)**

**return 1**

**return (v1 < v2) ? -1 : (v1 != v2)**

**}**

这是一个说明 gawk 使用前面不同函数时的不同表现时的主程序：

**BEGIN {**

**data["one"] = 10**

**data["two"] = 20**

**data[10] = "one"**

**data[100] = 100**

**data[20] = "two"**

**f[1] = "cmp\_num\_idx"**

**f[2] = "cmp\_str\_val"**

**f[3] = "cmp\_num\_str\_val"**

**for (i = 1; i <= 3; i++) {**

***printf*("Sort function: %s\n"， f[i])**

**PROCINFO["sorted\_in"] = f[i]**

**for (j in data)**

***printf*("\tdata[%s] = %s\n"， j， data[j])**

**print ""**

**}**

**}**

这是程序执行时的结果：

**$ gawk -f compdemo.*awk***

**-| Sort function: cmp\_num\_idx Sort by numeric index**

**-| data[two] = 20**

**-| data[one] = 10 Both strings are numerically zero**

**-| data[10] = one**

**-| data[20] = two**

**-| data[100] = 100**

**-|**

**-| Sort function: cmp\_str\_val Sort by element values as strings**

**-| data[one] = 10**

**-| data[100] = 100 String 100 is less than string 20**

**-| data[two] = 20**

**-| data[10] = one**

**-| data[20] = two**

**-|**

**-| Sort function: cmp\_num\_str\_val Sort all numeric values before all strings**

**-| data[one] = 10**

**-| data[two] = 20**

**-| data[100] = 100**

**-| data[10] = one**

**-| data[20] = two**

考虑对 GNU/Linux 系统的密码文件中的项按登录名来排序。下面的程序对特定域位置的比较来进行记录的排序可用于这个目的：

**# passwd-sort.*awk* --- simple program to sort by field position**

**# field position is specified by the global variable POS**

**function cmp\_field(i1， v1， i2， v2)**

**{**

**# comparison by value， as string， and ascending order**

**return v1[POS] < v2[POS] ? -1 : (v1[POS] != v2[POS])**

**}**

**{**

**for (i = 1; i <= NF; i++)**

**a[NR][i] = $i**

**}**

**END {**

**PROCINFO["sorted\_in"] = "cmp\_field"**

**if (POS < 1 || POS > NF)**

**POS = 1**

**for (i in a) {**

**for (j = 1; j <= NF; j++)**

***printf*("%s%c"， a[i][j]， j < NF ? ":" : "")**

**print ""**

**}**

**}**

密码文件中的每一项的第一个域是用户的登录名，域之间通过冒号分隔。每个记录都定义了一个子数组，每个域都是子数组中的一个元素。执行程序会产生如下输出：

**$ gawk -v POS=1 -F: -f sort.*awk* /etc/passwd**

**-| adm:x:3:4:adm:/var/adm:/sbin/nologin**

**-| apache:x:48:48:Apache:/var/www:/sbin/nologin**

**-| avahi:x:70:70:Avahi daemon:/:/sbin/nologin**

**...**

当给定一个特定的数组元素对时，比较应该总是返回相同的值。如果返回了不一致的值，则顺序是未定义的。这个行为可以用来给看起来有序的数据引入随机顺序：

**function cmp\_randomize(i1， v1， i2， v2)**

**{**

**# random order (caution: this may never terminate!)**

**return (2 - 4 \* *rand()*)**

**}**

如早前所提到的，如果两个元素比较相同，则两个元素的索引的顺序是任意的。这一般都不是什么问题，但是让两个在一起的元素以任意的顺序出现却是个问题，特别是大比较两者的值的时候。如果其他的元素加入或者从数组中移除，对相同元素间的部分排序在下次数组遍历时会改变。解决这个绑定元素的问题的方法之一是，当比较两元素值相同时，要再比较它们的索引。这么做的话，会使得循环遍历没有那高效，所以，只在必要的时候考虑使用它。下面的比较函数会一定会有确定的顺序，是基于两个元素的索引（字串）肯定不相同这样的事实：

**function cmp\_numeric(i1， v1， i2， v2)**

**{**

**# numerical value (and index) comparison， descending order**

**return (v1 != v2) ? (v2 - v1) : (i2 - i1)**

**}**

**function cmp\_string(i1， v1， i2， v2)**

**{**

**# string value (and index) comparison， descending order**

**v1 = v1 i1**

**v2 = v2 i2**

**return (v1 > v2) ? -1 : (v1 != v2)**

**}**

一个定制的比较函数常常可以简单循环遍历，而设计这样的函数的限制只受限于天空的大小。

当在进行排序时，如果使用的是字串比较，元素值之一或者两者都不会是数值，或者元素的索引会被当成字串来处理，IGNORECASE 的值（查看 ， ***在第 155 页***）控制比较是否将对应的大小写字母当成一样的字符来看待。

还要记住的一点是在子数组的情况下，元素值本身可以是数组，比较函数的结果应该使用 isarray() 函数（查看 ， ***在第 203 页***）来检测，并使用为子数组定义好的顺序。

所有基于 PROCINFO["sorted\_in"] 的排序在 POSIX 模式下都被禁用，因为 PROCINFO 数组在此种情况下并没有特殊的含义。

另一个提示就是，在遍历数组时对数组索引的排序已经有报告说会增加 awk 程序执行时 15% 到 20% 的负荷。由于这个原因，排序数组的遍历不作为默认行为。

### 12.2.2 用 gawk 对数组进行值与键的排序

在大多数的 awk 实现中，对数组排序需要写一个 sort() 函数。这对于学习不同的排序算法也是很有教育作用的，但是通过那不是程序的重点。gawk 提供了内置的 asort() 与 asorti() 函数（查看 ， ***在第 184 页***）来对数组排序。如：

**populate the array data**

**n = asort(data)**

**for (i = 1; i <= n; i++)**

**do something with data[i]**

在调用 asort() 之后，数组数据已经人 1 到某个数 n，即数组元素中的总数，进行了索引。（这个统计作为 asort() 的返回值。）data[1] ≤ data[2]≤ data[3] 依此类推。默认的比较是基于元素的类型（查看 ， ***在第 127 页***）。所有的数值类型在字串类型之前，然后是所有的子数组。

调用 asort() 函数的一个重要的副作用是数组的原始的索引不可恢复地丢失了。这并不总是所要的结果。asort() 可以授受第二个参数：

**populate the array source**

**n = asort(source， dest)**

**for (i = 1; i <= n; i++)**

**do something with dest[i]**

在这种情况下，gawk 会复制 source 数组到 dest 数组中，然后对 dest 进行排序，并导致其索引的破坏。但是， source 数组则不影响。

经常情况下，是需要对索引的值进行排序，而不是对元素的值进行排序。为了实现这个功能，则使用 asorti() 函数。这个接口与其行为与 asort() 是一样的，只是使用索引的值来进行排序，并且成为结果数组的值：

**{ source[$0] = some\_func($0) }**

**END {**

**n = asorti(source， dest)**

**for (i = 1; i <= n; i++) {**

**Work with sorted indices directly:**

**do something with dest[i]**

**...**

**Access original array via sorted indices:**

**do something with source[dest[i]]**

**}**

**}**

到目前为止都还好。现在开始进入最有趣的部分。asort() 与 asorti() 都接收第三个字串参数来控制数组元素的比较。当我们在 ，***在第 184 页***，引入 asort() 与 asorti() 时，我们忽略了第三个参数，但是现在是时候来描述这个参数如何来影响这两个函数。

基本上，第三个参数用来指定数组如何来进行排序。有两个可能。如 PROCINFO["sorted\_in"] 一样，这个参数可以是 gawk 所提供的预定义名字中的一个，或者也可以用户自定义函数的名字（查看 ， ***在第 298 页***）。

在后面的情况下，指定的函数可以以任何选择的方式来比较元素，可以只考虑索引，也可以只考虑值，或者两者都考虑。这就相当强大了。

一旦数组经过排序，asort() 会取得最终顺序的值，并使用他们填入到结果数组中，而 asorti() 取最终顺序的索引并使用它们填充到结果数组中。

提示：复制数组的索引与元素在内存中代价并不高。在内部，gawk 会保持数据的参考计数。如当 asort() 复制第一个元素到第二个时，只会有一个元素数据的复本，就算两个数组使用这个值。

因为 IGNORECASE 可以影响字串比较，IGNORECASE 的值也会影响 asort() 与 asorti() 的排序。也要注意本地语言设置中的排序则不会有影响，比较只基于字符的值。[[90]](#footnote-91)

## 12.3 与其他进程进行双向通信

把数据发向另一个单独的程序，处理后再读取结果通常都非常有用。这可以通过临时文件来做到：

**# Write the data for processing**

**tempfile = ("mydata." PROCINFO["pid"])**

**while (not done with data)**

**print data | ("subprogram >" tempfile)**

**close("subprogram >" tempfile)**

**# Read the results， remove tempfile when done**

**while ((*getline* newdata < tempfile) > 0)**

**process newdata appropriately**

**close(tempfile)**

**system("rm " tempfile)**

这可以工作，但是没那么优雅。在其他事情间，它需要程序运行一个不能被其全用户共享的目录中，比如 /tmp 就不可以，因为其他的用户有可能碰巧使用相同文件名的临时文件。[[91]](#footnote-92)

但是，使用 gawk 可以打开一个双路的管道到另一个进程中。第二个进程被称为并程，因为它与 gawk 一道运行。双路连接使用 ‘|&’操作符来建立（从 Korn shell， ksh 借来的）：[[92]](#footnote-93)

**do {**

**print data |&"subprogram"**

**"subprogram" |&*getline* results**

**} while (data left to process)**

**close("subprogram")**

第一次使用 ‘|&’ 操作符执行 I/O 操作时，gawk 会创建一个双路管线到进行另一个程序的子进程中。用 print 或者 printf 创建的输出会被写到程序的标准输入中，而程序的标准输出可以被 gawk 的程序使用 getline 来读取。与通过 ‘|’ 创建的程序一样，子程序可以是任何程序，或者程序的管线，可被 Shell 启动。

要了解的几个注意点是：

* 就目前 gawk 中的代码，并程的标准错误会输出到父进程 gawk 的标准错误输出的地方。不可以单独读取子进程的标准错误。
* I/O 缓存可能是个问题。gawk 会自动地刷出所有的输出到并程管道。但是，如果并程没有刷出它的输出，gawk 可能在执行 getline 以读取并程的输出时而挂起。这会导致所谓的死锁问题，在这种情形下，每个进程都在等待对方做些什么事情。

可以只关闭到并程的双路管道的一边，只需要为 close() 函数的提供第二个参数，即 “to” 或者 “from”（查看 ， ***在第 108 页***）。这些字串通知 gawk 关闭管道的一端，即发送数到并程的一端，或者从其读取的一端。

当使用 sort 系统工具作为并程的一部分时，上面的行为尤其重要，sort 必须在产生所有的输出之前先读取所有的输入数据。sort 程序直到 gawk 关键管道的写一端后，sort 才会接收到 end-of-file 的指示。

当你完成了数据输出到 sort 工具，你可以关闭管道的 “to”端，然后用 getline 从已经排序的数据中读取结果。例如：

**BEGIN {**

**command = "LC\_ALL=C sort"**

**n = split("abcdefghijklmnopqrstuvwxyz"， a， "")**

**for (i = n; i > 0; i--)**

**print a[i] |& command**

**close(command， "to")**

**while ((command |&*getline* line) > 0)**

**print "got"， line**

**close(command)**

**}**

这个程序将字母表的字母以逆序方式写入，一次一行，写到 sort 的双路管道中。之后关闭管道的写端，因此 sort 会接收到 end-of-file 指示。这会导致 sort 来排序数据，然后将排序后的数据写回到 gawk 程序。只要所有的数据被读取完毕，gawk 会结束并程，然后退出。

另外一个提示是，在 sort 命令的 LC\_ALL=C’赋值用来保证传统的 Unix（ASCII）排序。在这里并不是严格需要，但是知道如何来做也是很好的。

如果系统支持，你也可以使用 pseudo-ttys(ptys) 用来代替管道来做双路通信。这是通过基于单命令来完成的，只要设置 PROCINFO 数组的特殊元素的值来实现（查看 ， ***在第 158 页***），如：

**command = "sort -nr" # command， save in convenience variable**

**PROCINFO[command， "pty"] = 1 # update PROCINFO**

**print ... |& command # start two-way pipe**

**...**

使用 ptys 可以避免缓存死锁的问题，只是损失一些性能。如果你的系统没有 ptys，或者系统中所有的 ptys 都在使用，gawk 会自动地返回使用常规的管道。

## 12.4 利用 gawk 进行网络通信

EMRED:

*主机从海岸到海岸，没人可与已经关闭的主机喃喃私语，而没关的主机要么忙得死，要么挂起或死亡。*

*—Mike O‘Brien (aka Mr. Protocol)*

除了可以在同一个系统中打开一个双路到并程的管线（查看 ），也可以通过 IP 网络连接来与在另一个系统上的另一个进程之间进行双路连接。

你可以把这个当成是一个非常长的到并程的双路管线。gawk 确定你使用 TCP/IP 网络的方式是通过识别以 ‘/inet/’， ‘/inet4/’， 或者 ‘/inet6/’ 开头的特别文件名。

特殊文件名的完整语法为 /net-type/protocol/local-port/remotehost/remote-port。这些组件为：

net-type 指定要建立的互联网连接的类型。使用 ‘/inet4/’ 来强制使用 IPv4，‘/inet6/’来强制为 IPv6。普通文本 ‘/inet/’（过去是唯一的选项）用于系统默认方式，大多数可能是 IPv4。

protocol 在 IP 之上使用的协议。必须是 ‘tcp’，‘udp’之一，相应对应为 TCP 或者 UDP IP 连接。TCP 用于大多数程序。

local-port 本地 TCP 或者 UDP 端口。如果你想让系统选择端口，则指定‘0’为其端口号。如果你在写 TCP 或者 UDP 客户端则你应该这么来处理。你也可以使用知名的服务名，如‘smtp’或者‘http’，这样 gawk在使用 C 的 getaddinfo() 函数时会尝试确定预定义的端口。

remote-host

你要连接的主机的 IP 地址，或者是完整的 Internet 域名。

remote-port

连接远程主机的TCP 或者 UDP 端口。再次地，你如果不关心端口可以使用‘0’，或者知名的服务名。

提示：无法打开双路的 Socket 会导致一个致命错误返回到调用的代码。ERRNO 的值指示了错误信息（查看 ， ***在第 158 页***）。考虑下面非常简单的例子：

**BEGIN {**

**Service = "/inet/tcp/0/localhost/daytime"**

**Service |&*getline***

**print $0**

**close(Service)**

**}**

这个程序从本地系统的 TCP 时间服务器中读取当前的日期及时间。然后打印结果后关闭连接。

由于这个主题是扩展内容，用 gawk 进行 TCP/IP 编程为独立的文档。查看 TCP/IP Internetworking with gawk 文档。它是 gawk 发布版本的一部分，其中有完整的介绍与讨论，同时有更多的例子。

## 12.5 测评你的 awk 程序

你可以生成你的 awk 程序执行的跟踪信息。这只要传递 --profile 参数到 gawk 就可以。当 gawk 完成后，它会创建一个名为 awkprof.out 的测评文件。由于程序被测评，这样它要比正常的执行慢 45%。

如下面的例子所示，--profile 选项可以指定 gawk 将测评信息写入的文件的名字：

**gawk --profile=myprog.prof -f myprog.*awk* data1 data2**

在前面的例子中，gawk 将测评数据放在 myprog.prof 文件，而不是 awkprof.out 文件。这是一个简单的 awk 程序的执行信息，包含输入数据，以及用 --profile 执行 gawk 时的结果。首先，下面是 awk 程序：

**BEGIN { print "First BEGIN rule" }**

**END { print "First END rule" }**

**/foo/ {**

**print "matched /foo/， gosh"**

**for (i = 1; i <= 3; i++)**

***sing()***

**}**

**{**

**if (/foo/)**

**print "if is true"**

**else**

**print "else is true"**

**}**

**BEGIN { print "Second BEGIN rule" }**

**END { print "Second END rule" }**

**function sing( dummy)**

**{**

**print "I gotta be me!"**

**}**

下面是输入数据：

**foo**

**bar**

**baz**

**foo**

**junk**

下面是使用 gawk 测评器执行程序与数据时的产生的数据文件 awkprof.out（这个例子也说明了 awk 程序员有时很早就起来工作了）：

**# gawk profile， created Mon Sep 29 05:16:21 2014**

**# BEGIN rule(s)**

**BEGIN {**

**1 print "First BEGIN rule"**

**}**

**BEGIN {**

**1 print "Second BEGIN rule"**

**}**

**# Rule(s)**

**5 /foo/ { # 2**

**2 print "matched /foo/， gosh"**

**6 for (i = 1; i <= 3; i++) {**

**6 *sing()***

**}**

**}**

**5 {**

**5 if (/foo/) { # 2**

**2 print "if is true"**

**3 } else {**

**3 print "else is true"**

**}**

**}**

**# END rule(s)**

**END {**

**1 print "First END rule"**

**}**

**END {**

**1 print "Second END rule"**

**}**

**# Functions， listed alphabetically**

**6 function sing(dummy)**

**{**

**6 print "I gotta be me!"**

**}**

这个例子说明了测评输出的一些基本特性。它们是：

* 程序以 BEGIN 规则，模式-动作规则，ENDFILE 规则，END 规则这样的顺序来打印输出。并以字母顺序列表。多个 BEGIN 与 END 规则会有单独的标识，BEGINFILE 与 ENDFILE 也一样。
* 模式-动作规则有两个统计，第一个是规则的左边，显示的是规则的模式被测试的次数。第二个分是规则的右边在开花号中在注释里面，显示的是规则被执行的次数。两个数值的差异显示的是规则模式被测试为 false 的次数。
* 相似的，对于 if-else 语句的统计显示了条件被测试的次数。在开花括号的右边的 if 的语句体处的统计显示的是条件测试为真的次数。else 的统计显示的是测试失败的次数。
* 对于循环头的统计（如 for 或者 while）显示的是循环测试执行的次数。（由于这个原因，你不可只看在规则中的第一条语句的统计来确定规则被执行的次数。如果第一条语句是一个循环，则统计会误导你。）
* 对于用户自定义的函数，在 function 关键词后面的统计显示的是函数被调用的次数。在函数体语句语句后面的统计，则是语句被执行的次数。
* 输出布局使用的是 “K&R”带 TABs 的风格。花括号会到处使用，就算是 if，else，或者循环体只有一个语句。
* 括号则只在需要的时候使用，它由程序的结构 以及前面规则来提示。例如，‘(3 + 5) \* 4’ 表示 3 加 5，然后乘上 4 的结果。但是 ‘3 + 5 \* 4’ 没有括号，则表示 ‘3 + (5\*4) ’。
* 括号只用在 print 与 printf 参数周围，并且只当 print 与 printf 的语句后面跟着重定向符。相似的，如果重定向的目标不是标量，则它会被括起来。
* gawk 提供 BEGIN 与 END 规则，BEGINFILE 与 ENDFILE 规则，模式-动作规则与函数的前导注释。

你的程序的测评版本可能不会完全像你所写的那样。这是因为 gawk 用 “简洁打印”其程序的内部表示来生成的测评。这么做的好处是 gawk 可以产生标准的表示。不好的地方是会丢失程序的代码。同时，像这样的代码：

**/foo/**

会生成：

**/foo/ {**

**print $0**

**}**

虽然正确，但可能并不是所期望的。

当程序执行完成后会生成测评外，gawk 也可以在运行的时候生成。如果你的 awk 程序会进入一个无限循环，而你又想看执行了什么的时候，这会非常有用。为了使用这个特性，请在后台模式来执行带 --profile 选项的 gawk：

**$ gawk --profile -f myprog &**

**[1] 13992**

Shell 会打印一个任务号以及进程 ID 号，在这里是 13992。使用 kill 命令来发送 USR1 信号到 gawk：

**$ kill -USR1 13992**

如通常情况，测评的程序版本被写入到 awkprofile.out 文件中，或者写入到在 --profile 选项中指定的文件中。

作为常规的测评，如稍早显示的，测评中包含任何活动的函数的跟踪信息：

**# Function Call Stack:**

**# 3. baz**

**# 2. bar**

**# 1. foo**

**# -- main --**

你可以发送多次 USR1 信号。每发一次，测评与函数调用路径会被附加到测评文件中。

如果你使用的是 HUP 信号，而不是 USR1 信号，gawk 会产生测评与函数调用路径信息后退出。

当 gawk 在 MS-Windows 系统上运行时，它使用 INT 与 QUIT 信息来产生测评，在使用 INT 信号时，gawk 会退出。这里因为这些系统不支持 kill 命令，所以只能通过键盘产生的信号来发送给程序。INT 信号通过 Ctrl+c 或者 Ctrl+BREAK 键来产生，而 QUIT 信息则由 Ctrl+\ 键来产生。

最后，gawk 也接收其他的选项，--pretty-print。当这么调用时，gawk 会“简洁打印”程序到 awkprof.out 中，不带执行统计的方式。

提示：--pretty-print 会执行你的程序。这会在下一个主要版本中改变。

## 12.6总结

* --non-decimal-data 选项可以使 gawk 将八进制或者十六进制式的输入数据当成是八进制与十六进制数据对待。这个选项要小心使用，或者不要使用，而是要使用 strtonum()。也要注意这个选项在未来的 gawk 版本可能会消失。
* 你可以完全控制在 ‘for (indx in array)’中进行数组遍历的排序方式，这通过将预定义的 PROCINFO["sorted\_in"] 变量设置为用户自定义的函数名，而这个函数则通过对索引与值的比较来进行元素的比较。
* 类似地，你也可提供一个用户自定义的比较函数的名字来作为 asort() 或者 asorti() 函数的第三个参数来控制函数如何来对数组进行排序。或者你也可以提供一个预定义控制字串来设置 PROCINFO["sorted\_in"] 的值。
* 你可以使用 ‘|&’操作符来创建一个双路的到并程的管道。你通过 getline 来从并程中读取，并通过 print 或者 printf 来写入。使用 close() 来完全地关闭并程，或者可选地关闭双路通过中的一端。
* 通过使用特殊文件名以及 ‘|&’ 操作符，你可以使用 TCP/IP （或者 UDP/IP）来与互联网上的主机进行连接。gawk 支持 IPv4，也支持IPv6。
* 你可以生成程序的语句测评统计。这个可以让你来确定你程序的哪部分占用了较多的时间，以让你来方便地对你的程序进行调优。当进行测评进行时，你可以向程序发送 USR1 信号，这可以使 gawk 输出测评信息以及函数调用栈。
* 你也可以只“简洁打印”（pretty-print）你的程序。当前，它会运行你的程序，但是在后面的主要发行版本中会改变。

# 第十三章 gawk 的国际化

很久前，计算机的制造者们所写的程序只能使用英语。后来，硬件与软件的生产商位注意到，如果他们的系统也可以在非英语国家的语言中工作，则它他就可以卖更多的系统。结果就是，国际化与本地化程序以及软件会成为一个通用的实践。

很多年以来，提供国际化与本地化能力的程序失业地限制在用 C 或者 C++ 写的程序中。这一章会描述 gawk 底层使用的用来进行国际化的库，包含 gawk 如何来在 awk 程序代码级上实现国际化特性。在 awk 代码级实现国际化可以给软件开发者额外的灵活性——它们不再被迫使用 C 或者 C++ 来编写要实现国际化的软件。

## 13.1 国际化与本地化

国际化表示只写（编辑）一次程序，就可以不再需要对代码进行变更就可以在多种语言下使用。本地化则表示给国际化的程序提供相应的数据来在某个特定的语言中工作。最典型的是，这些术语指的是在打印错误信息，在读取反馈时使用的语言的特性，以及数值与倾向值如何来进行读取与打印的方式。

## 13.2 GNU 的 gettext

gawk 使用 GNU 的 gettext 来提供国际化特性。GNU gettext 工具关注信息：程序中打印的字串，无论是通过 printf 还是通过 sprintf()。[[93]](#footnote-94)

当使用 GNU gettext 时，每个程序都有它的文本域。这是一个唯一的名字，如‘kpilot’ 或者‘gawk’，用来标识程序。一个完整的程序有多个组件——用 C 或者 C++ 写的程序，以及使用 sh 或者 awk 写的脚本。所有的这些组件都使用相同的文本域。

为了使讨论更加具体，假设我们写一个程序名为 guide。按顺序，国际化包含下面的步骤：

1. 程序员检查所有的 guide 组件的代码，并且标注出要进行翻译的字串。例如“‘-F’: option required”是一个很好的要进行翻译的候选者。而选项名的字串表则不是（如，gawk 的 --profile 选项要保留原样，而不管是什么样的语言）。
2. 通过调用 textdomain() 函数，程序员向 gettext 库指定（“guide”）的应用文本域。
3. 从源代码中提取的消息放到一个移植的对象模板文件（guide.pot），在这个文件里列出了所有的字串以及对应的翻译串。翻译开始是空的。原始信息（一般是英语）会作为翻译查找的键。
4. 对于翻译的每中语言，guide.pot 都被复制到一个可移植的对象文件（.po）并建立起翻译然后与程序一起打包。例如，有可能有 fr.po 用来做为法语翻译。
5. 每种语言的 .po 文件都被转换为二进制消息对象（.gmo）文件。消息对象文件包含原始消息与它们的翻译的二进制格式，这样可以在运行时快速查找。
6. 当 guide 被构建并被安装，二进制的翻译文件也被安装到标准位置。
7. 对于测试与开发，可以告知 gettext 使用不是标准目录下的 .gmo 文件，这通过调用 bindtextdomain() 函数来实现。
8. 在运行时，guide 会通过调用 gettext() 来查找每一个字串。返回的串为字串的翻译串，如果没可得的话，就是原串。
9. 如果必要，也可以从另一个不属于这个程序的不同的文本域中来访问消息，而不需要在程序的默认文本域之间来回切换。

在 C（或者C++）中，标志动态翻译查找的字串是通过将字串通过 gettext() 来完成的：

***printf*("%s"， gettext("Don’t Panic!\n"));**

工具可以从源代码中将所有用 gettext() 包含的字串提取出来。

GNU gettext 的开发者，意识到一次次地输入 ‘gettext(...)’ 即痛苦，看起来也丑，因此使用宏 ‘\_’（下划线）来使得事情简化：

**/\* In the standard header file: \*/**

**#define \_(str) gettext(str)**

**/\* In the program text: \*/**

***printf*("%s"， \_("Don’t Panic!\n"));**

这产生的输入负担只是每个字串三个额外 的字符 ，而且也更容易阅读。

对于不同本地语言的信息有不同的本地语言分类。gettext 可识别的定义好的本地语言分类有：

LC\_MESSAGES

文本消息。这是 gettext 操作的默认分类，但是如果需要的话，可以显式地指定不同的类型。（几乎没有必要指定不同的分类。）

LC\_COLLATE

文本协同信息（如，不同的字符与/或者字符组在一个给定的语言中如何排序）。

LC\_CTYPE 字符类型信息（字母表，数字，大小写等等）以及字符编码。这个信息通过正则表达式的 POSIX 字符类来访问，比如 /[[:alnum:]]/（查看 ， ***在第 56 页***）。

LC\_MONETARY

货币信息，如货币符号以及符号是在数值前还是在数值后。

LC\_NUMERIC

数值信息。例如用于十进制小数点以及百分位分隔符。[[94]](#footnote-95)

LC\_TIME 时间与日期相关，如 12 或者 24 小时制，月分在日期中是打印在天的前面还是后面。本地月分的缩写等等。

LC\_ALL 之上所有的。（在 gettext 的内容中不是特别有用。）

## 13.3 awk 程序的国际化

gawk 使用下面的变量来用于国际化：

TEXTDOMAIN

这个变量表示应用的文本域。为了与 GNU gettext 的兼容性。其默认值是 “message”。

\_"your message here"

用前导的下划线标志的字串常量是在运行时用于翻译的候选串。字串常量前没有下划线的不会被翻译。

gawk 提供了下面的函数用来作国际化：

*dcgettext(string [， domain [， category]])*

在本地语言分类 category 中的 domain 文本域中返回 string 串的翻译。默认的domain 的值是 TEXTDOMAIN 变量的当前值。默认的 category 的值必须是已经“LC\_MESSAGES”。如果你为 category 提供了一个值，则它必须是前面所提的已知的本地语言分类字串名。你必需要提供文本域。如果你使用当前域则使用 TEXTDOMAIN。

注意：awk 版本的 ***dcgettext()*** 函数的参数的顺序有意地与 C 版本的中的顺序不一致。awk 版本的顺序的选择是为了简化以及允许合理的 awk 风格默认参数。

*dcngettext(string1， string2， number [， domain [， category]])*

返回 string1 与 string2 在本地语言分类 catagory 中，文本域 domain 中的翻译的复数形式。string1 是消息的英语的单数形式变体，string2 是相同消息的英语复数形式。domain 的默认值是 TEXTDOMAIN 的当前值。category 的默认值是 “LC\_MESSAGES”。

对于 ***dcgettext()*** 函数的参数的顺序说明，也适应于这个函数。

*bindtextdomain(directory [， domain ])*

改变 gettext 查找 .gmo 文件的上当，用在它们不在，或者不能放在标准位置的情况下（如，在测试期间）。返回文本域绑定的目录。

默认的域是 TEXTDOMAIN 的值。如果目录是空串（“”），***bindtextdomain()*** 则返回给定文件域 domain 的当前绑定目录。

为了在你的 awk 程序中使用这样的工具，请按照下面的步骤来执行：

1. 将 TEXTDOMAIN 变量设置为程序的文本域。最好是在 BEGIN 规则中完成（查看 ， ***在第 141 页***），或者可以通过命令行选项 -v 来完成（查看 ， ***在第 35 页***）：

**BEGIN {**

**TEXTDOMAIN = "guide"**

**...**

**}**

1. 将所有有可翻译的字串用前置下划线来进行标识（‘\_’）。它必须与字串的开引号相连。如：

**print \_"hello， world"**

**x = \_"you goofed"**

***printf*(\_"Number of users is %d\n"， nusers)**

1. 如果你动态地创建字串，你也可以通过 dcgettext() 内置函数来翻译它们：[[95]](#footnote-96)

**if (groggy)**

**message = dcgettext("%d customers disturbing me\n"， "adminprog")**

**else**

**message = dcgettext("enjoying %d customers\n"， "adminprog")**

***printf*(message， ncustomers)**

在这里，调用 dcgettext() 提供了一个不同的文本域（“adminprog”），在这里来查找消息，但是使用的是默认的“LC\_MESSAGES”分类。

前面的例子只在 ncustomers 大于 1 的情况下会工作。这个例子用 dcngettext() 可以更好地完成：

**if (groggy)**

**message = dcngettext("%d customer disturbing me\n"，**

**"%d customers disturbing me\n"， "adminprog")**

**else**

**message = dcngettext("enjoying %d customer\n"，**

**"enjoying %d customers\n"， "adminprog")**

***printf*(message， ncustomers)**

1. 在开发过程中，你可能想将 .gmo 文件放在一个私有的用于测试的目录。这可以通过 ***bindtextdomain()*** 内置函数来设置：

**BEGIN {**

**TEXTDOMAIN = "guide" # our text domain**

**if (Testing) {**

**# where to find our files**

**bindtextdomain("testdir")**

**# joe is in charge of adminprog**

**bindtextdomain("../joe/testdir"， "adminprog")**

**}**

**...**

**}**

查看 ，***在第 317 页***，来获取如何来一步步地创建并使用来自 awk 的翻译字串的例子。

## 13.4 翻译 awk 程序

只要程序中的可翻译字串已经被标志，它们就可以被提取用来创建初始的 .pot 文件。作为翻译的一部分，重排 printf 要输出的参数通常都很有帮助。

gawk 的 --gen-pot 命令行参数提出消息并在后面进行讨论。之后，也会涉及 printf 在运行时重排 printf 参数的能力。

### 13.4.1 提取已标志字串

一旦你的 awk 程序可以工作，而所有的字串都已经被标志，也设置了（可能也绑定了）文本域，就是该生成翻译的时候。首先，使用 --gen-pot 命令行选项来造成初始的 .pot 文件：

**gawk --gen-pot -f guide.*awk*> guide.pot**

当以 --gen-pot 运行时，gawk 不会执行你的程序。相反，它会按通常的方式分析它，然后打印所有的已经标志的字串到标准输出上，并且是以 GNU 的 gettext 的可移植对象文件的格式输出。同时在输出中也包含出现在 ***dcgettext()*** 函数的第一个参数中的字串常量，或者是 ***dcngettext()*** 函数中的第一、二个参数。[[96]](#footnote-97)你应该你你的 awk 程序一起发布你的 .pot 文件，翻译者最终也会使用它来为你提供翻译，你也可以将其发布。查看， ***在第 317 页***，来获取完整的为 guide 创建及测试翻译的步骤。

### 13.4.2 重排 printf 参数

用于 printf 与 sprintf() 函数的格式字串（查看 ）导致了一种特殊的翻译问题。考虑下面的代码：[[97]](#footnote-98)

***printf*(\_"String ‘%s’ has %d characters\n"，**

**string， length(string)))**

可能德语翻译成这样：

**"%d Zeichen lang ist die Zeichenkette ‘%s’\n"**

问题应该是很明显的：格式的指定与最初的是不同的！就算 gettext() 可以在运行时返回翻译后的字串，但是却没有办法改变调用 printf 参数的顺序。

为了解决这个问题，printf 格式指定符可以有另外一个可选的元素，即位置指定符。例如：

**"%2$d Zeichen lang ist die Zeichenkette ‘%1$s’\n"**

在这里，位置指定符由一个整数构成，用来表示要使用哪个参数，以及一年 $ 符号。位置是由1 开始的，不包含格式串自己。所以，在下面的例子中，‘string’是第一个参数， ‘length(string)’则是第二个参数：

**$ gawk ’BEGIN {**

**> string = "Don\47t Panic"**

**>*printf* "%2$d characters live in \"%1$s\"\n"，**

**> string， length(string)**

**> }’**

**-| 11 characters live in "Don’t Panic"**

如果提供了位置指定符，这在格式规则中要第一个出现，即在标志，域宽以及/或者精度之前。

位置指定符可以与动态域宽以及精度一起使用：

**$ gawk ’BEGIN {**

**>*printf*("%\*.\*s\n"， 10， 20， "hello")**

**>*printf*("%3$\*2$.\*1$s\n"， 20， 10， "hello")**

**> }’**

**-| hello**

**-| hello**

提示：当与位置指定符一起使用 ‘\*’时，‘\*’要先出现，然后是整数位置，然后才是 ‘$’符。这有一点反直觉。

gawk 不允许你在同样的字串中混用常规的格式指定符与位置指定符：

**$ gawk ’BEGIN { *printf* "%d %3$s\n"， 1， 2， "hi" }’**

**error gawk: cmd. line:1: fatal: must use ‘count$’ on all formats or none**

提示：有一个病态的列子中，gawk 无法识别。在这样的例子中，输出可能不是你所想要的。既使 gawk 没有检测到它们， 混用它们依然是个坏主意。

尽管位置指定符可以直接用在 awk 程序中，但它们的主要目的是用来帮助产生正确的格式串的翻译，从开始编写的语言到其他不同的语言。

### 13.4.3 awk 的移植性问题

gawk 的国际化特性有意选择对 awk 的可移植性影响最可能小，使它们可以用于其他的 awk 版本。考虑下面的程序：

**BEGIN {**

**TEXTDOMAIN = "guide"**

**if (Test\_Guide) # set with -v**

**bindtextdomain("/test/guide/messages")**

**print \_"don’t panic!"**

**}**

如上的代码，在其他的版本的 awk 中没办法工作。但是，实际它已经差不多可移植了，只需要一点点改动：

* 对 TEXTDOMAIN 的赋值没有效果，因为 TEXTDOMAIN 在其他的 awk 实现中没有特殊含义。
* 非 GNU 版本的 awk 将已经标志的变量当成是变量名为 \_ 与其他的字串的连接。[[98]](#footnote-99)典型的情况，变量 \_ 将空串当成它的值，这样最初的常量字串不变。
* 通过定义“哑”函数来代替 dcgettext()、dcngettext()与 bindtextdomain()，这样 awk 程序可以运行起来，但是只输出所有的初始语言的消息。

**function bindtextdomain(dir， domain)**

**{**

**return dir**

**}**

**function dcgettext(string， domain， category)**

**{**

**return string**

**}**

**function dcngettext(string1， string2， number， domain， category)**

**{**

**return (number == 1 ? string1 : string2)**

**}**

* 在 printf 与 snprintf 中的位置指定符是不可移植的。为了在 C 层次上支持 gettext()，很多的系统的 C 版本的 sprintf 也支持位置指定符。但是只要提供了足够的参数的调用时才会有用。很多的 awk 版本将 prinf 的格式与参数不变地传递给下层的 C 版本的 sprintf()，但是一次只传递一个格式与参数。大家可以猜测试如果使用了位置指定符的时候会发生什么。但是，由于位置指定符主要是用来做翻译格式的字串，而且因为非 GNU 的 awk 不会返回翻译后的字中，所以这在实践中不会成为一个问题。

## 13.5 简单的国际化例子

现在，让我们看看如何一步步地进行国际化与本地化一个例子 awk 程序，使用 guide.awk 作为我们的源代码：

**BEGIN {**

**TEXTDOMAIN = "guide"**

**bindtextdomain(".") # for testing**

**print \_"Don’t Panic"**

**print \_"The Answer Is"， 42**

**print "Pardon me， Zaphod who?"**

**}**

执行 ‘gawk --gen-pot’来创建 .pot 文件：

**$ gawk --gen-pot -f guide.*awk*> guide.pot**

这里会产生：

**#: guide.*awk*:4**

**msgid "Don’t Panic"**

**msgstr ""**

**#: guide.*awk*:5**

**msgid "The Answer Is"**

**msgstr ""**

这是最初的可移植对象模块文件，会被保存并在每个它要进行翻译的语言中进行重用。msgid 是最初的字串，而 msgstr 是翻译。

提示：字串没有用下划线进行标志的，不会出现在 guide.pot 文件中。

下一步，则要进行消息的翻译。这里的翻译是一个假想的英语方言，称为 “Mellow”：[[99]](#footnote-100)

**$ cp guide.pot guide-mellow.po**

**Add translations to guide-mellow.po ...**

下面是翻译：

**#: guide.*awk*:4**

**msgid "Don’t Panic"**

**msgstr "Hey man， relax!"**

**#: guide.*awk*:5**

**msgid "The Answer Is"**

**msgstr "Like， the scoop is"**

下一步是创建一个目录来存储二进制消息对象文件，然后创建 guide.mo 文件。我们假装我们的文件准备在 en\_US.UTF-8 语言设置中使用，因为我们必须使用一个 C 的gettext 例程知道的语言设置。这里显示的目录布局表示的是 GNU/Linux 系统上的 GNU gettext。其他版本的 gettext 可以使用不同的布局：

**$ mkdir en\_US.UTF-8 en\_US.UTF-8/LC\_MESSAGES**

msgfmt 工具将人可读的 .po 文件转换成机器可读的 .mo 文件。默认情况下，msgfmt 创建一个叫做 messages 文件。这个文件必须被重新命名，并被放在合适的位置（使用 -o 选项），因此 gawk 可以找到它：

**$ msgfmt guide-mellow.po -o en\_US.UTF-8/LC\_MESSAGES/guide.mo**

最后，我们运行程序来测试：

**$ gawk -f guide.*awk***

**-| Hey man， relax!**

**-| Like， the scoop is 42**

**-| Pardon me， Zaphod who?**

如果 ***dcgettext()***， ***dcngettext()***， 与 ***bindtextdomain()*** 这三个函数在文件 libintl.awk 文件中，然后我们可以这样的运行 guide.awk：

**$ gawk --posix -f guide.*awk* -f libintl.*awk***

**-| Don’t Panic**

**-| The Answer Is 42**

**-| Pardon me， Zaphod who?**

## 13.6 gawk 可以说你的语言

gawk 本身已经使用 GNU gettext 包来做了国际化。（GNU gettext 在 GNU gettext 工具里有完整的描述）在写这个的时候，GNU gettext 的最新版本是 0.19.4。

如果 gawk 的消息翻译存在，gawk 产生的信息，警告，命令错误会使用本地语言。

## 13.7总结

* 国际化表示写的程序可以使用多种语言而不需要对源代码进行改变。本地化则表示给已经国际化的语言提供必要的数据来使其他特定的语言中工作。
* gawk 使用 GNU gettext 来让你对 awk 程序进行国际化与本地化。一个程序的文本域标识了用于组合消息与其他数据的程序。
* 你将程序中的字串用下划线来进行标识以用于翻译。一旦完成了这个，字串会被提取到一个 .po 文件中。这个文件为每种语言的复制一个 .po 文件，然后 .po 文件会编译成 .gmo 文件来在运行时使用。
* 你可以在 sprintf 与 printf 中使用位置指定符，使可以在格式化串与输出中输出中重新对参数值进行排序。这对于控制字串的翻译很有用。
* 国际化特别被设计成在标准的 awk 中也可以很好处理。
* gawk 本身已经国际化，并发布了多种语言消息。

# 第十四章 调试 awk 程序

如果程序在第一次运动就表现完全那就好了，但是在现实生活中，这对于任意复杂度的程序来说都很少见。所以，大多数的程序语言都有相应的工具用来进行“调试”程序，而 awk 也不例外。

gawk 的调试器有意地参照 GNU 调试器（GDB）的命令行调试器。如果你熟悉 GDB，学习如何来使用 gawk 调试你的程序就很简单。

## 14.1 gawk 调试器介绍

本节一般性地介绍一下调试器以及开始讨论 gawk 的调试。

### 14.1.1 通用的调试技术

（如果你使用过其他语言的调试器，你可以跳过到 ，***在第 321 页***。）

当然，调试程序没办法帮你移除 Bug，因此它并不知道你或者你的用户如何将其当成是个 Bug，还是一个特性。（有时候，人类自己对于这个问题也挣扎了很久。）在这个情况下，你从这样的工具想得到什么呢？答案依赖于正在被调试的语言，但是一般来说，你至少可以得如下的结果：

* 有能力查看程序指令一条条地执行，这样你这样的程序员就有机会考虑在秒级，分钟级，或者小时级的时间上发生了什么，而不是纳秒级的时间上。在这个时间上代码总会是执行的。
* 有机会不仅是被动地发现你的程序的操作，而且能够控制它，并且尝试不同的执行路径，而不需要改动你的源代码。
* 有机会在任何的执行时间点看到数据的值，并且在执行时候改变它的值，以测试后续其如何来影响程序。（这一般都包括查看内部数据结构的能力，包含你在代码中定义的变量。）
* 有能力取得程序状态的额外 信息，甚至是内部结构。

所有这样的工作都提供大量的帮助来使用你自己的技能来理解你的程序的目标，以此来发现哪里出了错（或者，通过这样可以更好地理解你或者别人写的功能程序）。

### 14.1.2 调试概念

在深入细节之前，我们需要介绍关于调试器的几个重要概念。下面的列表定义了本章中后面使用到术语：

*Stack frame*

程序一般在它们的执行过程中调用函数。一个函数调用另一个函数，或者函数调试自己（递归）。你可以查看函数调用的链（主程序调用 A，而 A 调用 B，B 再试用 C），作为执行函数栈：当前运行的函数在栈的最顶端，当它完成时（返回），下一个则成会活动函数。这样的一个栈术语上叫做调用栈。

在调用栈上的每一个函数，系统都会保留一个数据区来包含函数的参数，本地变量以及返回值，以及其他的“登记”信息，以用来管理调用栈。这个数据区被称为栈帧。

gawk 也使用这样的模型，可以让你访问到调用栈以及每个栈帧。你可以看到调用栈，以及从栈中的哪个函数调用。用来打印调用栈的命令打印每个栈帖的信息（后面有详细内容）。

*Breakpoint*

在调试期间，你常常希望程序执行到一个特定的点，然后继续从那里一次执行一条语句。要这么做的方式是在程序中设置一个断点。一个断点是程序执行时会暂停（停止）的位置，因此你可以取得程序执行控制权。你可以添加或者移除多个断点。

*Watchpoint*

一个查看点与断点类型。不同的是断点是面向代码的，当代码执行到达后，会停止执行。一个查看点，则指定的程序当某个值改变时会停止。这会相当有用，因为有时变量接收了一个错误的值，而只查看代码很难跟踪。通过使用查看点，你可以在变量被赋值时而停下来，这样通常可以很快地查找到错误的代码。

### 14.1.3 awk 调试

调试 awk 程序有一些方面与调试其他语言写成的程序有一些不同。

首先，awk 程序通常是从一个或者多个文件中一行行地读取数据，然后使用特定的规则操作这些行，这样，根据这些规则来查看程序的程序的执行是非常有用的。正如我们见到的，每一个 awk 规则都像一个函数一样，它们有自己特定的指令块。

另外，由于 awk 设计上是一个很简练的语言，这样很容易看走眼，而不知道每一个行的 awk 程序代码里面到底发生了什么。使用更高层的 awk 命令，调试器使得我们有机会来查看单个的原始命令。

## 14.2 gawk 调试例子

为了解释 gawk 调用的使用，让我们来看一个例子的调试过程。我们利用早前提到的 POSIX uniq 命令的 awk 实现（查看 ， ***在第 267 页***）来作为我们的例子。

### 14.2.1 如何开启调试器

开始调试器几乎就跟正常运行 gawk 一样，只是你需要传递一个额外的选项 --debug，或者其对应的短选项 -D。包含程序的文件，或者任何受支持的在命令行上的代码，都作为一个或者多个 -f 选项的参数。（gawk 没有为命令行程序设计调试，只支持包含在文件的程序）在我们的例子中，我们这样来调用调试器：

**$ gawk -D -f getopt.*awk* -f join.*awk* -f uniq.*awk* -1 inputfile**

***getopt.awk*** 与 ***uniq.awk*** 两个程序都在 $AWKPATH 目录中。（GDB 或者类似调试器有经验的用户都应该注意到了这个语法与你之前所使用的语法有一些轻微的差异。在 gawk 调试器里，你将在命令行上传递给运行程序的参数给了调试器，而不是作为在调试指示符下命令行的一部分。-1 是 uniq.awk 的选项。

不像 gawk 通常所做的那样，立即对输入文件执行程序，调试器仅仅载入所有的程序源代码，在内部编译它们，然后给出提示符：

**gawk>**

从这里，你们可以发送命令到调试器。在这一点上，还没有代码被执行。

### 14.2.2 查找 Bug

假充我们在使用（一个有错误的版本） uniq.awk 中的 “域跨越”模式时有问题，看起来，当要跳过第一个域时，它没有捕获到本来相同的行，如：

***awk* is a wonderful program!**

**gawk is a wonderful program!**

这有可能会发生，如果我们将在记录中的域想成是一个以 0 开始（C 风格）编号的，所以本来应该写成下面的行：

**clast = join(alast， fcount+1， n)**

**cline = join(aline， fcount+1， m)**

我们写成了：

**clast = join(alast， fcount， n)**

**cline = join(aline， fcount， m)**

我们第一件要做的事常常是要检查出这样的问题是在程序中设置一个断点，这样我们可以查看它们如何工作，并捕获到发生的错误。在 uniq.awk 中合理的断点是在函数 are\_equal() 的开始处，在这个函数中，会将当前行与前一个行进行比较。要设置断点，使用 b（breakpoint）命令：

**gawk> b are\_equal**

**-| Breakpoint 1 set at file ‘awklib/eg/prog/uniq.*awk*’， line 63**

调试器告诉我们断点所在的文件以及行号。现在，我们输入 ‘r’ 或者 ‘run’，然后程序会执行，直到其第一次命令断点：

**gawk> r**

**-| Starting program:**

**-| Stopping in Rule ...**

**-| Breakpoint 1， are\_equal(n， m， clast， cline， alast， aline)**

**at ‘awklib/eg/prog/uniq.*awk*’:63**

**-| 63 if (fcount == 0 && charcount == 0)**

**gawk>**

现在，我们可以查看程序中哪里出了问题。首先，让我们看一下我们是怎么来到现在的位置。在提示符下，我们输入 ‘bt’（“backtrace”的缩写），则调试器会返回当前栈帧的列表：

**gawk> bt**

**-| #0 are\_equal(n， m， clast， cline， alast， aline)**

**at ‘awklib/eg/prog/uniq.*awk*’:68**

**-| #1 in *main()* at ‘awklib/eg/prog/uniq.*awk*’:88**

这告诉我们 are\_equal() 是在主程序 uniq.awk 第 88 行调用的。（这没什么大惊小怪的，因此这是在程序中唯一调用 are\_equal() 的地方，但是在更复杂的程序中，了解谁调用了函数，以及相应的参数是查找到程序问题的关键。）

现在，我们已经在 are\_equal() 中了，我们开始来查看某些变量的值。假设我们输入 ‘p n’（p 是 “print”的缩写）。我们期望看到 are\_equal() 参数 n 的值。实际是，调试器返回：

**gawk> p n**

**-| n = untyped variable**

在这个例子中，n 是一个未初始化的本地变量，因为函数调用时没有提供绘画它参数（查看 ， ***在第 133 页***）。要显示的更有用的变量应该是当前记录：

**gawk> p $0**

**-| $0 = "gawk is a wonderful program!"**

在一开始，这个可能会有一点疑惑，因为这是我们的测试输入的第二行，我们来看看 NR：

**gawk> p NR**

**-| NR = 2**

因此，我们看到 are\_equal() 只会从文件的第二个记录开始调用。当然，这是因为我们包含了这样的一个规则 ‘NR==1’：

**NR == 1 {**

**last = $0**

**next**

**}**

好了，让我们查看当前正在执行的规则：

**gawk> p last**

**-| last = "*awk* is a wonderful program!"**

目前我们所做的一切都只是说明程序正如计划的那样执行，直至 are\_equal() 为止，包含函数调用，因此问题一定出在函数内部。为了进一步调查，我们必须“一步步”地执行 are\_equal() 的代码行。我们敲入 ‘n’（表示 “next”）：

**gawk> n**

**-| 66 if (fcount > 0) {**

这告诉我们，gawk 现在已经准备执行第66行，确定这是否需要给行特殊的“域跨越”处理，正如命令行选项 -1 所示的那样。（请注意，我们是从我们之前所在的位置，第63行，跳到目前所在的位置，因为在 63 行的条件是 ‘if (fcount == 0 && charcount == 0)’，而其值为 false。）

继续执行一步，我们现在到了将当前与最后记录进行分割的地方：

**gawk> n**

**-| 67 n = split(last， alast)**

**gawk> n**

**-| 68 m = split($0， aline)**

在这一点上，我们很好奇地去查看记录被分割成了什么，我们试着去查看：

**gawk> p n m alast aline**

**-| n = 5**

**-| m = untyped variable**

**-| alast = array， 5 elements**

**-| aline = untyped variable**

（p 命令可以有多于一个参数，与 awk 的 printf 语句类似。）

但是，这里有一点失望。我们找到的是在里面有 5 个元素的 alast，m 与 aline 没有值，因为我们在行 68，但是还没有执行。这个信息已经够用了（我们现在知道没有单词被无意间丢掉了），但是如果我们想知道数组里有什么怎么办？

第一个选择是使用下标：

**gawk> p alast[0]**

**-| "0" not in array ‘alast’**

噢！！！

**gawk> p alast[1]**

**-| alast["1"] = "*awk*"**

如果有 100 个成员的数组，这就太慢了，所以，gawk 提供了一个快捷方式（对于其他语言的旧情怀就不提了）：

**gawk> p @alast**

**-| alast["1"] = "*awk*"**

**-| alast["2"] = "is"**

**-| alast["3"] = "a"**

**-| alast["4"] = "wonderful"**

**-| alast["5"] = "program!"**

目前看起来，一切 OK，让我们再执行一两步：

**gawk> n**

**-| 69 clast = join(alast， fcount， n)**

**gawk> n**

**-| 70 cline = join(aline， fcount， m)**

好了，我们已经到达了错误的地方（抱歉破坏了悬念）。在我们的大脑中是从第二个域开始来生成一个假记录来进行比较。而如果第一个记录编号为 0，这就会工作。让我们看看我们得到什么：

**gawk> p cline clast**

**-| cline = "gawk is a wonderful program!"**

**-| clast = "*awk* is a wonderful program!"**

嘿，看起来是不是很熟悉！他们就是原来的值，没有改变。思考片刻（人的大脑依然是最好的调试工具），我们知道我们少加了1！

我们退出调试器：

**gawk> q**

**-| The program is running. Exit anyway (y/n)? y**

然后进入编辑器编辑：

**clast = join(alast， fcount+1， n)**

**cline = join(aline， fcount+1， m)**

然理问题解决！

## 14.3 主要的调试器命令

gawk 调试器命令可以被分为下面的几类：

* 断点控制
* 执行控制
* 查看与更改数据
* 使用栈
* 获取信息
* 其他

每个个类型都在下面的节中进行讨论。在下面的描述中，命令，可能被缩写显示在第二个描述行。调试器命令名如果没有二义，则也可以被丢弃后面一部分。调试器有内置的自动重复前一个命令的能力，只需要输入 “回车”键。这可用于命令列表，next，nexti，step，stepi，以及 continue 等不带参数的命令。

### 14.3.1 控制断点

如早前看见，你要开启一个调试过程时，要考虑的第一件事情是设置好断点，因为程序会像没有调试器一样运行下去。用于控制断点的命令有：

***break [[filename:]n | function] ["expression"]***

***b [[filename:]n | function] ["expression"]***

如果不带任何参数，则在所选择的栈中的下一个要执行的指令处设置一个断点。参数可以是如下格式：

*n* 在当前的源文件中的 n 行设置一个断点。

*filename:n*

在源文件 filename 的 n 行设置一个断点。

*function* 在函数 function （第一条指令）入口处设置一个断点。

每一个断点被赋给了一个数值，可以用 delete 命令来从断点列表中删除。

对于断点，你还可以提供一个条件。这是一个 awk 的表达式（包在双引号中），这样调试器当到到断点时可以对其求值。如果条件为 true，则调试器停止执行，然后提示等待命令输入。否则，它会继续执行程序。

***clear [[filename:]n | function]***

如果没有参数，则在当前的栈中删除下一条要执行命令的所有断点。如果程序在断点上停止了，这会删除那个断点，这样程序在那个位置不会再停下来。参数可以有下面的形式：

*n* 在当前源文件中删除在 n 行上设置的断点。

*filename:n*

删除源文件 filename 行 n 中的断点。

*function* 删除源函数 function 的断点。

***condition n "expression"***

给已经存在的断点或者查看点加一个额外的条件。条件是一个 awk 表达式，用双引号括起来，当断点或者查看点到达时，会对其进行求值。如果条件为 true，则调试器会停止执行然后提示命令输入。否则，调试器会继续执行程序。如果条件表达式没有被指定，则已经存在的条件会被删除（即，断点或者查看点会被设置成无条件的）。

***delete [n1 n2 . . . ] [n–m]***

***d [n1 n2 . . . ] [n–m]***

删除指定的断点，或者断点范围。如果没有指定参数，则删除所有的断点。

***disable [n1 n2 . . . | n–m]***

禁用指定的断点或者断点范围。如果没有带参数，则禁用所有的断点。

***enable [del | once] [n1 n2 . . . ] [n–m]***

***e [del | once] [n1 n2 . . . ] [n–m]***

启用指定的断点或者范围内的断点。如果没有参数，则启用所有的断点。你也可以选择性地定义如何来恢复断点：

*del* 临时启用断点，然后程序在此停止时删除每个断点。

*once* 临时启用断点，然后程序在此停止时禁用每个断点。

***ignore n count***

忽略断点 n 后面命中的 count 次。

***tbreak [[filename:]n | function]***

***t [[filename:]n | function]***

设置临时断点（只启用一次）。参数与 break 一样。

### 14.3.2 控制执行

现在，你的断点已经准备好了，你可以开始运行程序，然后观察它的行为。有多个命令用来控制程序的执行，之前我们已经看过：

***commands [n]***

***silent***

***. . .***

***end***设置一个命令列表，当在断点或者查看点处停止时会被执行。n 是断点或者查看点编号。如果没有编号，则会使用最后一个。后面的命令，从下一行开始，然后在 end 命令处结束。如果命令 silent 在列表中，则通常的在断点停止处的消息以及源代码就会被打印。在列表中的所有命令如果继续执行代码（如 continue）会结束列表（一个隐式的 end），后面的命令会被忽略掉。如：

**gawk> commands**

**> silent**

**>*printf* "A silent breakpoint; i = %d\n"， i**

**> info locals**

**> set i = 10**

**> continue**

**> end**

**gawk>**

***continue [count]***

***c [count]*** 继续执行程序。如果从断点处继续，而指定了 count，则忽略所在处的断点后面的 count 次命中。直到所选择的帧结束。并打印返回值。

***next [count]***

***n*** ***[count]*** 继续执行下一行源代码，函数调用一次划过。参数 count 控制重复多少次，与 step 一样。

***nexti [count]***

***ni [count]*** 执行 1 个或者 count 个指令，并划过函数调用。

***return [value]***

取消函数调用。如果 value（一个字串或者数值）被指定了，则它会作为函数的返回值。如果是在不是最内层（当前的执行函数，即帧 0）的帧中使用，会取消所有最内层的帧，包括所在的帧，该帧的调用者会成为最内层帧。

***run***

***r*** 开始/重新开始程序的执行。当重新开始时，调试器会保留当前的断点，查看点以及命令历史，自动显示变量，以及调试器选项。

***step [count]***

***s [count]*** 继续执行直到控制流到到当前帧的源代码行的不同位置，并进入该行调用的函数中。如果参数 count 被指定了，则表示在停止前单独执行多少次，除非它遇到了断点或者查看点。

***stepi [count]***

***si [count]*** 执行 1 个（或者 count）个指令，并进入函数调用中。（为了说明“指令”的含义，查看在 ，***在第 332 页***，中 dump 下的输出。）

***until [[filename:]n | function]***

***u [[filename:]n | function]***

如果没有任何参数，执行到当前帧当前行的下一行。如果有参数，则持续执行到指定的位置，或者直到当前帧返回。

### 14.3.3 查看与更改数据

gawk 中用于查看及更改变量的命令有：

***display [var | $n]***

将变量 var 或者域 $n 添加到显示列表中。变量的值或者域的值在程序每次停止都会被显示。每个加入到列表中的列表都通过一个唯一的数字来区别：

**gawk> display x**

**-| 10: x = 1**

这显示了被赋值的项，变量名以及其及当前的值。如果显示变量指向了函数的参数，它会在执行到没有这个变量名的上下文时默默地将它从显示列表中删除。如果没有参数，display 会显示列表中的项的当前值。

***eval "awk statements"***

对 awk 语句在执行程序中的上下文中进行求值。你可以做任何的 awk 程序可以做的事情：赋值绘画变量，调用函数等等。

***eval param， . . .***

***awk statements***

***end*** 这个形式的求值类似，但是可以让你定义存在 awk 语句上下文中“本地变量”，而不是使用由程序定义的变量或者函数参数。

***print var1[， var2 . . . ]***

***p var1[， var2 . . . ]***

打印 gawk 变量或者域的值。域必须是通过常量来参考：

**gawk> print $3**

这打印输入记录中的第三个域（如果指定的域不存在，它会打印 ‘Null field’）。变量可以是数组元素，下标是常量字串。为了打印数组内容，在名字的前面加一个‘@’ 符号：

**gawk> print @a**

这会打印索引以及所有在数组 a 中相应元素的值。

***printf format [， arg . . . ]***

打印格式式的文本。格式包含转义序列，如 ‘\n’（查看 ， ***在第 51 页***）。如果不指定，不会打印换行符。

***set var=value***

将一个常量（数值或者字串）值赋值绘画一个 awk 变量或者域。字串值必须用双引号包起来（"..."）。

你也可以设置 awk 的特殊变量，像 FS，NF，NR 等等。

***watch var | $n ["expression"]***

***w var | $n ["expression"]***

将变量 var 或者域 $n 加到查看列表中。调试器会在变量或者域的值被改变时停下来。每个一个查看列表项都赋予了一个数值，这样可以用中 unwatch 命令中来它从查看列表中删除。

你可以绘画查看点附加一个条件。这是一个 awk 表达式（包在双引号中），这样当查看点被命中时，调试器会对其进行求值。如果条件为 true，则调试器会停止执行，然后提示命令输入。否则，gawk 会继续执行命令。

***undisplay [n]***

删除编号为 n 的自动显示列表项（如果没有提供参数，则删除所有的项）。

***unwatch [n]***

删除编号为 n 的查看列表中的项（如果没有提供参数，则删除所有的项）。

### 14.3.4 程序栈

无论何时你运行一个包含任意函数调用的程序，gawk 都会保持一个所有函数调用的栈，一直向上到正在执行的程序处。你可以查看你你如何到达目前所在到位置，也可以按照栈的路径来移动以来查看在你所在的被调用的函数中事件的状态。下面的命令来实现这样的功能：

***backtrace [count]***

***bt [count]***

***where [count]***

打印所有函数调用（栈帧）的路径，或者在 count > 0 时最内层 count 个栈帧。如果 count < 0，则打印最外层的 count 个栈帧。路径显示每一个函数的名字以及参数，还有文件名与行号。where 别名用于向长期使用 GDB 的用户提供栈路径，他们可能会使用这个命令。

***down [count]***

向下最内层的帧移动 count（默认为 1）个帧。然后选择并打印这个帧。

***frame [n]***

***f [n]*** 选择并打印栈帧 n。帧 0 是当前正在被执行的，或者最内层帧（函数调用），帧 1 是调用最内层的帧。最高层的帧是主程序。被打印的信息包括帧号，函数以及参数名，源文件与行号。

***up [count]*** 向上最外层移动 count（默认为 1）帧。然后选择并打印相应的帧。

### 14.3.5 获取程序与调试器状态信息

除了查看变量的值外，也常常需要来获取其他关于程序状态的信息，以及调试环境本身的信息。gawk 调试器有一个命令来提供这样的信息，非常恰当地叫做 info。info 与多个参数中的一个使用，可以告诉你想要的准备的信息：

***info what***

***i what*** 应该是下在其中之一的值：

args 列出所选择的帧的参数。

break 列出当前的所有断点。

display 列出自动显示的所有项。

frame 被选择的帧的描述。

functions 列出所有的函数定义，包括源文件名以及行号。

locals 列出被选择帧的本地变量列表。

source 打印当前源文件的名字。每次程序停止时，当前的源文件是包含当前指令的文件。当调用第一次开始时，当前的源文件是通过 -f 指定的文件。‘list filename:lineno’命令可以在任何时候用来改变当前源文件。

sources 列出所有的程序源。

variables 列出所有的全局变量。

watch 列出所有的在查看列表中的项。

其他的命令可以让你控制调试器，使其有保存调试器的状态以及从文件中运行调试器的能力，

***option [name[=value]]***

***o [name[=value]]***

如果没有参数，显示所有可用的调试器选项以及它们的当前值。‘option name’显示指定名字选项的当前值。‘option name=vale’将一个新值赋给指定的选项。可用的选项有：

*history\_size*

设置保存在历史文件 ./.gawk\_history 文件中的最大行数。默认值是 100。

*listsize* 指定列表打印的行数。默认是 15。

*outfile* 将 gawk 的输出发送到文件，调试器输出依然发送到标准输出上。空串（""）会重新将设置输出到标准输出上。

*prompt* 改变调试器的提示。默认是 ‘gawk>’。

*save*\_*history [on | off]*

保存命令历史到文件 ./.gawk\_history。默认是 on。

*save*\_*options [on | off]*

在退出时，保存当前的选项到文件 ./.gawkrc。默认是 on。选项会在启动下一个会话过程时读取回来。

*trace [on | off]*

打开或者关闭命令跟踪。默认是 off。

***save filename***

将来自于当前会话的命令保存到所给的文件中，所以他们可以使用 source 命令进行重放。

***source filename***

从文件中执行命令，任何命令的错误不会导致后续命令的结束。注释（以‘#’开头的行）可以存在命令文件中。空行会被忽略，它们不会重复最后的命令。在文件中，你不可以有多于一个的 run 命令来重新启动程序。同时，命令列表可以包含其他的源的命令，但是，gawk 调试器不会对同一个文件执行多次 source，以避免无限递归。

为了使用或者代替 source 命令，你可以使用 -D file 或者 --debug=file 命令行参数从一个文件中来非交互式地执行命令（查看 ， ***在第 35 页***）。

### 14.3.6 其他命令

有一些命令不太好归入到之前的那几种分类，他们是：

*dump [filename]*

*Dump 程序的字节码到标准输出中，或者名字为 filename 的文件中。这会打印指令的内部表示，gawk 通过执行这些指令来实现程序中的命令。这会非常有启发性，如下面的 Davide Brini 的含人无法捉摸的代码的部分 dump 内容（查看 ，* ***在第 293 页****）：*

**gawk> dump**

**-| # BEGIN**

**-|**

**-| [ 1:0xfcd340] Op\_rule : [in\_rule = BEGIN] [source\_file = brini.*awk*]**

**-| [ 1:0xfcc240] Op\_push\_i : "~" [MALLOC|STRING|STRCUR]**

**-| [ 1:0xfcc2a0] Op\_push\_i : "~" [MALLOC|STRING|STRCUR]**

**-| [ 1:0xfcc280] Op\_match :**

**-| [ 1:0xfcc1e0] Op\_store\_var : O**

**-| [ 1:0xfcc2e0] Op\_push\_i : "==" [MALLOC|STRING|STRCUR]**

**-| [ 1:0xfcc340] Op\_push\_i : "==" [MALLOC|STRING|STRCUR]**

**-| [ 1:0xfcc320] Op\_equal :**

**-| [ 1:0xfcc200] Op\_store\_var : o**

**-| [ 1:0xfcc380] Op\_push : o**

**-| [ 1:0xfcc360] Op\_plus\_i : 0 [MALLOC|NUMCUR|NUMBER]**

**-| [ 1:0xfcc220] Op\_push\_lhs : o [do\_reference = true]**

**-| [ 1:0xfcc300] Op\_assign\_plus :**

**-| [ :0xfcc2c0] Op\_pop :**

**-| [ 1:0xfcc400] Op\_push : O**

**-| [ 1:0xfcc420] Op\_push\_i : "" [MALLOC|STRING|STRCUR]**

**-| [ :0xfcc4a0] Op\_no\_op :**

**-| [ 1:0xfcc480] Op\_push : O**

**-| [ :0xfcc4c0] Op\_concat : [expr\_count = 3] [concat\_flag = 0]**

**-| [ 1:0xfcc3c0] Op\_store\_var : x**

**-| [ 1:0xfcc440] Op\_push\_lhs : X [do\_reference = true]**

**-| [ 1:0xfcc3a0] Op\_postincrement :**

**-| [ 1:0xfcc4e0] Op\_push : x**

**-| [ 1:0xfcc540] Op\_push : o**

**-| [ 1:0xfcc500] Op\_plus :**

**-| [ 1:0xfcc580] Op\_push : o**

**-| [ 1:0xfcc560] Op\_plus :**

**-| [ 1:0xfcc460] Op\_leq :**

**-| [ :0xfcc5c0] Op\_jmp\_false : [target\_jmp = 0xfcc5e0]**

**-| [ 1:0xfcc600] Op\_push\_i : "%c" [MALLOC|STRING|STRCUR]**

**-| [ :0xfcc660] Op\_no\_op :**

**-| [ 1:0xfcc520] Op\_assign\_concat : c**

**-| [ :0xfcc620] Op\_jmp : [target\_jmp = 0xfcc440]**

**-|**

**...**

**-|**

**-| [ 2:0xfcc5a0] Op\_K\_*printf* : [expr\_count = 17] [redir\_type = ""]**

**-| [ :0xfcc140] Op\_no\_op :**

**-| [ :0xfcc1c0] Op\_atexit :**

**-| [ :0xfcc640] Op\_stop :**

**-| [ :0xfcc180] Op\_no\_op :**

**-| [ :0xfcd150] Op\_after\_beginfile :**

**-| [ :0xfcc160] Op\_no\_op :**

**-| [ :0xfcc1a0] Op\_after\_endfile :**

**gawk>**

*help*

*h* 打印所有的 gawk 调试器命令列表，以及它全的简短使用说明。‘help command’打印命令 command 的信息。

*list [- | + | n | filename:n | n–m | function]*

*l [- | + | n | filename:n | n–m | function]*

打印从当源代码或者名为 filename 文件的指定行数（默认为15）。下面是可能的参数：

*- (Minus)* 打印最后打印前的行。

+ 打印最后打印行的后面的行。list 如果不带参数则与这个执行结果相同。

*n* 打印行号 n 为中心周围的行。

*n–m* 打印从 n 到 m 的行。

*filename:n* 打印在源文件 filename 行 n 为中心的行。这个命令会改变当前的源文件。

*function* 打印函数 function 开始行为中心的行。这个命令有可能改变当前的源文件。

*quit*

*q* 退出调试器。调试程序非常有意思，但是在生活中有时你还有其他的责任要尽，而有时我们找到了 Bug，则会再找下一个。如我们早前看到的，如果你正在执行一个程序，调试器会在你输入‘q’ 或者‘quit’时给你警告，以确信你真的想退出。

*trace [on | off]*

打开或者关闭连续打印将要执行的指令，以及这些指令所实现的 awk 代码。默认是关闭的。在这此指令中的大多数“opcodes”都相当地能够自我说明，使用 stepi 与 nexti 的时候，trace 为 on 会使得它们变成熟悉的朋友。（译注：就是会在接下来的显示中会显示很多字节码，看久了，就成为熟悉的朋友了。这是作者的幽默。）

## 14.4 支持

如果 gawk 使用 GNU Readline 库来编译的，则你可以使用这个库的命令完成与历史扩展特性这个优点。下面的完成类型可以使用：

Command completion

命令名字。

Source file name completion

源文件名。相关的命令是 break，clear，list，tbreak 与 until。

Argument completion

命令的非数值参数。相关的命令是 enable 与 info。

Variable name completion

全局变量句以及正在执行程序的当前上下文的函数参数。相关的命令是 display，print，set 与 watch。

## 14.5 限制

我们希望你发现 gawk 的调试器很有用并且享受使用它，但是对于任何的程序，特别是在发布的早期，依然还有有一些限制的。要注意以下几点：

* 在这个时候，调试器不会在你输入一些它不喜欢的东西之后，不会给你错误给出详细的解释。相反，它只是反馈说‘语法错误’。当你确实找到了你的错误所在，所以你确实感觉自己会是一个真正的大牛。
* 如果你一直 dump 出 ，***在第 332 页***，中的 opcodes（或者是你已经熟悉了 gawk 的内部细节），你会意识到 gawk 的很多的内部数据操作，与其他的翻译器一样是在栈中完成的。Op\_push，Op\_poo 以及像 “break and buffer”占 gawk 代码中的大多数。不幸的是，到现在为止，gawk 调试器不允许你检查栈的内容。也就是，表达式的中间结果是在栈中进行求值的，但是却不可以打印。而且，只有在程序的程序中定义的变量才可以打印。当然，要解决这个问题就是在调试阶段使用更加显式的变量，然后再转回到更加隐讳，也许是更加优化的代码。
* 没有办法查看编译的正则表达式的内部过程以查看它是否正确。作为 awk 程序员，你只希望理解/[^[:alnum:][:blank:]]/ 的意义就可以了。
* gawk 调试器设计是用在通过命令行运行的程序上的（以及其所有的参数），如 ，中所描述的。没有办法（目前）来附加或者“插入”到一个运行中的程序。这对主要是用于短程序且快速执行的语言上看起来是合理的。
* gawk 调试器只接收通过 -f 选项提供的源代码。

## 14.6 总结

* 程序很少第一次就可以正确工作。查看 Bug 的过程称为调试，帮你找到 Bug 的程序称为调试器。gawk 有内置的调试器，并且与 GNU 调试器 GDB 工作起来很类似。
* 调试器可以让你一次一个语句执行程序，以检查与改变变量与数组的值，以及许多其他的事情来让你理解你的程序实际所做的（相对于它应该所做的）。
* 与其他的调试器类似，gawk 调试器也是按照栈帧的方式工作的，并且可以你让设置断点（在代码中停止的点）与查看点（当值被改变时停止）。
* 调试器命令相当完备，提供了断点，执行，查看，改变数据等控制命令，还有处理栈，获取信息以及其他任务的命令。
* 如果 GNU Readline 库在 gawk 编译时是可用的，它可以被调试器用于命令行历史与编辑。

# 第十五章 算术运算与gawk 中的任意精度算术运算

本章介绍一些与计算如何进行算术运行相关的基本概念，并定义一些重要的术语。然后继续描述浮点数算术运算，awk 正是用其来做其所有的计算。后面还会有任意精度浮点数算术运行的讨论，这是个只在 gawk 中可用的特性。后续会再讨论任意精度的整数，及对讨论的某些点做一些小结，在这些点上 gawk 与 POSIX 标准不太一致。

提示：gawk 的很多的用户都可以完全地跳过本章。但是如果你想用 gawk 做一些科学计算，这章就非常合适。

## 15.1 计算机算术计算说明

到目前为止，我们已经处理过数字或者字串。但是，最终计算机都是以二进制数字，或者说二进制位表示一切。十进制数可以用10个值来表示：0 到 9。二进制数可以用两个值来表示，0 与 1。通过使用二进制数，计算（以及计算软件）可以表示并操作数值与字符数据。一般来说，更多的位可以用来表示特定的事，以及可以表示的更大的范围的可能数值。

现代计算机支持至少两种，通常是更多的方式来进行算术计算。每种算术计算都可以使用不同的表示（位的组织方式）来代表数值。我们感兴趣的算术类型如下：

十进制算术运算

此类型的算术运行你已经在初级学校中就已经学过了，它们使用笔与纸（或者是计算器）来运算。理论上，在十进制小数点的一边或者两边都可以用任意数值位，而结果总是精确的。

一些现代的系统可以用硬件执行十进制算术运算，但是通常需要特殊的软件库来访问这些指令。也有库用完全用软件来执行十进制算术运算。

尽管有一些用户希望 gawk 可以执行十进制运算，[[100]](#footnote-101)但是 gawk 不支持这样的能力。

整数算法运算

在学校里，整数值被指为“全部”是数值——也就是，数值中没有小数部分，如 1，42 或者 -17。整数的好处是它们完全代表值。缺点就是它们的范围是有限的。

在计算机中，整数值会分成两类：有符号与无符号的。有符号的值可以为正也可以为负，而无符号数值总是大于等于 0。

在计算机系统中，整数算术运算是精确的，但是值的可能范围是有限的。整数算术运算一般要比浮点数算术运算要快。

浮点数算术运算

浮点数值的表示，我们在学校中叫做“实”数（即这些值有小数部分，如 3.1415927）。浮点数值的优点是它可以表示比整数所能表示的数值大得多的范围。缺陷就是这此数值无法精确表示。

现代系统支持硬件实现的浮点运算，但是值是有限的。也有软件库可以使用任意精度的浮点数计算。

POSIX awk 使用双精度浮点数值，这比单精度浮点数可以保存更大范围的数值。gawk 有工具用来执行任意精度的浮点数算术运算，我们后面会进行详细地描述。

计算机处理整数与浮点数表示的不同范围的数值。整数值通常要么是 32 位的，或者是64位的值。单精度浮点数占用 32 位，而双精度浮点数占用 64 位数。浮点值总是有符号的。可能的值范围如表 15.1 所示：

|  |  |  |
| --- | --- | --- |
| 数值表示 | 最小值 | 最大值 |
| 32-bit 有符号整数 | -2，147，483，648 | 2，147，483，647 |
| 32-bit 无符号整数 | 0 | 4，294，967，295 |
| 64-bit 有符号整数 | -9，223，372，036，854，775，808 | 9，223，372，036，854，775，807 |
| 64-bit 无符号整数 | 0 | 18，446，744，073，709，551，615 |
| 单精度浮点数(大约值) | 1.175494-38 | 3.40282338 |
| 双数度浮点数(大约值) | 2.225074-308 | 1.797693308 |

表 15.1 不同的数值表示的值范围

## 15.2 要了解的其他知识

这一章的剩下部分使用大量数值术语。下面是一些非正式定义，这样可以通过这些材料了解，有助于你的工作。

数确度 浮点数计算的精确度是指其与真实值（纸笔来表示的）的接近程序。

错误 计算所以“应该是”的结果与实际的结果之间的差异。应该是尽管最小化这样的错误。

幂 值的数量级，在浮点数值的一些数值位是用来存储幂的。

Inf（无穷） 代表无穷的特殊值。与其他的数或者无穷数之间的操作产生无穷。

非数值 尝试计算时，无法得到实数结果的一个特殊值。在这样的情况下，程序要么会收到一个浮点数异常，或者取得一个 NaN 的结果。IEEE 754 标准建议系统应该返回 NaN。有一些例子如下：

sqrt(-1) 这只有在复数的范围内才是有意义的，但是在实数范围内，结果则是 NaN。

log(-8) -8 不在 log() 的域内，所以结果为 NaN。

正规化 实有效位及其实际存会方式（后面会有说明）。值会被调整使得第一位为 1，因此开始的一位是假想存在，实际并没有存储起来。这可以提供多一位的精度。

精度 用于表示浮点数值的位数。位数越多，则可以表示更多的数值。二进制与十进制数度都是大概的，可根据如下的公式：

**prec = 3.322 · dps**

在这里，prec 表示二进制数度（以位来衡量），dps（十进制位的缩写）是十进制位。

*舍入舍出模式*

如果需要，数值是如何来进行舍入舍出的。后面会提供更多的细节。

系数 浮点数由系数与 10 的幂指数相乘组成。比如，在 1.2345e67，则系数为 1.2345。

稳定性 对于稳定性，来自于维基百科的文档是说：“一个计算可证地不会扩大近似错误称为在数值上是稳定的。”

查看维基百科关于精确性与精度的文章来获取类似术语的更多信息。

在现代的系统上，浮点数硬件使用 IEEE754 标准定义的表示以及操作。IEEE754 的类型的三个标准是 32位单精度，64位双精度以及128位四精度。这个标准也指定了扩展精度的格式以允许更大精度以及更大的指数范围。（awk 只使用 64位双精度格式。）

表 15.2 列出了基本的 IEEE754 二进制格式的精度以及指数域值。

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 名字 | 部位数 | 精度 | 最小指数 | 最大指数 |
| 单精度 | 32 | 24 | -126 | +127 |
| 双精度 | 64 | 53 | -1022 | +1023 |
| 四精度 | 128 | 113 | -16382 | +16383 |

表 15.2 基本的 IEEE 格式的值

提示：精度数值包含了隐含的最开始的一位，因此比所给的系数要多一位。

## 15.3 gawk 的任意精度计算

默认的情况下，gawk 使用由其所运行的系统的硬件来提供双精度浮点数值。但是，如果它编译的时候没有指定，gawk 则使用 GNU MPFR 以及 GNU MP（GMP）库来执行任意精度的数值算术运算。你可以查看这样来查看 是否支持 MPFR：

**$ gawk --version**

**-| GNU Awk 4.1.2， API: 1.1 (GNU MPFR 3.1.0-p3， GNU MP 5.0.2)**

**-| Copyright (C) 1989， 1991-2015 Free Software Foundation.**

**...**

（你可能看到与这里显示的不同的版本数。也没有问题，重要的是看 GNU MPFR 与 GNU MP 是否显示在输出中。）

另外，在 PROCINFO 数组中的一些元素可以来提供 MPFR 与 GMP 库一些信息（查看 ， ***在第 158 页***）。

MPFR 库提供了在精度与舍入舍出模式的精确控制，并给出正确的舍入舍出，可重现的，平台无关的结果。使用 -M 命令行参数，所有的浮点算术操作符以及数值函数都可以产生任意想要的由 MPFR 所提供的精度。

有两个预定义的变量，PREC 与 ROUNDMODE 提供了工作精度与舍入舍出模式的控制。精度与舍入舍出模式的设置对于之后的操作是全局的。查看 ，***在第 343 页***，以及 ，***在第 344 页***，来获取更多的信息。

## 15.4 浮点算法：买者自慎！

*数学课太难了。*

*—Teen Talk Barbie， July 1992*

这一节提供了一个更高层上视图，来审视在执行非常多的浮点数计算时所产生问题。[[101]](#footnote-102)这些讨论同样也适用于硬件与任意精度浮点数算术运算。

注意：这里的内容有意地写得非常概括。如果你需要做一些严格的计算算术运行，你首先要进行一些研究，而不仅仅依赖我们所告诉你的。

### 15.4.1 浮点计算是不精确的

二进制浮点数表示以及算术运行是不精确的。像 0.1 这样简单的值没不能精确地由二进制的浮点数来表示，浮点数有有限的精度数表示在计算等级上，或者中间的存储精度的一点点改变都会以改变结果。在任意精度浮点数算术运算时，为了使问题更糟糕， 你可以在开始计算之前设置精度，但是你没有办法保证在最终结果上的十进制的最高有效位的数值。

#### 15.4.1.1 很多的数不能完全表示

所以，在开始写任何代码之间，你要考虑一下你到底想要的是什么，以及到底会发生什么。考虑下面的两个例子中的两个数：

**x = 0.875 # 1/2 + 1/4 + 1/8**

**y = 0.425**

不像数字 y，在 x 中存储的数字可以精确地用二进制来表示，因为它可以写成有限个分数的和，而它他的分母都是 2 的幂次方。当 gawk 从程序源代码中读取浮点数时，它会自动地对于字进行舍入舍出，而不管你的机器支持的是什么样的精度。如果你尝试你用输出格式串“%.17g”打印某个变量的内容时，它不会产生与你所赋给它的一样的值：

**$ gawk ’BEGIN { x = 0.875; y = 0.425**

**>*printf*("%0.17g， %0.17g\n"， x， y) }’**

**-| 0.875， 0.42499999999999999**

通常的错误是很小的，你可能都注意不到。如果你确实需要，你可以指定输出中所需要的精度，由此来产生与输入一样的值。

#### 15.4.1.2 值比较时要小心

由于底层的表示与实际的值有一些偏离，所以比较浮点数来查看两者是否完全相等是一个不好的主意。下面是一个例子，它不会如你所预期的那样执行：

**$ gawk ’BEGIN { print (0.1 + 12.2 == 12.3) }’**

**-| 0**

比较浮点数的值以查看它们是否是在一个很小的范围内的差异才是正确想法（称为 delta（差异）或者容忍度）。你需要确定差异是多小对你来说是重要的。这样的处理代码如下：

**delta = 0.00001 # for example**

**difference = abs(a) - abs(b) # subtract the two values**

**if (difference < delta)**

**# all ok**

**else**

**# not ok**

（我们假设你有一个简单的绝对值函数，名字为 abs()，定义在你的程序的代码的某处。）

#### 15.4.1.3 错误累积

在单个浮点数计算中损失的精度，通常不需要担心。但是，如果你计算的值是一系列的浮点数操作的结果，则错误可以累积并且可以极大地影响计算本身。下面尝试用它一系列的表示来计算 π 的值：

**BEGIN {**

**x = 1.0 / sqrt(3.0)**

**n = 6**

**for (i = 1; i < 30; i++) {**

**n = n \* 2.0**

**x = (sqrt(x \* x + 1) - 1) / x**

***printf*("%.15f\n"， n \* x)**

**}**

**}**

当执行的时候，错误会传递到后面的计算中，导致在进行除0操作时，循环过早地结束：

**$ gawk -f pi.*awk***

**-| 3.215390309173475**

**-| 3.159659942097510**

**-| 3.146086215131467**

**-| 3.142714599645573**

**...**

**-| 3.224515243534819**

**-| 2.791117213058638**

**-| 0.000000000000000**

**error gawk: pi.*awk*:6: fatal: division by zero attempted**

下面是另外一个例子，说明内部表示的不精确导致一个非期望的结果：

**$ gawk ’BEGIN {**

**> for (d = 1.1; d <= 1.5; d += 0.1) # loop five times (?)**

**> i++**

**> print i**

**> }’**

**-| 4**

### 15.4.2 获取你需要的精度

任意精度的算术运算可以得到精确的结果么？这个没有很好的答案。代数的标准规则常常无法用在浮点数的算术运算中。在这些事情中，分配与关联规则都无法完整地应用，操作的等级对于你的计算非常重要。舍入舍出错误，累积精度损失，以及内部运行经常都是麻烦事。

当 gawk 使用机器的双精度来测试表达式 ‘0.1 + 12.2’ 与 ‘12.3’的相等性时，得到的结果是不相等。（查看 ***，在第 340 页***。）你可以通过提供精度来得到你想要的结果，在这个例子中则是要提到 56 位：

**$ gawk -M -v PREC=56 ’BEGIN { print (0.1 + 12.2 == 12.3) }’**

**-| 1**

如果添加多一个位不错，那么添加多一位是不是更好？下面是当你使用更大的 PREC 时所产生的结果：

**$ gawk -M -v PREC=201 ’BEGIN { print (0.1 + 12.2 == 12.3) }’**

**-| 0**

这即不是 gawk 的也不是 MPFR 库的 Bug。大家很容易忘记有限的位数用来存储一个值，通常都在进行了相应的舍入舍出后都是一个相似值。对于测试相等性，只有在所两个操作数中所有等都相同时才会成功。因为在以特定的精度与有效的舍入舍出模式进行浮点数运行后这并不一定要必须的，直接进行相等性的比较是不会成功的。相反，比较两个数以查看它们是否相互之间是在所希望的差异区间内才是正解。

在应用中，15或者更少的十进制位就够了。硬件的双精度算术运算是合适的，并且也很快速。但是你要记住，每一个浮点数操作都会导致一个新的舍入舍出错误，进而导致悲剧性的结果，这正如早先的尝试计算π的值所说明的一样。在这个情况里，额外的精度可以极大地提供计算的稳定性与精确度。

另外，你需要了解，在浮点数算术运算中，重复加并不一定等于乘。这个例子在 ***，在第 341 页***：

**$ gawk ’BEGIN {**

**> for (d = 1.1; d <= 1.5; d += 0.1) # loop five times (?)**

**> i++**

**> print i**

**> }’**

**-| 4**

通过选择任意大数值的 PREC，你可能会，也可能不会成功地取得正确的结果。在这种情况下，立即重组问题通常才是正确的方法。

### 15.4.3 增加几位精度然后再舍入转出

除了任意精度的浮点数算术运算，你所需要的常常是调整你的逻辑，或者是计算的不同等级。早先的例子中，π 计算的稳定性与精度可以通过下面的代数变形可以得到提高：

**(sqrt(x \* x + 1) - 1) / x ≡ x / (sqrt(x \* x + 1) + 1)**

通过这样的变化，在 30 个迭代后，程序汇集到 π 的结果为：

**$ gawk -f pi2.*awk***

**-| 3.215390309173473**

**-| 3.159659942097501**

**-| 3.146086215131436**

**-| 3.142714599645370**

**-| 3.141873049979825**

**...**

**-| 3.141592653589797**

**-| 3.141592653589797**

### 15.4.4 设置精度

gawk 使用全局性的工作精度 ，它不会为单个的数值跟踪精度与精确度。执行算术运算或者调用内置函数来对结果进行舍入舍出都以当的精度为准。默认的工作精度是 53 位，你可以通过修改变量 PREC 来改变。你也可以设置为预定义的大小写有关的值串，如表 15.3 所列，这些用来对 IEEE 754二进制标准进行模拟。

|  |  |
| --- | --- |
| PREC IEEE | 754 二进制格式 |
| "half" | 16 位半精度 |
| "single" | 基本的 32 位单精度 |
| "double" | 基本的 64 位双精度 |
| "quad" | 基本的 128 位四精度 |
| "oct" | 256 位八精度 |

表 15.3 PREC 的预定义精度串

下面的例子说明了改变算术操作符的精度的效果：

**$ gawk -M -v PREC=100 ’BEGIN { x = 1.0e-400; print x + 0**

**> PREC = "double"; print x + 0 }’**

**-| 1e-400**

**-| 0**

注意：要小心浮点数常量！当从程序源代码中读取浮点数常量时，gawk 会使用默认的精度（即 C 的双精度），除非通过命令行赋值来改变 PREC 的值，将其内部存为 MPFR 数值。在程序源代码通过使用 PREC 来改变精度 不会影响常量的精度。

如果需要在比默认的精度还要高的精度上表示一个浮点数，但又不能使用命令行对 PREC 进行赋值，你要么将常数指定会字串，要么只要可能，使其成为有理数， 下面的例子说明了不同的方式下打印浮点数常量时的不同：

**$ gawk -M ’BEGIN { PREC = 113; *printf*("%0.25f\n"， 0.1) }’**

**-| 0.1000000000000000055511151**

**$ gawk -M -v PREC=113 ’BEGIN { *printf*("%0.25f\n"， 0.1) }’**

**-| 0.1000000000000000000000000**

**$ gawk -M ’BEGIN { PREC = 113; *printf*("%0.25f\n"， "0.1") }’**

**-| 0.1000000000000000000000000**

**$ gawk -M ’BEGIN { PREC = 113; *printf*("%0.25f\n"， 1/10) }’**

**-| 0.1000000000000000000000000**

### 15.4.5 设置舍入转出模式

ROUNDMODE 变量提供了在程序层控制舍入舍出模式的方法。ROUNDMODE 与 IEEE 的舍入舍出的比较显示在表 15.4 中。

|  |  |  |
| --- | --- | --- |
| 舍入舍出模式 | IEEE 名 | ROUNDMODE |
| 向偶数舍入舍出到最近 | roundTiesToEven | "N" or "n" |
| 向正无穷舍入舍出 | roundTowardPositive | "U" or "u" |
| 向负无穷舍入舍出 | roundTowardNegative | "D" or "d" |
| 向零舍入舍出 | roundTowardZero | "Z" or "z" |
| 背身零舍入舍出到最近 | roundTiesToAway | "A" or "a" |

表 15.4：gawk 的舍入舍出模式

ROUNDMODE 的默认值为 “N”，这选择的是 IEEE754 的舍入舍出模式为 roundTiesToEven。在表 15.4 中，值 “A” 选择的是 roundTiesToAway。这只有顺你的 MPFR 库支持时才可用，否则设置 ROUNDMODE 为 A 是没有效果的。

默认的模式 roundTiesToEven 是使用得最多的，但是最不直观。这个方法对大多数的值的处理都是很明显的，就是将它们向上或者向下到最近的数。例如，将 1.132 舍入舍出为两位数，会产生 1.13，而对 1.157 舍入舍出产生 1.16。

但是，其值刚好是一半的时候，对其进行舍入舍出时，事情处理方式就不会像你在学校时所学的一样工作。在这种情况下，数字被舍入舍出到最近的偶数位。所以，对 0.125 舍入舍出为两位数，则会产生 0.12，但是对数值 0.6875 舍入舍出到三位则会向上舍入为 0.688。你可能在使用 printf 来格式化浮点数时已经遇到过这样的舍入舍出模式。例如：

**BEGIN {**

**x = -4.5**

**for (i = 1; i < 10; i++) {**

**x += 1.0**

***printf*("%4.1f => %2.0f\n"， x， x)**

**}**

**}**

在作者的系统上，会产生下面的输出：[[102]](#footnote-103)

**-3.5 => -4**

**-2.5=> -2**

**-1.5 => -2**

**-0.5 => 0**

**0.5 => 0**

**1.5 => 2**

**2.5 => 2**

**3.5 => 4**

**4.5 => 4**

roundTiesToEven 背后的理论是，对确定的半值舍入舍出或多或少向上或者向下是均等地分布的。这样可以使得舍入输出导致的损失可以自己补偿。这对于 IEEE754 的计算函数与操作符是默认的舍入舍出模式。

其他的舍入舍出模式很少使用。向正无穷舍入舍出（roundTowardPositive）以及向负无穷舍入舍出（roundTowardNegative）常常用于实现间隔算术，在这样的计算中，你调整舍入舍出模式来计算输出范围的上下边沿。roundTowardZero 模式可用于将浮点数转换了整数。roundTiesToAway 这个舍入输出模式将结果舍入舍出到最近的数，如果出现的绑定的情况，则选择一个较大幅度的值。

有一些数值分析师会告诉你，你的舍入舍出风格的选择会极大地影响最后的输出，并且建议你直到最后输出时才确定舍入舍出模式。相反地，你常常可以避免舍入舍出错误，需要的只是在一开始将初始精度设置比最终所需要的大得多的精度，这样累积的舍入舍出错误不会影响结果。如果你怀疑你计算的结果对于舍入舍出错误是很敏感的，需要你改变舍入舍出模式来看现输出中明显的差异来进行确认。

## 15.5 gawk 中的任意精度整数计算

当指定了 -M 选项，gawk 会使用 GMP 任意精度整数的执行所有的整数算术。在源代码中或者数据文件中任意的看起来像整数值都存成任意精度的整数。整数的大小只受限于可用的内存。例如，下面会计算 ，这个结果已经超过了一般的双精度浮点值的限制：

**$ gawk -M ’BEGIN {**

**> x = 5^4^3^2**

**> print "number of digits ="， length(x)**

**> print substr(x， 1， 20)， "..."， substr(x， length(x) - 19， 20)**

**> }’**

**-| number of digits = 183231**

**-| 62060698786608744707 ... 92256259918212890625**

如果你使用任意精度的浮点值来计算相同的值，为了正确的输出所需要的精度（使用公式 prec-3.322·dps）则会是 3.322 · 183231，或者说是 608693。

来自于一个整数与一个浮点数值的算术操作的结果，是一个与当前工作数度相同的一个浮点数。下面的程序用迭代来计算 Sylvester 序列[[103]](#footnote-104)的第八个项：

**$ gawk -M ’BEGIN {**

**> s = 2.0**

**> for (i = 1; i <= 7; i++)**

**> s = s \* (s - 1) + 1**

**> print s**

**> }’**

**-| 113423713055421845118910464**

输出不同于实际的数值，即 113，423，713，055，421，844，361，000，443，这里因为默认的精度为 53 位，不足以精确地表示清点结果。你要么提供高精（在这个例子中，100位是够了的），或者将浮点数常数‘2.0’替换为一个整数，以全部使用整数算术运行来计算正确有的输出。

有时候，gawk 必须隐式地将任意精度的整数转换为任意粒度的浮点数。这主要是因为，当一个操作或者函数需要时，MPFR 库并不总是提供相关的接口来处理任意精度的整数，或者混合模式的数字。在这样的例子中，精度会被设置成要精度转换时的最小的值，而工作精度则不用于这个目的。如果这不是你想要的，你可以用个小诡计并将整数先转换为浮点数，如：

**gawk -M ’BEGIN { n = 13; print (n + 0.0) % 2.0 }’**

你可以通过指定数值为浮点数来避免这样的问题：

**gawk -M ’BEGIN { n = 13.0; print n % 2.0 }’**

注意，对于这个特殊的例子，最好是使用下面的试：

**gawk -M ’BEGIN { n = 13; print n % 2 }’**

## 15.6 标准与既存实践

历史上，awk 会在需要的时候，将所有的看起业是非数值的字串转换为数值 0。而且，语言的最开始的定义与最初的 POSIX 标准规定，awk 只理解十进制（基数为10），而不是八进制（以8为基数）以及十六进制数（以16为基数）。

2001 的语言的变化与 2004 年的 POSIX 标准都可以解释为，awk 会可支持额外的特性，这些特性是：

* 以十六进制形成指定的浮点数的解析（如，0xDEADBEEF）。（提示：是数据值，而不是源代码常量。）
* 支持 IEEE754 特殊的浮点数值“not a number”（NaA），正无穷与负无穷。特别是，这些值的格式由 ISO1999 的 C 标准指定，它们不区别大小写，可允许依赖于实现的在‘nan’后的额外字符，也允许 ‘inf’ 或者‘infinity’。
* 第一个问题是这两个相比于历史实践都有明确的改变：
* gawk 的维护者感觉，支持十六进制的浮点数，相当的丑，从来没有被最初的实现者接受为语言的一部分。
* 完全允许字母串有一个有效的数值也与历史实践有着严重的分离。

第二个问题是 gawk 的维护者觉得，对于标准的这种解释，需要大量的“语言立法”来达到第一个目标，这甚至也不被标准的开发者预料到。也就是说，“我们看到了你怎么来的，但是我们不认为那就是你想要去的地方。”

由于发现了这样的问题，作为提供一个与早期标准版本兼容的尝试，在 2008 年的 POSIX 标准添加了一个显式的话来允许，但是不是必须，awk 支持十六进制的浮点数值以及针对 “not a number”下无穷的特殊值。

尽管 gawk 的维护者仍然觉得提供这样的特性是不被建议的，但是，在支持 IEEE 浮点数的系统上，提供某些途径来支持 NaN 与无穷值却是合理的。gawk 的解决方案如下：

* 如果有 --posix 命令行选项，则 gawk 会松手不管。字串值会被直接传递绘画系统的库函数 strtod() 函数，如果成功地返回了数值值，那么它就会被当做数值使用。[[104]](#footnote-105)根据定义，结果在不同的系统上是不可移植的。而且也有一些小的令人惊奇的行为：

**$ echo nanny | gawk --posix ’{ print $1 + 0 }’**

**-| nan**

**$ echo 0xDeadBeef | gawk --posix ’{ print $1 + 0 }’**

**-| 3735928559**

* 如果没有 --posix 选项，gawk 会将后面的字串值 ‘+inf’， ‘-inf’， ‘+nan’ 与‘-nan’作特别的解释，并产生相应的特殊的数值。前导的符号会被当成发送绘画 gawk（以及用户）的信号说，这确实是个数值。十六进制浮点数是不受支持的（除非你也使用了 --non-decimal-data 选项，但我们不建议）。例如：

**$ echo nanny | gawk ’{ print $1 + 0 }’**

**-| 0**

**$ echo +nan | gawk ’{ print $1 + 0 }’**

**-| nan**

**$ echo 0xDeadBeef | gawk ’{ print $1 + 0 }’**

**-| 0**

gawk 对这四个值不区分大小写。因此 ‘+nan’ 与 ‘+NaN’是一样的。

## 15.7总结

* 大多数的计算机算术运算是通过整数或者浮点数来完成的。标准的 awk 使用双精度浮点数数值。
* 在 1990 年代早期，Barbie 不正确地说过，“数学真难！”虽然数学不难，但是浮点数运算并不像“纸笔”数学一样，而必须仔细处理：
  + 并不是所有的数都可以被精确表示。
  + 值的比较应该使用差别，而不是直接使用 ‘==’ 与 ‘!=’。
  + 错误会累积。
  + 操作并不总是关联与分布的。
* 提供精度有用，但并不总是成能药。
* 提升精度然后舍入舍出到一个需要的数值位以产生合理的结果。
* 使用 -M（或者 --bignum）来使用 MPFR 算术。使用 PREC 来设置精度位，以及设置 ROUNDMODE 来设置 IEEE754 的舍入舍出模式。
* 通过 -M，gawk 会使用 GMP 库执行任意精度的整数算术运算。这比 MPFR 执行相同的计算会更快，在空间上更高效。
* gawk 在处理浮点数上有几个方面与 POSIX 标准不同。有必要注意。
* 总体上看，没有必要过度地怀疑浮点数运算的结果。要记住的教训是浮点数运算要比纸笔上进行运算要更复杂。为了充分利用浮点数运算的优势，你需要知道它的限制来使用它们来工作。对于大多数的浮点算术运算，如果你简单地舍入舍出来显示你的结果到正确的十进制有效位，你都可以得到想要的结果。
* 作为一般建议，避免以隐式的比实际更高精度来表示一个数据。

# 第十六章 编写 gawk 扩展

使用动态装载的库，可以用 C 或者 C++ 为 gawk 编写新的功能。这样的工具在支持 C 的 dlopen() 与 dlsym() 函数的系统上是可用的。本章会描述如何用 C 与 C++ 的代码来创建扩展。如果你不了解 C 编程，你可以跳过这一章，你可以查看随 gawk 一起发布的扩展文件（查看 ， ***在第 391 页***），也可了解 gawkextlib 项目的信息（查看 ，***在第 400 页***）。例子扩展会与 gawk 一起进行构建并安装。

提示：当使用 --sandbox 选项时，扩展会被禁用（查看 ， ***在第 35 页***）。

## 16.1 介绍

扩展（有时也称为插件）是一块外部编译的代码，gawk 可以在运行时装载来提供额外的功能，它们建立在本章中所描述的内建能力之上。

扩展非常有用，因此它们可以让你（这毫无疑问）来扩展 gawk 的功能。例如，它们可以提供访问系统调用的能力（比如 chdir() 来更改目录）以及其他的可用的 C 库例程。如大多数的软件“天空才是限制”，如果你想到某些事情，你可以通过 C 或者 C++ 代码来实现，你就可以写一个扩展来实现他。

扩展通过 C 或者 C++ 写成，并利用为此目的而向 gawk 开发者提供的 API 来实现。本章中的其他部分解释 API 工具以及如何来使用它们，并提供了一个小的扩展例子。另外，例子扩展程序也包含在了 gawk 的发布版本中，并对 gawkextlib 进行描述。查看 ，***在第 445 页***，来获取扩展机制的目标与设计的更多讨论。

## 16.2 扩展许可

每个动态的扩展必须在与 GNU GPL（查看 ***，在第 465 页***）兼容的许可下发布。

为了让扩展告知 gawk 它是有适当的许可的，扩展必须定义一个全局符号 plugin\_is\_GPL\_compatible。如果这个符号不存在，在扩展被装载时，gawk 会发送一个致命错误，并退出。

符号的声明类型为 int。它没有必要一定要在某个段中。代码仅仅是断言符号在全局范围内存在即可。像下面这样就足够了：

**int plugin\_is\_GPL\_compatible;**

## 16.3 在高层级中是它是如何工作的

gawk 与 扩展之间的通信是双向的。首先，当扩展被装载，gawk 会向它传递一个结构的指针，结构中都是函数指针。如图 16.1 所示：

![](data:image/png;base64,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)

图 16.1：装载扩展

扩展通过这些指针函数来调用 gawk 中的函数，并且是在运行时调用，而无须（在连接时）访问 gawk 的符号。这些函数指针中的一个是用来“注册”新功能的函数。如图 16.2 所示：
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图 16.2：注意新功能

在另一个方向，扩展注册它的新功能是向 gawk 传递函数的指针，这个函数提供了新的特性（比如 do\_chdir()）。gawk 将这个函数指针与一个名字关联，然后使用定义好的调用规范来调用它。如在图 16.3 所示：
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图 16.3：调用新函数

接下来 do\_xxx***()*** 函数使用 API 结构中的函数指针来实现它的功能，如更新变量或者数组，打印信息，设置 ERRNO 等等。

方便的宏可以使用通过函数指针调用看起来像常规的函数调用一样，这样扩展代码非常好读，也很好理解。

尽管这听起来有一些复杂，而结果是扩展的代码编写与阅读都非常直接。你可以查看例子 ***extensionfilefuncs.c*** （查看， ***在第 382 页***）以及 testext.c 代码来测试 APIs。

* API 提供了访问 gawk 的 do\_xxx 值的方式，以此来反应命令行参数，如 do\_lint，do\_profiling 等等（查看 ， ***在第 379 页***）。而下面提供相关信息：扩展不可以改变它们在 gawk 中的值。另外，尝试绘给它们赋值会产生一个编译时错误。
* API 也提供了主次版本号，这样扩展可以来检查装载扩展的 gawk 的版本是否支持其被编译时的所需要的功能。（版本不匹配不应该发生，但是我们所有人都知道事情怎么发生的。）查看 ，***在第 379 页***，来获取相关细节。

## 16.4 API 描述

C 或者 C++ 所写的扩展必须包含头文件 gawkapi.h，在这个文件中声明函数，并且定义了与 gawk 进行通信的数组类型。这（相当大的）节，详细地描述了这些 API。

### 16.4.1 介绍

访问 gawk 的工具是通过调用传递到你的扩展的函数指针来完成的。

API 函数指针提供了下面类型的操作：

* 分配，重新分配以及释放内存。
* 注册函数，有如下：
  + 扩展函数
  + 退出回调函数。
  + 版本字串
  + 输入分析器
  + 输出包装器。
  + 双路处理器

所有的这些都会在本章中的剩余部进行详细的讨论。

* 打印致命，告警以及“lint”警告信息。
* 更新 ERRNO，或者重置它。
* 访问参数，包括将未定义的参数转换为数组。
* 符号表访问：返回全局变量，合建或者更改全局变量。
* 创建，释放缓存值，这提供了一种高效访问多个变量的方式，可能极大地提供性能。
* 数组操作：
  + 返回，添加，删除以及修改元素。
  + 获取数组中的元素个数。
  + 创建新数组。
  + 清除数组。
  + 扁平化数组，使用以使用简单的 C 风格的循环来迭代所有的索引以及元素。

使用 API 的一些点：

* 下面的类型，宏，以及/或者函数可以在 gawkapi.h 文件参考。为了正确使用，你必须在包含 gawkapi.h 前包含相应的标准头文件。

|  |  |
| --- | --- |
| C entity | Header file |
| EOF | <***stdio.h***> |
| Values for errno | <***errno.h***> |
| FILE | <***stdio.h***> |
| NULL | <***stddef.h***> |
| ***memcpy()*** | <***string.h***> |
| ***memset()*** | <***string.h***> |
| size\_t | <***sys/types.h***> |
| struct stat | <***sys/stat.h***> |

由于考虑到可移植性，特别是那些没有完全与标准兼容的系统，你需要以正确的方式包含正确的文件。为了保证 gawkapi.h 的简单清楚，这个要求是很必要的，这样不会成为可移植性的大杂烩，而这会在部分的 gawk 源代码中看到。

* gawkapi.h 文件可以被包含多次，而不会产生不好的结果。只是这么做是个很不好的编程实践。
* 尽管 API 只使用 ISO C 90 的特性，但是有一个例外，即“构造”函数使用 inline 关键词。如果你的编译器不支持这个关键词，你要么在命令行中加入 ‘-Dinline=''’，或者使用 GNU 的 Autotools 并在你的扩展中包含一个 config.h 文件。
* 所有的在 gawk 填充的指针指向的内存，都由 gawk 管理，应该被你的扩展看成是只读的。从扩展中传递到gawk 中的字串内存，必须使用 gawk\_alloc()，gawk\_calloc() 或者 gawk\_realloc() 调用获取，并从那以后，由 gawk 进行管理。
* API 定义了几个简单的结构用来影射 awk 看到的值。值可以是double类型，或者字串，或者是数组（如多维数组，或者创建新数组时）。字串值通过指针与长度来管理，因此内嵌的 nul 字符也可以使用。

提示：从目的上讲，字串使用当前的多字节编码来维护（如 LC\_xxx 环境变量定义的）而不是使用宽字符。这个与 gawk 内部存储字串是匹配的，字符也可能是这么从文件读取或者输出到文件的。

* 当收到一个值（如参数或者全局变量，或者数组元素），扩展需要请示一个特定的类型（数值，字串，标量，值的Cookie，数组，或者“未定义”）。当请求为“未定义”时，返回的值是会有真正的底层类型的。

但是，如果请求的类型与实际的类型不匹配，读取函数会返回 “false”，并在 type 类型里填上值实际的类型，这样扩展可以打印错误的信息（比如 “scalar passed where array expected”（需要数组时传递的是标量类型））。

档可以使用函数指针来调用 API 函数，但是接品没有这么简单。为了使扩展代码看起来像常规的代码，gawkapi.h 头文件中定义了几个宏，你可以在你的代码中使用。这一节会在你使用函数时来呈现这些宏。

### 16.4.2 通用目的的数据类型

*我是真的喜欢/讨厌与联合之间的关系。*

*—Arnold Robbins*

*这是在关于联合的事情：编译器会对事进行周密安排，这样可以协调对它的爱与恨。*

*—Chet Ramey*

扩展的 API 定义了很多简单的类型以及结构来用于通用目的。另外，很多特有的数据结构会在后面的章节中进行介绍，包含使用他们的函数。

***typedef void \*awk\_ext\_id\_t;***

这个类型的值是在扩展被载入的时候从 gawk 中返回的。这个值必须被作为每个 API 的函数的第一个参数回传给 gawk。

***#define awk\_const ...***

这个宏会在编译扩展时展开成为 ‘const’，但在编译 gawk 本身时，则为空。这使得 API 数组结构中的特定域从扩展中是不可写的，而允许 gawk 在需要的时候使用它们。

***typedef enum awk\_bool {***

***awk\_false = 0，***

***awk\_true***

***} awk\_bool\_t;***

简单的布尔类型。

***typedef struct awk\_string {***

***char \*str; /\* data \*/***

***size\_t len; /\* length thereof， in chars \*/***

***} awk\_string\_t;***

这表示一个可变的字串。如果有值的话，gawk 持有指向它的内存。否则，它会自己持有其指向的内存。这些内存必须来自于 gawk\_***malloc()***， gawk\_***calloc()***，或者gawk\_***realloc()*** 函数。

如早前所提，字串使用当前的多字节编码来保存。

***typedef enum {***

***AWK\_UNDEFINED，***

***AWK\_NUMBER，***

***AWK\_STRING，***

***AWK\_ARRAY，***

***AWK\_SCALAR， /\* opaque access to a variable \*/***

***AWK\_VALUE\_COOKIE /\* for updating a previously created value \*/***

***} awk\_valtype\_t;***

这个枚举指示了数据的类型。它会在后面的结构中使用。

***typedef struct awk\_value {***

***awk\_valtype\_t val\_type;***

***union {***

***awk\_string\_t s;***

***double d;***

***awk\_array\_t a;***

***awk\_scalar\_t scl;***

***awk\_value\_cookie\_t vc;***

***} u;***

***} awk\_value\_t;***

一个 “awk 值”。val\_type 成员指示了联合体存有的值的类型，每个成员都是特定的类型。

***#define str\_value u.s***

***#define num\_value u.d***

***#define array\_cookie u.a***

***#define scalar\_cookie u.scl***

***#define value\_cookie u.vc***

使用这些宏来访问 awk\_value\_t 的域会使用代码更阅读。

***typedef void \*awk\_scalar\_t;***

标量可以被表示成一个透明类型。这些值从 gawk 中获取，然后再回传给 gawk。这在本列表下面的会以有更一般的讨论。更多的细节请参考 ， ***在第 368 页***。

***typedef void \*awk\_value\_cookie\_t;***

一个 “值 Cookie”表示一个缓存值的透明类型。这会下列表的后面进行更一般的讨论，而更多的细节请参考 ， ***在第 370 页***。

在 awk 中的标量要么是数值，要么是字串。awk\_value\_t 结构代表一个值。val\_type 成员指示联合中的具体值的类型。

表示一个数值很简单——API 使用 C double。字串则需要一点工作。因此 gawk 允许内嵌的 nul 字节在字串中。一个字串必须使用包含指针与长度一对值来表示。这个类型是 awk\_string\_t 类型。

标识符（如全局变量的名字）可以与标题值或者与数组进行关联。另外，gawk 提供了真正的数组之数类型，这样指定的数组元素也可以是一个数组。对于数组的讨论，详细内容要到 ， ***在第 371 页***。

早前所列的宏使得更容易使用联合中的元素，就好像它就是结构中域一样，这在 C 中是一个通用的编程技巧。这些代码也更容易编写与阅读，但是你有责任确保 val\_type 成员正确地反映了 awk\_value\_t 结构中的值的类型。

从概念上来说，联合中的头三个成员（number，string 与 array）是与 awk 一起使用时所有需要的类型。但是，因为 API 提供的用来访问与更改全局标量值的例程只可以使用变量名，因此会有性能损耗：gawk 必须在访问或者更改时找到这个变量。这会成为一个真正的问题，而不仅是理论上的。

所以，如果你知道你的扩展会花相当长的时候来读取/或者改变一个或者多个标量的值。你就可以为那个变量获取一个标量 Cookie 对象，[[105]](#footnote-106)然后使用这个 Cookie 来获取变量的值，或者改变变量的值。awk\_scarlar\_t 类型持有一个标量 Cookie，而 scalar\_cookie 宏提供了访问在 ***awk***\_value\_t 结构中那个类型值的方式。假设有一个标量 Cookie，gawk 可以直接返回或者修改其值，而不需要首先查找它。

***awk***\_value\_cookie\_t 类型与 value\_cookie 宏类似。如果你知道你希望使用相同的数值与字串类型来用于一个或者多个变量，你可以一次创建值，然后为它保留值 Cookie，然后在希望在设置变量的任何时候，将这个 Cookie 传递过去产。这个可以在运行的 gawk 中节约存储，并且压缩创建值的时间。

### 16.4.3 内存分配函数与相应的简化宏

API 提供了很多的内存分配函数用来进行内存分配，并可将内存传递绘画 gawk，以及一些用于方便目的的宏。这个小节将它们的函数原型呈现，扩展可以通过这种方式来使用它们：

***void \*gawk\_malloc(size\_t size);***

调用正确的 malloc() 版本来分配存储，并可以传递给 gawk。

***void \*gawk\_calloc(size\_t nmemb， size\_t size);***

调用正确的 calloc() 版本来分配内存，并可以传递给 gawk。

***void \*gawk\_realloc(void \*ptr， size\_t size);***

调用正确的 ***realloc*** () 版本来分配内存，并可以传递给 gawk。

***void gawk\_free(void \*ptr);***

调用正确的 free() 版本来释放由 gawk\_***malloc()***， gawk\_***calloc()***，或者gawk\_***realloc()*** 分配的内存。

API 要提供这些函数，是因为要编译的扩展有可能连接的是不同版本的 C 库，而不是 gawk 执行体所使用的 C 库。如果 gawk 使用的是它自己版本 free() 来释放不相同的版本 malloc() 版本分配的内存时，就可能导致未预期的行为。

有两个方便的宏可以用来使用 gawk\_***malloc()*** 与 gawk\_***realloc()*** 来进行内存分配。如果分配失败，会导致 gawk 会以致命错误退出。使用它们就像使用一个不会返回值的过程一样。

***#define emalloc(pointer， type， size， message) ...***

这个宏的参数如下：

pointer ponter 变量指向被分配的内存。

type pointer 变量的类型。这个用来创建一个调用 gawk\_malloc() 的转换。

size 要分配的字节总大小。

message 在错误信息前附加的消息。典型的是使用这个宏的函数名。

例如，你可以像这样来分配一个字串值：

***awk*\_value\_t result;**

**char \*message;**

**const char greet[] = "Don’t Panic!";**

**emalloc(message， char \*， sizeof(greet)， "myfunc");**

**strcpy(message， greet);**

**make\_malloced\_string(message， strlen(message)， & result);**

***#define erealloc(pointer， type， size， message) ...***

这个与 emalloc() 类似，但是调用的是 gawk\_realloc() 而不是 gawk\_malloc()。参数与 emalloc() 宏一样。

### 16.4.4 构造函数

API 提供了多个构造函数来创建字串或者数值，以及多个相应的宏。这个章节呈现所有函数的原型，扩展代码可以使用这些原型来调用它们：

***static inline awk\_value\_t \****

***make\_const\_string(const char \*string， size\_t length， awk\_value\_t \*result);***

这个函数在通过 result 指向的 awk\_value\_t 变量中创建一个字串值。函数需要要的 string 是一个 C 字串常量（或者其他的字串数据），并自动创建一个在 result 中的数据复本。然后返回 result。

***static inline awk\_value\_t \****

***make\_malloced\_string(const char \*string， size\_t length， awk\_value\_t \*result);***

这个函数在由 result 指向的 awk\_value\_t 变量中创建一个字串类型。函数需要的 string 是一个 ‘char\*’，指向的之前已经从 gawk\_malloc()，gawk\_calloc() 或者 gawk\_realloc() 中获取的数据。这里的想法是数值会直接传递给 gawk，将对其负责。函数返回 result。

***static inline awk\_value\_t \****

***make\_null\_string(awk\_value\_t \*result);***

这个特别函数，在一个由 result 指向的 awk\_value\_t 变量由中创建一个空串。函数返回 result。

***static inline awk\_value\_t \****

***make\_number(double num， awk\_value\_t \*result);***

这个函数简单地在由 result 指向的 awk\_value\_t 变量中创建一个数值。

### 16.4.5 注册函数

本节描述用于注册部分扩展到 gawk 中的 API 函数。

#### 16.4.5.1 注册扩展函数

扩展函数是通过下面的记录下进行描述的：

**typedef struct awk\_ext\_func {**

**const char \*name;**

**awk\_value\_t \*(\*function)(int num\_actual\_args， awk\_value\_t \*result);**

**size\_t num\_expected\_args;**

**} awk\_ext\_func\_t;**

域的含义如下：

***const char \*name;***

新功能的名字。awk 层的代码通过这个名字来调用函数。这是一个常规的 C 字串。

函数名必须符合 awk 标识符的规则。也就是，它们必须是以英文字母或者下划线开始，后面可以跟任何的字母，数字与下划线。函数名的字母的大小写是有关的。

***awk\_value\_t \*(\*function)(int num\_actual\_args， awk\_value\_t \*result);***

这是一个指向提供了扩展功能的 C 函数的指针。函数必须在 \*result 中填入数字或者字串。gawk 会接管任意字串内存的所有权。如早先所提，字串内存必须来自于 gawk\_***malloc()***， gawk\_***calloc()***， 或 gawk\_***realloc()*** 等函数之一。

num\_actual\_args 参数告知 C 函数，会有多少个实际的函数从调用的 awk 代码中传入。

函数必须返回 result 的值。这主要是为了 gawk 中调用代码使用上的方便。

***size\_t num\_expected\_args;***

这个是函数希望接受参数的个数。每一个扩展函数都可以决定如果参数不是它所希望的个数时所要做的事情。对于真正的 awk 函数，忽略额外的参数也是可以的。

一旦你有了一个表示你的扩展的函数，你就可以使用下面的 API 函数来注册：

***awk\_bool\_t add\_ext\_func(const char \*namespace， const awk\_ext\_func\_t \*func);***

这个函数在成功时返回为 true，否则返回 false。namespace 参数当前没有使用，你可以传递一个空串过去。func 指针是代表你的函数的结构指针，其结构如上所述。

#### 16.4.5.2 注册退出函数

一个退出回调函数是在 gawk 退出时要调用的函数。这样的函数会在你的扩展中有一些清理工作要做时非常有用（如关闭数据库连接以及释放其他资源）。你可以使用下面的函数来注册这样的一个函数到 gawk 中：

***void awk\_atexit(void (\*funcp)(void \*data， int exit\_status)，void \*arg0);***

参数的含义为：

funcp 一个在 gawk 退出之前要调用的函数的指针。数据参数就是 argo 的初始值。exit\_status 参数是 gawk 想传递给 exit 系统调用的状态值。

arg0 一个私有数据的指针，gawk 会保存它，并在调用 funcp 指向的函数时传递给它。

退出回调函数会先进先出（LIFO）的顺序调用，也就是以它们注册到 gawk 中的顺序相反的顺序来调用。

#### 16.4.5.3 注册扩展版本字串

你可以注意一个版本字串来表示你的扩展在 gawk 中的版本与名字，如下：

***void register\_ext\_version(const char \*version);***

将由 version 指向的版本注册到 gawk 中。要注意 gawk 不会复杂 version 字串，因此它不可以被改变。

gawk 当以 -version 选项调用时，会打印所有的已经注册了扩展的版本字串。

#### 16.4.5.4 定制输入分析器

默认的情况下，gawk 从输入中读取文本。它使用 RS 的值来查看记录的结束，并且使用 FS（或者 FIELDWIDTHS 或者 FPAT）来将其分割成域（查看 ， ***在第 63 页***）。另外，gawk 还会设置 RT 的值（查看 ， ***在第 155 页***）。

如果你想，你可以提供自己的定制的输入分析器。一个输入分析器的工作就是给 gawk 的记录处理代码返回一条记录，以及用于 RT 的数据的值与长度的指示符，如果有的话。

为了提供输入分析器，你必须首先提供两个函数（在这里 XXX 是你的扩展的前缀）：

***awk\_bool\_t XXX\_can\_take\_file(const awk\_input\_buf\_t \*iobuf);***

这个函数检查在 iobuf 中的信息（我们后面会讨论）。基于里面的信息，可以确定输入分析器是否用于这个文件。如果可以，则返回 true。否则返回 false。这个函数不应该改变 gawk 中的任何状态（比如变量的值等）。

***awk\_bool\_t XXX\_take\_control\_of(awk\_input\_buf\_t \*iobuf);***

当 gawk 决定从输入分析器中接手文件的控制权的时候，它会调用这个函数。这个函数接着必须将特定的域填充到 ***awk***\_input\_buf\_t 结构中，并保证特定的条件为 true。函数应当返回 true。如果出现了某种错误，函数不可以再填充任何域，并且返回 false，之后，gawk 不会使用这个输入分析器。细节将在后面呈现。

你的扩展应该要将这些函数包到 ***awk***\_input\_parser\_t 中，这个结构如下：

**typedef struct *awk*\_input\_parser {**

**const char \*name; /\* name of parser \*/**

***awk*\_bool\_t (\*can\_take\_file)(const *awk*\_input\_buf\_t \*iobuf);**

***awk*\_bool\_t (\*take\_control\_of)(*awk*\_input\_buf\_t \*iobuf);**

***awk*\_const struct *awk*\_input\_parser \**awk*\_const next; /\* for gawk \*/**

**} *awk*\_input\_parser\_t;**

这些域为：

***const char \*name;***

输入分析器的名字。这是一个常规的 C 字串。

***awk\_bool\_t (\*can\_take\_file)(const awk\_input\_buf\_t \*iobuf);***

指向 XXX\_can\_take\_***file()*** 函数的指针。

***awk\_bool\_t (\*take\_control\_of)(awk\_input\_buf\_t \*iobuf);***

XXX\_take\_control\_***of()*** 函数的指针。

***awk\_const struct input\_parser \*awk\_const next;***

这个由 gawk 来使用，因此它被标志为 awk\_const，这样扩展就不能够修改它。

实现步骤：

1. 创建一个静态的 ***awk***\_input\_parser\_t 变量，并且正确地初始化它。
2. 当你的扩展被载入时，使用 register\_input\_***parser()*** API 函数注册你的输入分析器到 gawk 中。

***awk***\_input\_buf\_t 结构如下：

**typedef struct *awk*\_input {**

**const char \*name; /\* filename \*/**

**int fd; /\* file descriptor \*/**

**#define INVALID\_HANDLE (-1)**

**void \*opaque; /\* private data for input parsers \*/**

**int (\*get\_record)(char \*\*out， struct *awk*\_input \*iobuf，**

**int \*errcode， char \*\*rt\_start， size\_t \*rt\_len);**

**ssize\_t (\*read\_func)();**

**void (\*close\_func)(struct *awk*\_input \*iobuf);**

**struct stat sbuf; /\* stat buf \*/**

**} *awk*\_input\_buf\_t;**

这些域可以分成两类：一类是 XXX\_can\_take\_***file()*** 函数使用（最起码是），以及被 XXX\_take\_control\_***of() 使用，它们使用的第一组域如下：***

***const char \*name;***

文件的名字。

***int fd;*** 文件的描述符。如果 gawk 不能打开文件，fd 则会等于 INVALID\_HANDLE，否则等于文件打开的描述符。

***struct stat sbuf;***

如果文件描述符是有效的，gawk 会将这个结构通过 fstat() 系统调用来进行填充。

XXX\_can\_take\_***file()*** 函数应该检查这些域，并决定输入分析器是否可用于这个文件。决定依赖于 gawk 的状态（通过扩展以及由 awk 代码之前设置的变量的值），文件的名字，文件的描述符是否有效，在结构 stat 中的信息，以及所有这些因素的组合。

只要 XXX\_can\_take\_***file()*** 函数返回 true，gawk 就决定使用你的输入分析器，然后调用 XXX\_take\_control\_***of()***。这个函数会填充在 awk\_input\_buf\_t 结构中的 get\_recordfield 或者 read\_func 域。同时也要保证 fd 不会被设置为 INVALID\_HANDLE。下面的列表描述了可能会被 XXX\_take\_control\_***of()*** 函数使用的域：

***void \*opaque;***

这被用来存储任何的输入分析器针对这个文件所需要的状态信息。它对 gawk 是“透明”的。输入分析器并不一定要使用这个指针。

***int (\*get\_record)(char \*\*out，***

***struct awk\_input \*iobuf，***

***int \*errcode，***

***char \*\*rt\_start，***

***size\_t \*rt\_len);***

这个函数指针指向一个创建输入记录的函数。所述的函数也是输入分析器的核心。它的行为由本列表下面的文本说明。

***ssize\_t (\*read\_func)();***

这个函数指针应该指向与标准的 POSIX 函数 read() 系统调用行为相同的函数。它是 get\_record 函数指针的替代。它的行为也在本列表后面的文本中描述。

***void (\*close\_func)(struct awk\_input \*iobuf);***

这个函数指针指向一个“tear down”（结束）的函数。它应该释放所有由 XXX\_take\_control\_***of()*** 分配的资源。它也可以关闭文件。如果它这么做了，它应将 fd 域设置成 INVALID\_HANDLE。

如果 fd 在这个函数调用后还不是 INVALID\_HANDLE，gawk 会调用常规的 close() 系统调用。

是否有“teardown”函数是可选的。如果你的输入分析器不需要它，就不要设置这个域。这样，gawk 会在文件描述上调用常规的 close() 系统调用，因此这个域需要是有效的。

XXX\_get\_record***()*** 函数执行创建记录的工作。参数如下：

***char \*\*out***

这个是一个指向 char\* 变量的指针，这个指针指向记录。gawk 会复制自己的 data，所以扩展需要自己管理这个存储。

***struct awk\_input \*iobuf***

这个是用于文件的 ***awk***\_input\_buf\_t，里面的域应当用于读取数据（fd）以及如果有的话，管理私有状态（opaque）。

***int \*errcode***

如果出现了错误。\*errcode 应该被设置成 errno.h 文件中的相应代码。

***char \*\*rt\_start***

***size\_t \*rt\_len***

如果 “record terminator”有意义的话，则 \*rt\_start 应该被设置成指向用于 RT 的数据。而 \*rt\_len 应该被设置成数据的长度。否则， \*rt\_len 应该被设置为 0。gawk 会生成自己的 data 复本，所以扩展需要自己管理它们的存储。

返回值是由 \*out 指向的缓存的长度，或者在文件结束时返回 EOF，以及错误时返回错误。

必须保证 errcode 是一个有效的指针，因此就没有必要去测试它是否为 NULL 值。gawk 设置 \*errcode 为 0，所以如果没有错误的时候，也没有必要设置它。如果出现的错误，函数返回 EOF，并且设置 \*errcode 为一个大于 0 的值。在这种情况下，如果 \*errcode 不等于0，gawk 会根据 \*errcode 的值自动更新 ERRNO 变量。（一般说来，设置 “\*errcode = errno”就可以了。）

作为替代，提供一个返回输入记录的函数，你提供一个简单地读取字节的函数，gawk 会将它他分析并组合成记录。如果你这么做，数据应该以当前本地语言设置的多字节编码返回。这样的函数的行为应该与 read() 系统调用的一致，你将 ***awk***\_input\_buf\_t 结构中的 read\_func 指针填为这个函数指针。

默认情况下，gawk 会设置 read\_func 指向 read() 系统调用的指针。所以你的扩展不需要显式地这么去做。

提示：你必须选择一个或者另外一个方法：要么是一个返回记录的函数，或者一个返回原始数据的函数。特别是，如果你提供了一个函数来获取一个记录，gawk 会调用它，而绝不会调用原生的 read 函数。

gawk 在 read 目录下发布了一个例子扩展，返回某个目录下的每一个记录（查看 ， ***在第 397 页***）。你可以使用这个代码来作为指导来写你自己的输入分析器。

当写一个输入分析器时，你应该要考虑（并且用文件记录下来）它如何来与 awk 代码进行交互。你可能想它总是被调用，并且能够正确处理（如 readdir 扩展代码一样）。又或者你想它根据 awk 变量的值来确定是否被调用，如来自 gawkextlib 项目（查看 ， ***在第 400 页***）中的 XML 扩展一样。在后面的例子中，在 BEGINFILE 段中的代码可以查看 FILENAME 与 ERRNO 的值来决定是否激活输入分析器（查看 ， ***在第 143 页***）。

你通过下面的函数来注册输入分析器：

***void register\_input\_parser(awk\_input\_parser\_t \*input\_parser);***

注册通过 input\_parser 指向的输入分析器到 gawk 中。

#### 16.4.5.5 定制输出包装器

输出包装器是输入分析器的另一面。它可以使得扩展能够掌握通过 ‘>’ 或者‘>>’ 重定向I/O操作符打开文件（查看 ， ***在第 103 页***）。

输出包装器的结构与输入分析器的结构非常相似：

**typedef struct *awk*\_output\_wrapper {**

**const char \*name; /\* name of the wrapper \*/**

***awk*\_bool\_t (\*can\_take\_file)(const *awk*\_output\_buf\_t \*outbuf);**

***awk*\_bool\_t (\*take\_control\_of)(*awk*\_output\_buf\_t \*outbuf);**

***awk*\_const struct *awk*\_output\_wrapper \**awk*\_const next; /\* for gawk \*/**

**} *awk*\_output\_wrapper\_t;**

***成员如下：***

***const char \*name;***

这里输出包装器的名字。

***awk\_bool\_t (\*can\_take\_file)(const awk\_output\_buf\_t \*outbuf);***

这个指向一个函数，该函数检测由 outbuf 指向 awk\_output\_buf\_t 结构的信息。如果输出包装器想掌控输出文件，则应该返回 true，否则返回 false。它不应该改变任何 gawk 的状态（比如变量等）。

***awk\_bool\_t (\*take\_control\_of)(awk\_output\_buf\_t \*outbuf);***

由这个域所指向的函数在 gawk 决定使输出包装器控制文件的时候调用。它应该将 awk\_output\_buf\_t 结构中的成员适应地填充，如果成功则返回 true，否则返回 false。相关的说明在下面描述。

***awk\_const struct output\_wrapper \*awk\_const next;***

这个由 gawk 使用，因此它被标志为 awk\_const，这样扩展就不能够修改它。

***awk***\_output\_buf\_t 的结构如下：

**typedef struct *awk*\_output\_buf {**

**const char \*name; /\* name of output file \*/**

**const char \*mode; /\* mode argument to fopen \*/**

**FILE \*fp; /\* stdio file pointer \*/**

***awk*\_bool\_t redirected; /\* true if a wrapper is active \*/**

**void \*opaque; /\* for use by output wrapper \*/**

**size\_t (\*gawk\_fwrite)(const void \*buf， size\_t size， size\_t count，**

**FILE \*fp， void \*opaque);**

**int (\*gawk\_fflush)(FILE \*fp， void \*opaque);**

**int (\*gawk\_ferror)(FILE \*fp， void \*opaque);**

**int (\*gawk\_fclose)(FILE \*fp， void \*opaque);**

**} *awk*\_output\_buf\_t;**

这里也一样，你的施展要定义 XXX\_can\_take\_file() 与 XXX\_take\_control\_of() 这些函数，用以检测并更新 ***awk***\_output\_buf\_t 中的成员。数据成员的说明如下：

***const char \*name;***

输出文件的名字。

***const char \*mode;***

模式字串（正如 fopen() 第二个参数一样使用），通过使用这些模式来打开文件。

***FILE \*fp;*** 来自由 <stdio.h> 的 FILE 指针。gawk 会在查找输出包装器前试着打开文件。

***awk\_bool\_t redirected;***

这个域必须被 XXX\_take\_control\_***of()*** 设置为 true。

***void \*opaque;***

这个指针对于 gawk 是透明的。扩展可以使用它来存储与文件有关的私有数据的指针。

***size\_t (\*gawk\_fwrite)(const void \*buf， size\_t size， size\_t count，FILE \*fp， void \*opaque);***

***int (\*gawk\_fflush)(FILE \*fp， void \*opaque);***

***int (\*gawk\_ferror)(FILE \*fp， void \*opaque);***

***int (\*gawk\_fclose)(FILE \*fp， void \*opaque);***

这些指针应该被设置为指向与 <stdio.h> 中相应函数执行相同操作的函数。gawk 使用这些函数来处理所有输出。gawk 会将这些指针初始化指向内部的“过路”函数，这些函数中是调用常规的<stdio.h> 函数，所以扩展要根据所要做的事情定义合适函数。

XXX\_can\_take\_***file() 函数可以根据名字，模式域以及其他的状态（如 awk 变量的值）来做出相应的决定。***

当 gawk 调用 XXX\_take\_control\_***of()***函数时，这个函数应该对其他的域进行适当的填充，不包括 fp，fp 参数只是会进行常规使用。

你通过下面的函数来注册你的输出包装器：

***void register\_output\_wrapper(awk\_output\_wrapper\_t \*output\_wrapper);***

将由 output\_wrapper 指向的输出包装器注册到 gawk 中。

#### 16.4.5.6 定制双路处理器

一个双路器将输入分析器与输出包装器来处理由 ‘|&’打开的双路 I/O（查看 ）。它的使用与之前描述过的 ***awk***\_input\_parser\_t 与 ***awk***\_output\_buf\_t 相同。

两路处理器由下面的结构表示：

**typedef struct *awk*\_two\_way\_processor {**

**const char \*name; /\* name of the two-way processor \*/**

***awk*\_bool\_t (\*can\_take\_two\_way)(const char \*name);**

***awk*\_bool\_t (\*take\_control\_of)(const char \*name，**

***awk*\_input\_buf\_t \*inbuf，**

***awk*\_output\_buf\_t \*outbuf);**

***awk*\_const struct *awk*\_two\_way\_processor \**awk*\_const next; /\* for gawk \*/**

**} *awk*\_two\_way\_processor\_t;**

域如下：

***const char \*name;***

双路处理器的名字。

***awk\_bool\_t (\*can\_take\_two\_way)(const char \*name);***

由这个域指向的函数应该在控制指针文件的双路 I/O 时返回 true。它不应该改变 gawk 中的任何状态（比如变量值）。

***awk\_bool\_t (\*take\_control\_of)(const char \*name，***

***awk\_input\_buf\_t \*inbuf，***

***awk\_output\_buf\_t \*outbuf);***

由这个域指向的函数应该适当地填充由 inbuf 与 outbuf 所指向中的 awk\_input\_buf\_t 与 awk\_output\_buf\_t 的结构。这两个结构之前所描述。

***awk\_const struct two\_way\_processor \*awk\_const next;***

这个由 gawk 来使用，所以它被标志成 awk\_const，这样扩展就不可以修改它。

对于输入处理器与输出处理器器，你需要提供“yes I can take this”（是的，我可以处理这个） 与“take over for this”（我已经控制这个）类的函数，即 XXX\_can\_take\_two\_***way()*** 与 XXX\_take\_control\_***of()***。

你使用下面的函数来注册你的双路处理器：

***void register\_two\_way\_processor(awk\_two\_way\_processor\_t \*two\_way\_processor);***

将由 two\_way\_processor 指向的双路处理器注册到 gawk 中。

### 16.4.6 打印信息

你可以在你的扩展中打印如本节中所描述的不同的各类的告警信息。要注意对于这些函数，你必须提供一个扩展 ID，这个扩展 ID 是在扩展被载入时由 gawk 提供。[[106]](#footnote-107)

***void fatal(awk\_ext\_id\_t id， const char \*format， ...);***

打印一个消息，并使 gawk 立即退出。

***void warning(awk\_ext\_id\_t id， const char \*format， ...);***

打印告警信息。

***void lintwarn(awk\_ext\_id\_t id， const char \*format， ...);***

打印一个“lint 告警”。正常情况下，这与打印一个告警信息一样，但是如果 gawk 使用了 ‘--lint=fatal’ 选项，则 lint 告警会成为致命错误消息。

所有的这些函数像 C 的 printf 家庭的函数一样，在这些函数中，format 参数是一个字串，串中为字面字符以及格式代码。

### 16.4.7 更新 ERRNO

下面的函数可以让你更新 ERRNO 变量：

***void update\_ERRNO\_int(int errno\_val);***

将 ERRNO 设置为与 errno\_val 对应的错误字串。值应该定义在 <errno.h> 中。gawk 会使用 C 的 strerror() 函数将它转换为（如果可以转换）字串。

***void update\_ERRNO\_string(const char \*string);***

直接使用 string 的值来设置 ERRNO。gawk 会对这个值复制一个复本。

***void unset\_ERRNO(void);***

重置 ERRNO。

### 16.4.8 请求值

所有的这些函数都以相同的方式从 gawk 中返回值。你可以传递一个 awk\_valtype\_t 的值来指示你希望什么的样值。如果实际的值与你的请求的匹配，函数返回为 true。并且在 awk\_value\_t 中填上结果。否则函数返回 false。而 val\_type 成员会指示实际的值类型。你然后可以打印一个错误信息或者重新发起针对实际值类型的请求。这结行为在表 16.1 进行了归纳：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | 实际的值类型 | | | | |
| 请求类型 |  | String | Number | Array | Undefined |
| String | String | String | False | False |
| Number | Number if can  be converted，  else false | Number | False | False |
| Array | False | False | Array | False |
| Scalar | Scalar | Scalar | False | False |
| Undefined | String | Number | Array | Undefined |
| Value Cookie | False | False | False | False |

表 16.1：返回的 API 值类型

### 16.4.9 访问与更新参数

有两个函数可以让你访问传递给你的扩展函数的参数。它们是：

***awk\_bool\_t get\_argument(size\_t count，***

***awk\_valtype\_t wanted，***

***awk\_value\_t \*result);***

用第 count 个参数来填充由 result 指向的 awk\_value\_t 结构。如果实际的类型是匹配的，则返回 true，否则返回 false。在后面的情况下，result->val\_type 指示了实际的类型（查看 表 16.1）。计数是从0开始的——第一个参数编号为0，第二个为1，等等。wanted 指示了所期望的值类型。

***awk\_bool\_t set\_argument(size\_t count， awk\_array\_t array);***

将未定义的参数转换为一个数组，这提供了通过数组引用来调用的方式。如果 count 太大，或者如果参数类型是未定义的，则返回 false。查看 ，***在第 371 页***，来查看创建数组的更多信息。

### 16.4.10 符号表访问

有两个集合的例程提供了访问全局变量的能力，以及一个集合的例程可以让你创建并释放缓存值。

#### 16.4.10.1 通过名字访问与更新变量

下面的例程提供了通过名字来访问、更新全局的 awk 层变量的能力。以编译器的术语来看，不同各类的标识符都称为符号，所以在例程中的 “sym”名字的来由。存储符号信息的数组结构称为符号表。这些函数如下：

***awk\_bool\_t sym\_lookup(const char \*name，***

***awk\_valtype\_t wanted，***

***awk\_value\_t \*result);***

用由字串 name 命令的变量的值来填充由 result 指向听 awk\_value\_t 的结构，名字为 C 字串。wanted 指示了期望的值的类型。如果实际的类型与其匹配，则返回 true，否则返回 false。在后面的情况下，result->val\_type 指示了实际的类型（查看表 16.1）。

***awk\_bool\_t sym\_update(const char \*name， awk\_value\_t \*value);***

更新由字串 name 命名的变量，这个名字为 C 字串。如果变量不存在 gawk 的符号表中，则会新增它。如果一切 OK，则返回 true，否则返回 false。

改变已经存在的变量的类型（从标量到数组，或者相反）是不允许的，这个例程也不能用于数组的更新。这个例程不可以用于更新任何的预定义变量的值（如 ARGC 或者 NF）。

扩展可以查找 gawk 的特定变量。但是，RPOCINFO 数组是个例外，扩展不可以改变这些变量的值。

注意：有可能查找 PROCINFO 失败。如果 awk 程序在运行时没有使用 PROCINFO 时会引起失败，在这个情况下，gawk 不会创建这个数组并传播它。

#### 16.4.10.2 通过 Cookie 访问与更新变量

标量 Cookie 是一个透明的句柄，可以用来访问全局变量以及数组。它是一种优化手段，以免在使用变量时去在 gawk 的符号表中去查找变量，这个早前在 ， ***在第 353 页***，已经讨论过。

下面的函数用来过处理标量 Cookies：

***awk\_bool\_t sym\_lookup\_scalar(awk\_scalar\_t cookie，***

***awk\_valtype\_t wanted，***

***awk\_value\_t \*result);***

返回标量 Cookie 的当前值，一旦你通过 sym\_lookup() 获取了一个标量的 Cookie 后，你就可以使用这个函数来高效地获取它的值。如果值没有取到，则返回 false。

***awk\_bool\_t sym\_update\_scalar(awk\_scalar\_t cookie， awk\_value\_t \*value);***

更新与标量 cookie 关联的值。如果新值即不是 AWK\_STRING，也不是 AWK\_NUMBER，则返回 false。在这里也是一样，预定的义的变量不能被更新的。

一开始这如何来使用标量 Cookie 并不是很明显，也不知道它们的 raisond’^etre 到底是什么。理论上， sym\_lookup() 以及 sym\_update() 例程就是你来处理变量时所要的所有例程。例如，你有代码要查找变量的值，对条件进行求值，然后就可以通过求值的结果变更变量的值，如：

**/\* do\_magic --- do something really great \*/**

**static *awk*\_value\_t \***

**do\_magic(int nargs， *awk*\_value\_t \*result)**

**{**

***awk*\_value\_t value;**

**if ( sym\_lookup("MAGIC\_VAR"， AWK\_NUMBER， & value)**

**&& some\_condition(value.num\_value)) {**

**value.num\_value += 42;**

**sym\_update("MAGIC\_VAR"， & value);**

**}**

**return make\_number(0.0， result);**

**}**

这个代码看起来（实际）很简单而直接，但是问题是什么呢？

考虑一下，如果 awk 层的代码通过调用 magic() 函数（通过 C 的 do\_magic() 来实现）来与你的扩展进行关联，一次一条记录来处理数以百万计的记录。变量 MAGIC\_VAR 会在每个函数的调用中都在符号表中进行查找！

符号表的查找真的是个纯的负担，如果得到一个表示这个变量的 Cookie 要更高效，并使用它在必要的时候获取与更新它的值。[[107]](#footnote-108)

所以，使用 Cookie 的方式如下。首先，将你的变量通过 sym\_update() 来安装到 gawk 的符号表中，然后通过 sym\_lookup() 获取一个该变量的 Cookie：

**static *awk*\_scalar\_t magic\_var\_cookie; /\* cookie for MAGIC\_VAR \*/**

**static void**

**my\_extension\_*init()***

**{**

***awk*\_value\_t value;**

**/\* install initial value \*/**

**sym\_update("MAGIC\_VAR"， make\_number(42.0， & value));**

**/\* get the cookie \*/**

**sym\_lookup("MAGIC\_VAR"， AWK\_SCALAR， & value);**

**/\* save the cookie \*/**

**magic\_var\_cookie = value.scalar\_cookie;**

**...**

**}**

下一步，使用这节中的函数来并通过 Cookie 来返回与更新变量的值。所以，do\_magic() 现在变成如下：

**/\* do\_magic --- do something really great \*/**

**static *awk*\_value\_t \***

**do\_magic(int nargs， *awk*\_value\_t \*result)**

**{**

***awk*\_value\_t value;**

**if ( sym\_lookup\_scalar(magic\_var\_cookie， AWK\_NUMBER， & value)**

**&& some\_condition(value.num\_value)) {**

**value.num\_value += 42;**

**sym\_update\_scalar(magic\_var\_cookie， & value);**

**}**

**...**

**return make\_number(0.0， result);**

**}**

提示：前面的代码省略了错误检查，为了是表现主题。你的扩展代码应该要更加健壮，并且仔细地检查从 API 函数中返回的值。

#### 16.4.10.3 创建并使用缓存值

本节中的全程可以让你创建与释放缓存值。像标量 Cookie 一样，理论上讲，缓存值是不需要的。你可以使用 ，中的函数创建数值与字串。你然后可以将这些值赋给使用 sym\_update() 或者 sym\_update\_scalar() 的变量。

但是，如果你记得所有的字串值的存储都来自于 gawk\_***malloc()***， gawk\_***calloc()***， 或者 gawk\_***realloc()*** 这些函数这一点，你就能够理解缓存值的出发点。如果你有 20 个变量，它们都有相同的值，你必须创建 20 个相同的字串复本。[[108]](#footnote-109)

当然，如果可能，一旦创建一个值，就可以告诉 gawk 可以为多个变量重用这个值。这正是本节中的例程所要做的事情。函数如下：

***awk\_bool\_t create\_value(awk\_value\_t \*value， awk\_value\_cookie\_t \*result);***

创建一个缓存的字串或者数值，用于后面的高效赋值。仅支持 AWK\_NUMBER 与 AWK\_STRING 类型的值。其他的类型会被拒绝。AWK\_UNDEFINED 类型也可以使用，但是这么做会导致较差的性能。

***awk\_bool\_t release\_value(awk\_value\_cookie\_t vc);***

释放与一个通过 create\_value() 获取的值 Cookie 关联的内存。

使用值 Cookie 的方式与使用标量 Cookie 的方式是一样的。在扩展初始化例程中，你这样来创建值 Cookie：

**static *awk*\_value\_cookie\_t answer\_cookie; /\* static value cookie \*/**

**static void**

**my\_extension\_*init()***

**{**

***awk*\_value\_t value;**

**char \*long\_string;**

**size\_t long\_string\_len;**

**/\* code from earlier \*/**

**...**

**/\* ... fill in long\_string and long\_string\_len ... \*/**

**make\_malloced\_string(long\_string， long\_string\_len， & value);**

**create\_value(& value， & answer\_cookie); /\* create cookie \*/**

**...**

**}**

值一旦创建，你就可以用它作为任意变量的值：

**static *awk*\_value\_t \***

**do\_magic(int nargs， *awk*\_value\_t \*result)**

**{**

***awk*\_value\_t new\_value;**

**... /\* as earlier \*/**

**value.val\_type = AWK\_VALUE\_COOKIE;**

**value.value\_cookie = answer\_cookie;**

**sym\_update("VAR1"， & value);**

**sym\_update("VAR2"， & value);**

**...**

**sym\_update("VAR100"， & value);**

**...**

**}**

通过这样的值 Cookies 可以节约大量的存储，从 VAR1 到 VAR100 都共享一样的值。

你可能会奇怪，“这样的共享不会有问题么？如果 awk 代码给 VAR1 赋了一个新值，是不是所有的其他变量都会改变？”

这是一个很好的问题。答案是不会，这不会是个问题。在内部，gawk 使用参考计数的字串。这就是说，许多的变量都可以使用共享的字串值，gawk 会跟踪它的使用。当变量值改变时，gawk 仅是简单地递减旧值的参考计数，然后更新变量让其使用新的值。

最后，作为清除操作的一部分（查看 ， ***在第 358 页***），你应该通过 release\_value() 来释放你创建的缓存值。

### 16.4.11 数组操作

在 awk 中，最重要的数据结构[[109]](#footnote-110)与数组（查看 ***， 在第 166 页***）相关。扩展需要有能力操作 awk 中的数组。API 中提供了很多的数据结构来处理数组，也提供了处理单个元素的函数，以及处理整个数组的函数。这包含了扁平化数组的能力，这样就很容易使用 C 代码来遍历数组中的每一个元素。数组数据结构很好地与值的数据结构进行了整合，使得很容易来创建真正的数组之数组（查看 ， ***在第 353 页***）。

#### 16.4.11.1 数组数据类型

与数组相关的数据类型有：

***typedef void \*awk\_array\_t;***

如果你请求一个数组变量的值，你可以取得一个 awk\_array\_t 的值。这个值对于扩展来说是透明[[110]](#footnote-111)的。这唯一地标识数组，但是只可以将其传递给 API 函数来使用，或者从 API 函数中返回。这个方式与 <stdio.h> 中函数使用 ‘FILE\*’值类似。

***typedef struct awk\_element {***

***/\* convenience linked list pointer， not used by gawk \*/***

***struct awk\_element \*next;***

***enum {***

***AWK\_ELEMENT\_DEFAULT = 0， /\* set by gawk \*/***

***AWK\_ELEMENT\_DELETE = 1 /\* set by extension \*/***

***} flags;***

***awk\_value\_t index;***

***awk\_value\_t value;***

***} awk\_element\_t;***

awk\_element\_t 是一个平的数组元素。awk 会在 awk\_flat\_array\_t 类型中生成一个此类型的数组（查看下一项的说明）。单个的元素可以被标志成删除。新的元素必须一个个地添加，一次一个。为了完成这个添加，要使用另外的 API。数据结构中的域为：

struct ***awk***\_element \*next;

这是为了方便扩展的编写者的一个指针。它允许扩展创建一个新元素的链表，这样可以在遍历列表时来加入到数组中。

enum { ... } flags;

在扩展与 gawk 之间传递信息的标志值。当前只有一个 AWK\_ELEMENT\_DELETE，如果设置这个标志，会使得 gawk 释放扁平的数组时，从原始的数组中删除这个元素。

index

value 无素的索引与值。所有被 index 与 value 指向的内存都属于 gawk。

***typedef struct awk\_flat\_array {***

***awk\_const void \*awk\_const opaque1; /\* for use by gawk \*/***

***awk\_const void \*awk\_const opaque2; /\* for use by gawk \*/***

***awk\_const size\_t count; /\* how many elements \*/***

***awk\_element\_t elements[1]; /\* will be extended \*/***

***} awk\_flat\_array\_t;***

这是一个平面数组。当扩展从 gawk 中取得其中之一时，元素数组的实际大小就是 count。opaque1 与 opaque2 指针由 gawk 使用，所以，它们被标志成 awk\_const，这样扩展就不可以修改它们。

#### 16.4.11.2 数组函数

下面的函数与单个的元素相关：

***awk\_bool\_t get\_element\_count(awk\_array\_t a\_cookie， size\_t \*count);***

为由 a\_cookie 表示的数组，放入其包含的 \*count 个元素。子数组由一个单独的元素表示。如果有错误时，返回 false。

***awk\_bool\_t get\_array\_element(awk\_array\_t a\_cookie，***

***const awk\_value\_t \*const index，***

***awk\_valtype\_t wanted，***

***awk\_value\_t \*result);***

从 a\_cookie 表示的数组中，返回元素下标 index 的值到 \*result 中。wanted 指定了你希望返回的值类型。如果 wanted 不与实际的类型匹配，或者 index 没有在数组中，则返回 false。（查看表 16.1）

index 的值可以是数值，这种情况下， gawk 会将其转换为字串。不使用整数值也是可以的，但是需要你了解这样的值如何转换为字串（查看 ， ***在第 117 页***），所以，使用整数值是最安全的。

与从扩展中传递到 gawk 中的所有的字串一样，index 的字串值必须来自于 gawk\_malloc***()***， gawk\_***calloc()***， 或者 gawk\_***realloc()***，并由 gawk\_release() 来释放内存。

***awk\_bool\_t set\_array\_element(awk\_array\_t a\_cookie，***

***const awk\_value\_t \*const index，***

***const awk\_value\_t \*const value);***

在由 a\_cookie 表示的数组中，创建或者修改一个元素，这个元素的索引由 index 给出。ARGV 与 ENVIRON 数组不可以被改变，但是 PROCINFO 数组则可以。

***awk\_bool\_t set\_array\_element\_by\_elem(awk\_array\_t a\_cookie，***

***awk\_element\_t element);***

与 set\_array\_element***()*** 相似，但是是从元素中取得索引与值。这是一个便利宏。

***awk\_bool\_t del\_array\_element(awk\_array\_t a\_cookie，***

***const awk\_value\_t\* const index);***

删除由 a\_cookie 表教学点的数组中，由 index 给出的元素。如果元素被删除，则返回 true。否则，如果元素不存在数组中，则返回 false。

下面的函数与整个数组有关：

***awk\_array\_t create\_array(void);***

创建一个可以添加元素的数组。查看 ，***在第 377 页***，中对于创建数组并添加元素的讨论。

***awk\_bool\_t clear\_array(awk\_array\_t a\_cookie);***

清除由 a\_cookie 表示的数组。如果有问题返回 false，否则返回 true。数组还是数组，但是调用这个函数后，它就没有元素了。这个与 delete 语句等同（查看 ， ***在第 175 页***）。

***awk\_bool\_t flatten\_array(awk\_array\_t a\_cookie， awk\_flat\_array\_t \*\*data);***

为由 a\_cookie 表示的数组，创建一个 awk\_flat\_array\_t 的结构并进行填充。将通过 data 传递的指针的值设置为这个结构的地址。如果成功则返回 true，否则返回 false。查看 ，***在第 374 页***，中讨论如何来扁平化数组并处理它。

***awk\_bool\_t release\_flattened\_array(awk\_array\_t a\_cookie，***

***awk\_flat\_array\_t \*data);***

当完成了数组的扁平化，释放使用这个函数的存储。你必须将最初的数组 cookie 与创建的 awk\_flat\_array\_t 数组结构的地址都传递进去。如果成功返回 true，否则返回 false。

#### 16.4.11.3 遍历数组的所有元素

扁平化数组就是创建一个数据结构来表示整个数组，其风格使得很容易使用 C 代码来遍历整个数组。在 extension/testext.c 中的一些代码就是来做这些事情，也是一个很好的例子来说明如何来使用 API。

我们一步步地来过这里面的代码。首先 gawk 脚本来驱动测试扩展：

**@load "testext"**

**BEGIN {**

**n = split("blacky rusty sophie raincloud lucky"， pets)**

***printf*("pets has %d elements\n"， length(pets))**

**ret = dump\_array\_and\_delete("pets"， "3")**

***printf*("dump\_array\_and\_delete(pets) returned %d\n"， ret)**

**if ("3" in pets)**

***printf*("dump\_array\_and\_*delete()* did NOT remove index \"3\"!\n")**

**else**

***printf*("dump\_array\_and\_*delete()* did remove index \"3\"!\n")**

**print ""**

**}**

这个代码使用 split 函数创建了一个数组（查看 ， ***在第 184 页***）然后调用 dump\_array\_and\_delete()。这个函数用于查找数组，其第一个参数是数组名，而删除的元素的索引通过第二个参数来传递。awk 代码然后打印返回的值并检查元素是否真的被删除了。下面是 dump\_array\_and\_delete() 函数的C 代码实现。为了表现上的原因做了一些修改。

第一部分是声明变量，设置默认的返回值到 result 中，并检查函数的调用是通过正确的参数个来调用的：

**static *awk*\_value\_t \***

**dump\_array\_and\_delete(int nargs， *awk*\_value\_t \*result)**

**{**

***awk*\_value\_t value， value2， value3;**

***awk*\_flat\_array\_t \*flat\_array;**

**size\_t count;**

**char \*name;**

**int i;**

**assert(result != NULL);**

**make\_number(0.0， result);**

**if (nargs != 2) {**

***printf*("dump\_array\_and\_delete: nargs not right "**

**"(%d should be 2)\n"， nargs);**

**goto out;**

**}**

函数然后一步步地执行，如下。首先返回数组的名字，其作为函数的第一个参数初传递。然后是数组本身。如果有一个操作失败，则打印错误信息并返回：

**/\* get argument named array as flat array and print it \*/**

**if (get\_argument(0， AWK\_STRING， & value)) {**

**name = value.str\_value.str;**

**if (sym\_lookup(name， AWK\_ARRAY， & value2))**

***printf*("dump\_array\_and\_delete: sym\_lookup of %s passed\n"，name);**

**else {**

***printf*("dump\_array\_and\_delete: sym\_lookup of %s failed\n"，name);**

**goto out;**

**}**

**} else {**

***printf*("dump\_array\_and\_delete: get\_argument(0) failed\n");**

**goto out;**

**}**

为了测试并确保 C 代码看代的元素个数与 awk 代码看到的元素个数是一样的，第二步是来获取数组元素的个数然后打印它：

**if (! get\_element\_count(value2.array\_cookie， & count)) {**

***printf*("dump\_array\_and\_delete: get\_element\_count failed\n");**

**goto out;**

**}**

***printf*("dump\_array\_and\_delete: incoming size is %lu\n"，(unsigned long) count);**

第三步是执行实际的数组扁平化，然后再次检查 ***awk***\_flat\_array\_t 中的数量是与刚才返回的数量是一样的：

**if (! flatten\_array(value2.array\_cookie， & flat\_array)) {**

***printf*("dump\_array\_and\_delete: could not flatten array\n");**

**goto out;**

**}**

**if (flat\_array->count != count) {**

***printf*("dump\_array\_and\_delete: flat\_array->count (%lu)"" != count (%lu)\n"，**

**(unsigned long) flat\_array->count，**

**(unsigned long) count);**

**goto out;**

**}**

第四步是返回要被删除的元素的索引，这个索引是通过第二个参数来传递的。要记住传递到 get\_***argument()*** 函数中的参数编号是从 0 开始的，因此第二个参数被编号为 1：

**if (! get\_argument(1， AWK\_STRING， & value3)) {**

***printf*("dump\_array\_and\_delete: get\_argument(1) failed\n");**

**goto out;**

**}**

第五步是执行“真正的”操作。函数循环数组中的每一个元素，打印其索引与其元素值。另外，当找到要删除元素的索引时，函数设置 AWK\_ELEMENT\_DELETE 位到元素的 flags 域中。当数组被释放时，gawk 会遍历扁平化后的数组，然后删除那些被设置了该位的元素：

**for (i = 0; i < flat\_array->count; i++) {**

***printf*("\t%s[\"%.\*s\"] = %s\n"，name，**

**(int) flat\_array->elements[i].index.str\_value.len，**

**flat\_array->elements[i].index.str\_value.str，**

**valrep2str(& flat\_array->elements[i].value));**

**if (strcmp(value3.str\_value.str，**

**flat\_array->elements[i].index.str\_value.str) == 0) {**

**flat\_array->elements[i].flags |= AWK\_ELEMENT\_DELETE;**

***printf*("dump\_array\_and\_delete: marking element \"%s\"""for deletion\n"，**

**flat\_array->elements[i].index.str\_value.str);**

**}**

**}**

第六步是释放扁平化后的数组。这会告诉 gawk 扩展已经不再使用数组，它可以删除所有已经被标志的元素。gawk 也会释放被分配的存储，因此，在调用 release\_flattened\_***array()*** 函数后，你不要再使用里面的指针（在这个代码中为 flat\_array）：

**if (! release\_flattened\_array(value2.array\_cookie， flat\_array)) {**

***printf*("dump\_array\_and\_delete: could not release flattened array\n");**

**goto out;**

**}**

最后，由于一切事情都执行良好，函数将返回值设置为成功，然后返回：

**make\_number(1.0， result);**

**out:**

**return result;**

**}**

这里是运行测试部分的输出：

**pets has 5 elements**

**dump\_array\_and\_delete: sym\_lookup of pets passed**

**dump\_array\_and\_delete: incoming size is 5**

**pets["1"] = "blacky"**

**pets["2"] = "rusty"**

**pets["3"] = "sophie"**

**dump\_array\_and\_delete: marking element "3" for deletion**

**pets["4"] = "raincloud"**

**pets["5"] = "lucky"**

**dump\_array\_and\_delete(pets) returned 1**

**dump\_array\_and\_*delete()* did remove index "3"!**

#### 16.4.11.4 如何生成与发布数组

除了通过 awk 代码来处理数组外，你也可以创建数组然后发布它们，然后 awk 代码也可以访问并处理它们。

从扩展中创建数组有两个重点：

* 你必须将新的数组创建后立即安装到 gawk 的符号表中。这么做了后，就可以发布你的数组。

相似的，如果将某个数组安装成已经存在的数组的子数组，你必须在向它添加任何元素之前将其加到父数组中。

因此，创建数组的正确方式是“自上而下”。创建一个数组，然后立即使用 sym\_update() 将回添加到符号表中，或者使用 set\_array\_element() 将其添加为一个已经存在的数组的一个元素。我们后面会有例子说明。

* 由于 gawk 的内部实现，在使用了 sym\_update() 安装了一个数组到 gawk 中后，在使用它做任何事情之前，你必须使用传给 sym\_update() 接口中的值来获取一个数组的 Cookie：

***awk*\_value\_t value;**

***awk*\_array\_t new\_array;**

**new\_array = create\_*array()*;**

**val.val\_type = AWK\_ARRAY;**

**val.array\_cookie = new\_array;**

**/\* install array in the symbol table \*/**

**sym\_update("array"， & val);**

**new\_array = val.array\_cookie; /\* YOU MUST DO THIS \*/**

如果安装的是一个子数组，你必须在调用 set\_element() 之后使用数组的值返回一个数组 Cookie。

下面的 C 代码是一个简单测试扩展，用两个常规的元素来创建一个数组，并带有一个子数组。开始的 #include 指示符以及样板式的变量声明（查看 ， ***在第 380 页***）为了简化而省略了。第一步是创建一个新的数组，然后将其安装到符号表中：

**/\* create\_new\_array --- create a named array \*/**

**static void**

**create\_new\_*array()***

**{**

***awk*\_array\_t a\_cookie;**

***awk*\_array\_t subarray;**

***awk*\_value\_t index， value;**

**a\_cookie = create\_*array()*;**

**value.val\_type = AWK\_ARRAY;**

**value.array\_cookie = a\_cookie;**

**if (! sym\_update("new\_array"， & value))**

***printf*("create\_new\_array: sym\_update(\"new\_array\") failed!\n");**

**a\_cookie = value.array\_cookie;**

注意 a\_cookies 是如何使用值中的 array\_cookie 的域来进行重置的。

第二步是安装一个常规的到 new\_array 中：

**(void) make\_const\_string("hello"， 5， & index);**

**(void) make\_const\_string("world"， 5， & value);**

**if (! set\_array\_element(a\_cookie， & index， & value)) {**

***printf*("fill\_in\_array: set\_array\_element failed\n");**

**return;**

**}**

**(void) make\_const\_string("answer"， 6， & index);**

**(void) make\_number(42.0， & value);**

**if (! set\_array\_element(a\_cookie， & index， & value)) {**

***printf*("fill\_in\_array: set\_array\_element failed\n");**

**return;**

**}**

第三步是创建了一子数组，然后安装它：

**(void) make\_const\_string("subarray"， 8， & index);**

**subarray = create\_*array()*;**

**value.val\_type = AWK\_ARRAY;**

**value.array\_cookie = subarray;**

**if (! set\_array\_element(a\_cookie， & index， & value)) {**

***printf*("fill\_in\_array: set\_array\_element failed\n");**

**return;**

**}**

**subarray = value.array\_cookie;**

最后一步是发布子数组以及它的元素：

**(void) make\_const\_string("foo"， 3， & index);**

**(void) make\_const\_string("bar"， 3， & value);**

**if (! set\_array\_element(subarray， & index， & value)) {**

***printf*("fill\_in\_array: set\_array\_element failed\n");**

**return;**

**}**

**}**

这个一个装载扩展的脚本，然后 dump 数组：

**@load "subarray"**

**function dumparray(name， array， i)**

**{**

**for (i in array)**

**if (isarray(array[i]))**

**dumparray(name "[\"" i "\"]"， array[i])**

**else**

***printf*("%s[\"%s\"] = %s\n"， name， i， array[i])**

**}**

**BEGIN {**

**dumparray("new\_array"， new\_array);**

**}**

下面是运行脚本的结果：

**$ AWKLIBPATH=$PWD ./gawk -f subarray.*awk***

**-| new\_array["subarray"]["foo"] = bar**

**-| new\_array["hello"] = world**

**-| new\_array["answer"] = 42**

（查看 ，***在第 382 页***，来获取更多的关于变量 AWKLIBPATH 的信息）。

### 16.4.12 API 变量

API 提供了两种类型的变量。第一种提供 API 版本信息（包括扩展是如何进行编译以及 gawk 如何进行编译的）。第二种是提供 gawk 如何被调用的信息。

#### 16.4.12.1 API 版本常量与变量

API 提供了“major” 与 “minor” 版本值。API 版本可以在编译的时候通过常数来得到：

***GAWK\_API\_MAJOR\_VERSION***

API 的主版本号。

***GAWK\_API\_MINOR\_VERSION***

API 的次版本号

次版本号会在向 API 添加新功能的时候进行递增。这些新功能总是添加在 API 结构的尾部。

如果数组类型改变了大小，或者成员顺序有变化，或者现有的函数改变了签名，会对主版本号递增（次版本号则重设为 0）。

有可能扩展是以某个版本的 API 进行编译的，而被另一个版本的 gawk 版本进行装载。由于这个原因，执行 gawk API 的主次版本号会包含在 API 的结构中，并且是只读的：

***api->major\_version***

执行 gawk 的主版本号。

***api->minor\_version***

执行 gawk 的次版本号。

扩展可以决定 API 是否是兼容的。典型的情况下，像下面这样的检查就可以了：

**if (api->major\_version != GAWK\_API\_MAJOR\_VERSION**

**|| api->minor\_version < GAWK\_API\_MINOR\_VERSION) {**

**fprintf(stderr， "foo\_extension: version mismatch with gawk!\n");**

**fprintf(stderr， "\tmy version (%d， %d)， gawk version (%d， %d)\n"，**

**GAWK\_API\_MAJOR\_VERSION， GAWK\_API\_MINOR\_VERSION，**

**api->major\_version， api->minor\_version);**

**exit(1);**

**}**

这样的代码被包含在模板 dl\_load\_func() 宏中，并由 gawkapi.h 文件中（在 ， ***见下方***，中进行讨论）。

#### 16.4.12.2 信息变量

API 提供了多个变量的访问，这些变量描述了 gawk 被调用时，相应的命令行选项是否启用。这些变量是：

***do\_debug*** 这个变量当使用了 --debug 选项来调用 gawk 时会为 true。

***do\_lint*** 这个变量当使用了 --lint 选项来调用 gawk 时会为 true。

***do\_mpfr*** 这个变量当使用了 --bignum 选项来调用 gawk 时会为 true。

***do\_profile***

这个变量当使用了 --profile 选项来调用 gawk 时会为 true。

***do\_sandbox***

这个变量当使用了 --sandbox 选项来调用 gawk 时会为 true。

***do\_traditional***

这个变量当使用了 --traditional 选项来调用 gawk 时会为 true。

do\_lint 的值如果 awk 代码修改了 LINT 预定义变量（查看 ， ***在第 155 页***）可能会改变。其他的在执行过程中都不会改变。

### 16.4.13 样板代码

如之前所提（查看 ， ***在第 350 页***），函数定义的呈现实际上是一个宏。为了使用这些宏，你的扩展必须使用下面的预定义的名字，提供少量的样板代码（变量以及函数）放在你的源代码的头部。所需要的样板代码也提供在 gawkapi.h 头文件的注释中：

**/\* Boilerplate code: \*/**

**int plugin\_is\_GPL\_compatible;**

**static gawk\_api\_t \*const api;**

**static *awk*\_ext\_id\_t ext\_id;**

**static const char \*ext\_version = NULL; /\* or ... = "some string" \*/**

**static *awk*\_ext\_func\_t func\_table[] = {**

**{ "name"， do\_name， 1 }，**

**/\* ... \*/**

**};**

**/\* EITHER: \*/**

**static *awk*\_bool\_t (\*init\_func)(void) = NULL;**

**/\* OR: \*/**

**static *awk*\_bool\_t**

**init\_my\_extension(void)**

**{**

**...**

**}**

**static *awk*\_bool\_t (\*init\_func)(void) = init\_my\_extension;**

**dl\_load\_func(func\_table， some\_name， "name\_space\_in\_quotes")**

这些变量与函数如下：

***int plugin\_is\_GPL\_compatible;***

这个用来声明扩展是与 GNU GPL 兼容的（查看 ***，在第 465 页***）。如果你的扩展没有这个变量，gawk 不会装载它（查看 ， ***在第 349 页***）。

***static gawk\_api\_t \*const api;***

这个全局的静态变量应该被设定指向 gawk\_api\_t 指针，gawk 会在 dl\_load() 函数中传递过来。这个变量被所有的宏使用。

***static awk\_ext\_id\_t ext\_id;***

这个全局静态变量应该设置为 awk\_ext\_id\_t 的值，这个值会通过你自己的 dl\_load() 函数传递绘画你。这个变量被所有的宏使用。

***static const char \*ext\_version = NULL; /\* or ... = "some string" \*/***

这个全局静态变量要么被设置为 NULL，或者是一个字串的指针，这个字串绘画了了扩展的名字与版本。

***static awk\_ext\_func\_t func\_table[] = { ... };***

这个一个或者多个 awk\_ext\_func\_t 结构的数组，如之所描述的（查看 ， ***在第 357 页***）。它之后可以通过循环来多次调用 add\_ext\_func()。

***static awk\_bool\_t (\*init\_func)(void) = NULL;***

或者

***static awk\_bool\_t init\_my\_extension(void) { ... }***

***static awk\_bool\_t (\*init\_func)(void) = init\_my\_extension;***

如果你需要做一些初始化的工作，你应该定义这样的函数（创建变量，打开文件等）然后定义 init\_func 指针指向你的函数。函数应该在失败时返回 awk\_false ，或者成功时返回 true。

如果你不需要初始化，定义这个指针，并将其设置为 NULL。

***dl\_load\_func(func\_table， some\_name， "name\_space\_in\_quotes")***

这个宏会扩展为 dl\_load() 函数，该函数执行所有必要的初始化。

所有变量与数组的目的是使 dl\_load() 函数（来自于 dl\_load\_func() 宏中）处理所有的标准工作。它执行下面的工作：

1. 检查 API 版本。如果扩展的主版本与 gawk 的主版本不匹配，或者扩展的次版本大于 gawk 的次版本号，它会打印错误信息后退出。
2. 装入定义在 func\_table 中的函数。如果它们中的任何一个失败，它会打印警告信息，但是继续执行。
3. 如果 init\_func 指针不为 NULL，则调用它指向的函数。如果它返回 awk\_false，打印一个警告信息。
4. 如果 ext\_version 不为 NULL，注册版本字串到 gawk 中。

## 16.5 gawk 如何找到扩展

编译好的扩展必须安装在 gawk 可以找到它们的路径下。如果 gawk 被配置并以默认的方式进行构建，来搜索扩展的目录为 /usr/local/lib/gawk。你也可以指定一个目录列表来搜索编译好的扩展。查看 ，***在第 44 页***，来获取其他信息。

## 16.6 例子：一些文件函数

*你可以到达任何你想去的地方。*

*—Buckaroo Banzai*

有两个非常有用的函数不在 awk中，他们是 chdir()（这样 awk 程序可以改变它的目录）与 stat()（这样 awk 程序可以收集文件的信息）。为了用实际的例子说明 API，这一节会将其实现为 gawk 的扩展。

### 16.6.1 使用 *chdir()* 与 *stat()*

这一节展示如何来在 awk 层上如何来使用新函数，只要他们已经整合到了 gawk 中的解释器中。使用 chdir() 非常直接。它只有一个参数，即要更改的新目录：

**@load "filefuncs"**

**...**

**newdir = "/home/arnold/funstuff"**

**ret = chdir(newdir)**

**if (ret < 0) {**

***printf*("could not change to %s: %s\n"， newdir， ERRNO) >"/dev/stderr"**

**exit 1**

**}**

**...**

如果 chdir() 失败了会返回一个负值，ERRNO（查看 ， ***在第 155 页***） 的值会被设置为指示错误的字串。

使用 stat() 就有一点复杂。C 的 stat() 函数会填充一个有大量信息的结构。在 awk 中对其进行建模的正确方法是使用关联数组来表示对应的信息：

**file = "/home/arnold/.profile"**

**ret = stat(file， fdata)**

**if (ret < 0) {**

***printf*("could not stat %s: %s\n"，**

**file， ERRNO) >"/dev/stderr"**

**exit 1**

**}**

***printf*("size of %s is %d bytes\n"， file， fdata["size"])**

stat() 函数总会清除数据数组，就算 stat() 失败情况下也如此。它会以填充下面的元素：

***"name"*** 要进行 stat() 操作的文件的名字。

***"dev"***

***"ino"*** 文件的设备与 inode 号。

***"mode"*** 文件的访问权限，为数值。这包含文件的类型以及权限。

***"nlink"*** 硬连接的个数。

***"uid"***

***"gid"*** 文件所有者的用户 ID 与组 ID。

***"size"*** 文件的字节大小。

***"blocks"*** 文件实际占有块的个数。如果文件有洞，则这个数组不会是其大小的函数。

***"atime"***

***"mtime"***

***"ctime"*** 文件的最后访问，修改及 inode 更新时间。它们都是数值的时间戳，适合用于 strftime()（查看 ， ***在第 197 页***）。

***"pmode"*** 文件的“printable mode"。这个是一个文件类型与权限的字串表示，如 ‘ls -l’输出。如，“drwxr-xr-x”。

***"type"*** 文件类型的可打印字串，值可能是下面之一：

"blockdev"

"chardev"

文件是一个块或者字符设备（“特殊文件”）。

"directory"

文件是目录。

"fifo" 文件是一个命名管道（也称为 FIFO）。

"file" 文件是一个常规文件。

"socket" 文件是文件系统中的一个 AF\_UNIX（“Unix domain”）socket。

"symlink" 文件是一个符号连接。

***"devbsize"***

文件的通过 “blocks”进行索引的基本块大小。大多数系统中，这个信息是从 <sys/param.h> 文件中的 DEV\_SIZE 或者是 BSD 系统中 <sys/stat.h> 文件中的 S\_BLKSIZE 继承下来的。对于其他的系统，预先的知识为其提供值。当没法确定值的时候，默认为 512。

还可能有几个额外的元素，其依赖于操作系统以及文件的类型。你可以在 awk 程序中使用 in 操作符来对它们进行测试（查看 ， ***在第 168 页***）：

***"blksize"***

用于文件 I/O 优先块大小。这个域在所有类 POSIX系统中的 C stat 结构中不存在。

***"linkval"***

如果文件是一个连接，这个元素就是连接文件所指向的文件名（即连接的值）。

***"rdev"***

***"major"***

***"minor"***

如果文件是一个块设备或者是一个字符设备文件，则这个值代表了设备号的数值，以及设备号中的主次设备号。

### 16.6.2 *chdir()* 与 *stat()* 的C 代码

下面是这些扩展的 C 代码。[[111]](#footnote-112)

这个文件中包含很多的标准头文件，然后再包含 gawkapi.h 头文件，这个文件文件中包了 API 的定义。后再是跟着一些必要变量声明，以使用 API 中的宏与模板代码（查看 ， ***在第 380 页***）：

**#ifdef HAVE\_CONFIG\_H**

**#include <config.h>**

**#endif**

**#include <stdio.h>**

**#include <assert.h>**

**#include <errno.h>**

**#include <stdlib.h>**

**#include <string.h>**

**#include <unistd.h>**

**#include <sys/types.h>**

**#include <sys/stat.h>**

**#include "gawkapi.h"**

**#include "gettext.h"**

**#define \_(msgid) gettext(msgid)**

**#define N\_(msgid) msgid**

**#include "gawkfts.h"**

**#include "stack.h"**

**static const gawk\_api\_t \*api; /\* for convenience macros to work \*/**

**static *awk*\_ext\_id\_t \*ext\_id;**

**static *awk*\_bool\_t init\_filefuncs(void);**

**static *awk*\_bool\_t (\*init\_func)(void) = init\_filefuncs;**

**static const char \*ext\_version = "filefuncs extension: version 1.0";**

**int plugin\_is\_GPL\_compatible;**

习惯上，对于 awk 函数 foo()，实现它的函数称为 do\_foo()。这些函数应该有两个参数。第一个是 int，通常称为 nargs，表示的是函数中实际参数的个数。第二个是 awk\_value\_t 结构的指针，一般命名为 result：

**/\* do\_chdir --- provide dynamically loaded *chdir()* function for gawk \*/**

**static *awk*\_value\_t \***

**do\_chdir(int nargs， *awk*\_value\_t \*result)**

**{**

***awk*\_value\_t newdir;**

**int ret = -1;**

**assert(result != NULL);**

**if (do\_lint && nargs != 1)**

**lintwarn(ext\_id，\_("chdir: called with incorrect number of arguments， "**

**"expecting 1"));**

newdir 变量表示要改变的新目录，这个是通过 get\_argument() 来获取的。注意第一个参数的编号为 0。

如果参数被成功返回，则函数调用 chdir() 系统调用。如果 chdir() 失败，则 ERRNO 的值会被更改：

**if (get\_argument(0， AWK\_STRING， & newdir)) {**

**ret = chdir(newdir.str\_value.str);**

**if (ret < 0)**

**update\_ERRNO\_int(errno);**

**}**

最后，函数返回要返回的值到 awk 层：

**return make\_number(ret， result);**

**}**

stat() 扩展涉及的东西更多一些。首先是一个将数值模式转换为可打印表示的函数（比如 0644 转换为 ‘-rw-r--r--’）。简单起见，这里省略了：

**/\* format\_mode --- turn a stat mode field into something readable \*/**

**static char \***

**format\_mode(unsigned long fmode)**

**{**

**...**

**}**

下一个函数用来读取软链接，也为了简化，在这里省略了：

**/\* read\_symlink --- read a symbolic link into an allocated buffer.**

**... \*/**

**static char \***

**read\_symlink(const char \*fname， size\_t bufsize， ssize\_t \*linksize)**

**{**

**...**

**}**

有两个辅助函数会简化将值输入到数组的过程，这个数组将包含 stat() 的结果：

**/\* array\_set --- set an array element \*/**

**static void**

**array\_set(*awk*\_array\_t array， const char \*sub， *awk*\_value\_t \*value)**

**{**

***awk*\_value\_t index;**

**set\_array\_element(array，**

**make\_const\_string(sub， strlen(sub)， & index)，value);**

**}**

**/\* array\_set\_numeric --- set an array element with a number \*/**

**static void**

**array\_set\_numeric(*awk*\_array\_t array， const char \*sub， double num)**

**{**

***awk*\_value\_t tmp;**

**array\_set(array， sub， make\_number(num， & tmp));**

**}**

下面的函数处理大部份的工作，即将从一个有效的 stat 结构中取值，然后将这些值填充到 awk\_array\_t 类型的结果数组中。这个工作由一个单独的函数来完成，为 gawk 提供 stat() 函数支持，也支持 fts() 扩展。 这个扩展也包含在同一个文件中，但是它的代码没有在这时显示（查看 ， ***在第 391 页***）。

这个函数的第一部分是变量声明，包含将文件类型影射到字串的表：

**/\* fill\_stat\_array --- do the work to fill an array with stat info \*/**

**static int**

**fill\_stat\_array(const char \*name， *awk*\_array\_t array， struct stat \*sbuf)**

**{**

**char \*pmode; /\* printable mode \*/**

**const char \*type = "unknown";**

***awk*\_value\_t tmp;**

**static struct ftype\_map {**

**unsigned int mask;**

**const char \*type;**

**} ftype\_map[] = {**

**{ S\_IFREG， "file" }，**

**{ S\_IFBLK， "blockdev" }，**

**{ S\_IFCHR， "chardev" }，**

**{ S\_IFDIR， "directory" }，**

**#ifdef S\_IFSOCK**

**{ S\_IFSOCK， "socket" }，**

**#endif**

**#ifdef S\_IFIFO**

**{ S\_IFIFO， "fifo" }，**

**#endif**

**#ifdef S\_IFLNK**

**{ S\_IFLNK， "symlink" }，**

**#endif**

**#ifdef S\_IFDOOR /\* Solaris weirdness \*/**

**{ S\_IFDOOR， "door" }，**

**#endif /\* S\_IFDOOR \*/**

**};**

**int j， k;**

然后目标数组也被声明了，后面的代码根据 stat 结构中的值来填充不同的元素：

**/\* empty out the array \*/**

**clear\_array(array);**

**/\* fill in the array \*/**

**array\_set(array， "name"， make\_const\_string(name， strlen(name)，& tmp));**

**array\_set\_numeric(array， "dev"， sbuf->st\_dev);**

**array\_set\_numeric(array， "ino"， sbuf->st\_ino);**

**array\_set\_numeric(array， "mode"， sbuf->st\_mode);**

**array\_set\_numeric(array， "nlink"， sbuf->st\_nlink);**

**array\_set\_numeric(array， "uid"， sbuf->st\_uid);**

**array\_set\_numeric(array， "gid"， sbuf->st\_gid);**

**array\_set\_numeric(array， "size"， sbuf->st\_size);**

**array\_set\_numeric(array， "blocks"， sbuf->st\_blocks);**

**array\_set\_numeric(array， "atime"， sbuf->st\_atime);**

**array\_set\_numeric(array， "mtime"， sbuf->st\_mtime);**

**array\_set\_numeric(array， "ctime"， sbuf->st\_ctime);**

**/\* for block and character devices， add rdev，**

**major and minor numbers \*/**

**if (S\_ISBLK(sbuf->st\_mode) || S\_ISCHR(sbuf->st\_mode)) {**

**array\_set\_numeric(array， "rdev"， sbuf->st\_rdev);**

**array\_set\_numeric(array， "major"， major(sbuf->st\_rdev));**

**array\_set\_numeric(array， "minor"， minor(sbuf->st\_rdev));**

**}**

函数的后面的部分用于向目标数组中选择性地添加一些元素，这个要依赖于文件的特定成员以及/或者文件类型。如果成功，则返回 0：

**#ifdef HAVE\_STRUCT\_STAT\_ST\_BLKSIZE**

**array\_set\_numeric(array， "blksize"， sbuf->st\_blksize);**

**#endif /\* HAVE\_STRUCT\_STAT\_ST\_BLKSIZE \*/**

**pmode = format\_mode(sbuf->st\_mode);**

**array\_set(array， "pmode"， make\_const\_string(pmode， strlen(pmode)，& tmp));**

**/\* for symbolic links， add a linkval field \*/**

**if (S\_ISLNK(sbuf->st\_mode)) {**

**char \*buf;**

**ssize\_t linksize;**

**if ((buf = read\_symlink(name， sbuf->st\_size，& linksize)) != NULL)**

**array\_set(array， "linkval"，**

**make\_malloced\_string(buf， linksize， & tmp));**

**else**

**warning(ext\_id， \_("stat: unable to read symbolic link ‘%s’")，name);**

**}**

**/\* add a type field \*/**

**type = "unknown"; /\* shouldn’t happen \*/**

**for (j = 0， k = sizeof(ftype\_map)/sizeof(ftype\_map[0]); j < k; j++) {**

**if ((sbuf->st\_mode & S\_IFMT) == ftype\_map[j].mask) {**

**type = ftype\_map[j].type;**

**break;**

**}**

**}**

**array\_set(array， "type"， make\_const\_string(type， strlen(type)， & tmp));**

**return 0;**

**}**

stat() 函数的第三个参数之前没有讨论到。这个参数是可选的。如果存在，则会导致 do\_stat() 使用 stat() 调用而不是 lstat() 系统调用。这是通过这个函数指针来完成的：statfunc。statfunc 会被初始化为 lstat()（而不是 stat()），以此来获取文件信息，以防止文件是一个软链接。

但是，如果包含了第三个参数，statfunc 为设置为 stat() 函数的指针。下面是 do\_stat() 函数，它的开始也是一些变量声明以及参数检查：

**/\* do\_stat --- provide a *stat()* function for gawk \*/**

**static *awk*\_value\_t \***

**do\_stat(int nargs， *awk*\_value\_t \*result)**

**{**

***awk*\_value\_t file\_param， array\_param;**

**char \*name;**

***awk*\_array\_t array;**

**int ret;**

**struct stat sbuf;**

**/\* default is *lstat()* \*/**

**int (\*statfunc)(const char \*path， struct stat \*sbuf) = lstat;**

**assert(result != NULL);**

**if (nargs != 2 && nargs != 3) {**

**if (do\_lint)**

**lintwarn(ext\_id，\_("stat: called with wrong number of arguments"));**

**return make\_number(-1， result);**

**}**

后面接着的是实际的工作。函数先取得参数，接下来，它会取得文件的信息。如果调用的函数（lstat()或者stat()）返回一个错误，则代码设置 ERRNO 的值然后返回：

**/\* file is first arg， array to hold results is second \*/**

**if ( ! get\_argument(0， AWK\_STRING， & file\_param)**

**|| ! get\_argument(1， AWK\_ARRAY， & array\_param)) {**

**warning(ext\_id， \_("stat: bad parameters"));**

**return make\_number(-1， result);**

**}**

**if (nargs == 3) {**

**statfunc = stat;**

**}**

**name = file\_param.str\_value.str;**

**array = array\_param.array\_cookie;**

**/\* always empty out the array \*/**

**clear\_array(array);**

**/\* stat the file; if error， set ERRNO and return \*/**

**ret = statfunc(name， & sbuf);**

**if (ret < 0) {**

**update\_ERRNO\_int(errno);**

**return make\_number(ret， result);**

**}**

其他的冗长的工作由 fill\_stat\_array() 来完成，这个已经在前面出现过。当完成时，函数返回从 fill\_stat\_array() 函数中返回的值：

**ret = fill\_stat\_array(name， array， & sbuf);**

**return make\_number(ret， result);**

**}**

最后，有必须提供一些“胶水”来将新的函数装入 gawk，filefuncs 扩展也提供了一个 fts() 函数，这个函数在这里进行了省略（查看 ， ***在第 391 页***）。由于这个原因，有一个初始化函数：

**/\* init\_filefuncs --- initialization routine \*/**

**static *awk*\_bool\_t**

**init\_filefuncs(void)**

**{**

**...**

**}**

到目前为止，就差不多完成了。我们需要一个 awk\_ext\_func\_t 结构的数组用来装载每个一个函数到 gawk 中：

**static *awk*\_ext\_func\_t func\_table[] = {**

**{ "chdir"， do\_chdir， 1 }，**

**{ "stat"， do\_stat， 2 }，**

**#ifndef \_\_MINGW32\_\_**

**{ "fts"， do\_fts， 3 }，**

**#endif**

**};**

每个指针都必须有一个例程名为 dl\_load() 来载入所有要被载入的东西。最简单的方法是使用 gawkapi.h 中的 dl\_load\_func() 宏：

**/\* define the dl\_*load()* function using the boilerplate macro \*/**

**dl\_load\_func(func\_table， filefuncs， "")**

以上即是所有代码！

### 16.6.3 整合扩展

现在代码已经写在，但是需要能够在 gawk 解释器运行的时候，将其载入。首先，代码是需要编译的。假充函数在一个名为 filefuncs.c 的文件中，而 idir 是 gawkapi.h 头文件所在的位置。下面的步骤[[112]](#footnote-113)用来创建一个 GNU/Linux 共享库：

**$ gcc -fPIC -shared -DHAVE\_CONFIG\_H -c -O -g -Iidir filefuncs.c**

**$ gcc -o filefuncs.so -shared filefuncs.o**

库一旦生成，就可以通过 @load 关键字来进行载入：

**# file testff.*awk***

**@load "filefuncs"**

**BEGIN {**

**"pwd" | *getline* curdir # save current directory**

**close("pwd")**

**chdir("/tmp")**

**system("pwd") # test it**

**chdir(curdir) # go back**

**print "Info for testff.*awk*"**

**ret = stat("testff.*awk*"， data)**

**print "ret ="， ret**

**for (i in data)**

***printf* "data[\"%s\"] = %s\n"， i， data[i]**

**print "testff.*awk* modified:"，**

**strftime("%m %d %Y %H:%M:%S"， data["mtime"])**

**print "\nInfo for JUNK"**

**ret = stat("JUNK"， data)**

**print "ret ="， ret**

**for (i in data)**

***printf* "data[\"%s\"] = %s\n"， i， data[i]**

**print "JUNK modified:"， strftime("%m %d %Y %H:%M:%S"， data["mtime"])**

**}**

AWKLIBPATH 环境变量用来告知 gawk 到哪里去查看扩展（查看 ***，在第 382 页***）。我们将其设置为当前目录并执行程序：

**$ AWKLIBPATH=$PWD gawk -f testff.*awk***

**-| /tmp**

**-| Info for testff.*awk***

**-| ret = 0**

**-| data["blksize"] = 4096**

**-| data["devbsize"] = 512**

**-| data["mtime"] = 1412004710**

**-| data["mode"] = 33204**

**-| data["type"] = file**

**-| data["dev"] = 2053**

**-| data["gid"] = 1000**

**-| data["ino"] = 10358899**

**-| data["ctime"] = 1412004710**

**-| data["blocks"] = 8**

**-| data["nlink"] = 1**

**-| data["name"] = testff.*awk***

**-| data["atime"] = 1412004716**

**-| data["pmode"] = -rw-rw-r--**

**-| data["size"] = 666**

**-| data["uid"] = 1000**

**-| testff.*awk* modified: 09 29 2014 18:31:50**

**-|**

**-| Info for JUNK**

**-| ret = -1**

**-| JUNK modified: 01 01 1970 02:00:00**

## 16.7 gawk 发行版本中的例子扩展

这一节提供了一个简单的例子扩展的概况，例子与 gawk 版本一起发布。它们中的一些就是用于生产目的的（如 filefuncs，readdir，以及 inplace 扩展）。其他的主要是一些例子代码，以示范如何来使用扩展 API。

### 16.7.1 与文件相关的函数

filefuncs 扩展提供了不同的函数，其使用方法如下：

***@load "filefuncs"***

如何来装载扩展。

***result = chdir("/some/directory")***

chdir() 函数直接是 chdir() 系统调用的钩子函数，用来更改当前目录。如果成功则返回 0，如果错误则返回负值。在后面的情况还会更新 ERRNO 的值。

***result = stat("/some/path"， statdata [， follow])***

stat() 函数提供了 stat() 系统调用的钩子。如果成功，则返回 0，如果失败则返回负值。后后还会更新 ERRNO。

默认的情况下，它使用的是 lstat() 的系统调用。但是，如果传递了第三个参数，则会使用 stat()。

所有的情况下，它都会清除 statdata 数组。当调用成功时，stat() 会在 statdata 数组中填充从文件系统中返回的值。如下：

|  |  |  |
| --- | --- | --- |
| 下标 | Stat 中的域 | 文件类型 |
| "name" | The file name | All |
| "dev" | st\_dev | All |
| "ino" | st\_ino | All |
| "mode" | st\_mode | All |
| "nlink" | st\_nlink | All |
| "uid" | st\_uid | All |
| "gid" | st\_gid | All |
| "size" | st\_size | All |
| "atime" | st\_atime | All |
| "mtime" | st\_mtime | All |
| "ctime" | st\_ctime | All |
| "rdev" | st\_rdev | Device files |
| "major" | st\_major | Device files |
| "minor" | st\_minor | Device files |
| "blksize" | st\_blksize | All |
| "pmode" | 人可读的模式值字串，如 ls 打印的情况（如 “-rwxr-xr-x”） | All |
| "linkval" | 软链接的值。 | Symbolic links |
| "type" | 文件类型字串表示，"file"， "blockdev"， "chardev"，"directory"， "socket"， "fifo"，"symlink"， "door"， 或者 "unknown" 其中之一（并不是所有的系统都支持这些类型） | All |

***flags = or(FTS\_PHYSICAL， ...)***

***result = fts(pathlist， flags， filedata)***

遍历由 pathlist 提供的文件树，并填充 filedata 数组，如后所述。flags 是几个预定义值的或，也如后所述。如果没有错误，则返回 0，错误则返回 -1。

fts() 函数提供了 C 库中的 fts() 例程的钩子，用来目录结构进行遍历。它不会在流中一次返回一个文件的数据，而是将其信息填充到一个多维数组中。这个数组中包括在遍历目录结构时遇到的每个文件与目录的的数据。

参数如下：

***pathlist*** 文件名数组。使用的是元素的值，而不使用值索引。

***flags*** 这些是下面预定的一个或者多个常量的按位或。FTS\_LOGICAL 中 FTS\_PHYSICAL 必须要提供一个，否则 fts() 会返回一个错误，并设置 ERRNO。这些标志为：

FTS\_LOGICAL

执行的是“逻辑”上的文件遍历，在这个情况下针对链接文件返回的信息是被指向文件的信息，而不是链接文件本身。这个标志与 FTS\_PHYSICAL 是互斥的。

FTS\_PHYSICAL

执行一个“物理”的遍历，其中对于软连接文件的信息是软链接文件本身的信息。这个标志与 FTS\_LOGICAL 是互斥的。

FTS\_NOCHDIR

作为性能上的优化，C 库中的 fts() 例程会改变在目录结构中遍历文件时的目录，这个标志会禁用这个优化。

FTS\_COMFOLLOW

直接跟跟随 pathlist 中命名的软连接，不管是否设置了 FTS\_LOGICAL 标志。

FTS\_SEEDOT

默认的情况下，C 库中的 fts() 例程不会返回 .（dot）以及 .. （dot-dot）目录项。这个选项会使得 dot-dot 项会被包含进来。（扩展总是会包含 dot 的项，后面会有更多的说明。）

FTS\_XDEV 在遍历过程中，不跨越不同的的挂载的文件系统。

***filedata*** filedata 数组存储结果。fts() 首先会将其清除。然后会在 filedata 中为会在 pathlist 中的每个元素创建一个元素。索引即是 pathlist 中所给的目录或者文件的名字。这个索引下的元素本身是一个数组。存在两种情况：

*路径是一个文件*

在这种情况下，数组包含两个或者三个元素：

"path" 这个文件的全路径，在 pathlist 数组中是从“根”开始。

"stat" 这个元素自己是一个数组，包含与早前讨论的 stat() 函数在自己的 statdata 参数中填充的一样的信息。如果针对文件的系统调用 stat() 函数失败，则可能不存在这个元素。

"error" 如果发什么了某种错误，数组也包含一个名为 “error”的元素，这个元素是描述错误的字串。

*路径是一个目录*

在这种情况下，数组为每个目录生成一个元素。如果相应的项是文件，则元素与刚才描述的文件类型的项一样。如果项是目录，则元素是一个（递归地）描述子目录的元素。如果 FTS\_SEEDOT 在标志中进行了设置，则也会成在名字为 “..”的元素。这个元素也会是一个数组，包含了从 stat() 调用中提供的信息。

另外，也有一个元素，其索引为 “.”。这个元素是一个包含为文件提供的两个或者三个元素的数组。它们是，“path”，“stat”，“error”。

如果没有出错，fts() 函数返回 0，否则返回 -1。

提示：fts() 扩展并不是 C 库中的函数 fts() 完全的模拟，选择提供基于关联数组的接口，是在于在 awk 中使用起来更方便。这里缺少比较函数，因为 gawk 已经提供了非常强大的数组排序功能。尽管 像 fts\_read() 这样的接口本来应该提供，但是比起创建一个多维数组来表示文件的目录结构以及其信息来，它没有这么自然。

查看 gawk 发面版本中的 test/fts.awk 文件来获取使用 fts() 扩展函数的例子。

### 16.7.2 针对 *fnmatch()*的接口

这个扩展提供了 C 库接口 fnmatch() 函数，使用方法为：

***@load "fnmatch"***

如何来装载这个扩展。

***result = fnmatch(pattern， string， flags)***

成功时，返回值为 0，如果字串不匹配这个模式则返回 FNM\_NOMATCH，如果出错，则返回不同的非零值。

关于 fnmatch() 函数的一些其他信息，fnmatch 扩展则添加了一个常数（FNM\_NOMATCH），以及一个名为 FNM 的数组标志值。

fnmatch() 的参数有：

***pattern*** 要匹配的文件的通配符。

***string*** 文件名串

***flag*** 要么0，要么是 FNM 数组中多个值的相或

标志如下：

|  |  |
| --- | --- |
| 数组元素 | ***fnmatch() 所定义的对应标志*** |
| FNM["CASEFOLD"] | FNM\_CASEFOLD |
| FNM["FILE\_NAME"] | FNM\_FILE\_NAME |
| FNM["LEADING\_DIR"] | FNM\_LEADING\_DIR |
| FNM["NOESCAPE"] | FNM\_NOESCAPE |
| FNM["PATHNAME"] | FNM\_PATHNAME |
| FNM["PERIOD"] | FNM\_PERIOD |

例子如下：

**@load "fnmatch"**

**...**

**flags = or(FNM["PERIOD"]， FNM["NOESCAPE"])**

**if (fnmatch("\*.a"， "foo.c"， flags) == FNM\_NOMATCH)**

**print "no match"**

### 16.7.3 针对*fork()，wait()* 与 *waitpid()* 的接口

fork 扩展添加了三个函数，如下：

***@load "fork"***

如何来装入扩展。

***pid = fork()***

这个函数创建一个新的进程。返回值在子进程中返回为 0，在父进程中返回的是子进程的进程 ID，或者出错的情况下为 -1。在后面的情况，ERRNO 用来指示出错的原因。在子进程中，PROCINFO["pid"] 以及 PROCINFO["ppid"] 会被更新用以反映正确的值。

***ret = waitpid(pid)***

这个函数取数值参数，即要等待的进程的 ID。返回值是 waitpid() 系统调用的值。

***ret = wait()***

这个函数等待第一个子进程死亡。返回值是 wait() 系统调用的返回值。

没有相应的 exec() 函数。

下面是例子：

**@load "fork"**

**...**

**if ((pid = *fork()*) == 0)**

**print "hello from the child"**

**else**

**print "hello from the parent"**

### 16.7.4 启用文件就地编辑

inplace 扩展模拟 GNU sed 的 -i 选项，这个选项表示对每个输入文件进行“就地”编辑。它使用打包文件 inplace.awk，其中包含了要调用的扩展的适当文件：

**# inplace --- load and invoke the inplace extension.**

**@load "inplace"**

**# Please set INPLACE\_SUFFIX to make a backup copy. For example， you may**

**# want to set INPLACE\_SUFFIX to .bak on the command line or in a BEGIN rule.**

**# N.B. We call inplace\_*end()* in the BEGINFILE and END rules so that any**

**# actions in an ENDFILE rule will be redirected as expected.**

**BEGINFILE {**

**if (\_inplace\_filename != "")**

**inplace\_end(\_inplace\_filename， INPLACE\_SUFFIX)**

**inplace\_begin(\_inplace\_filename = FILENAME， INPLACE\_SUFFIX)**

**}**

**END {**

**inplace\_end(FILENAME， INPLACE\_SUFFIX)**

**}**

对于要处理的每一个常规文件，扩展重定向输出到一个临时文件中，其与原始的文件具有相同所有权以及访问权限。在处理了相应的文件后，扩展会恢复标准输出到原来的目标。如果 INPLACE\_SUFFIX 不为空串，则初始文件将后缀联合创建一个备份文件。最后，临时文件被重新命名为初始文件。

\_inplace\_filename 变量用来跟踪当前的文件名，这样不用在处理第一个文件时调用 inplace\_end()。

如果出现的错误，扩展会生成一个致命错误，以立即结束处理，不会对原始文件造成破坏。

这是一些简单的例子：

**$ gawk -i inplace ’{ gsub(/foo/， "bar") }; { print }’ file1 file2 file3**

为了保存原文件的一个备份复本，可以这么执行：

**$ gawk -i inplace -v INPLACE\_SUFFIX=.bak ’{ gsub(/foo/， "bar") }**

**> { print }’ file1 file2 file3**

### 16.7.5 字符与数值：ord()与chr()

ordchr 扩展添加了两个函数，名字为 ord() 与 chr()，如下：

***@load "ordchr"***

这里用来进行扩展装载。

***number = ord(string)***

返回 string 中第一个字符的数值值。

***char = chr(number)***

返回第一个字母是由数值（number）表示的字串。

这些函数由 Pascal 语言的同名函数借用而来。下面是例子：

**@load "ordchr"**

**...**

***printf*("The numeric value of 'A' is %d\n"， ord("A"))**

***printf*("The string value of 65 is %s\n"， chr(65))**

### 16.7.6 读取目录

readdir 扩展添加了一个目录的输入分析器，其使用如下：

**@load "readdir"**

当使用这个扩展时，它不会跳过在命令行中的目录（或者也不会在 getline 中跳过），相反它们会被读取，每一个项作为一个记录。

记录包含三域。头两个域是 inode 号与文件名，文件名由 / 进行分隔。在目录项中包含文件类型的系统中，记录会有第三个域（这个域也由 / 进行分隔，这是一个由单个字母表示的文件的类型。这些字母以及文件的相应的类型，在表 16.2 中。

|  |  |
| --- | --- |
| 字母 | 文件类型 |
| b | 块设备 |
| c | 字符设备 |
| d | 目录 |
| f | 常规文件 |
| l | 符号连接 |
| p | 命令管道（FIFO） |
| s | Socket |
| u | 其他（未知） |

表 16.2：由 readdir 扩展返回的文件类型

在没有文件系统的系统中，第三个域总是‘u’。

提示：在 GNU/Linux 系统中，有一些文件系统不支持 d\_type 项（查看 readdir(3) 手册页），因此文件类型也总是 ‘u’。你可以使用 filefuncs 扩展来调用 stat() 来取得正确的类型信息。

下面是例子：

**@load "readdir"**

**...**

**BEGIN { FS = "/" }**

**{ print "file name is"， $2 }**

### 16.7.7 倒转输出

revoutput 扩展添加了一个简单的输出包装器，包含器会将每个输出行的字符进行倒转。这个扩展的主要目的是来演示如何写一个输出包装器，尽管它可能有点无厘头。下面是例子：

**@load "revoutput"**

**BEGIN {**

**REVOUT = 1**

**print "don’t panic">"/dev/stdout"**

**}**

这个例子中的输出为 ‘cinap t'nod’。

### 16.7.8 双路 I/O 例子

revtwoway 扩展添加了一个简单的双路处理器，用来将初 awk 程序读取回来的每一行的字母进行倒转。它的目录是演示如何来写一个双路处理串，这也许也很无厘头。下面的例子示范如何来使用：

**@load "revtwoway"**

**BEGIN {**

**cmd = "/magic/mirror"**

**print "don’t panic" |& cmd**

**cmd |&*getline* result**

**print result**

**close(cmd)**

**}**

这个程序的输出是 ‘cinap t'nod’。

### 16.7.9 输出与恢复数组

rwarray 扩展添加了两个函数，名字为 writea() 与 reada()，如下：

***@load "rwarray"***

如何来装载扩展。

***ret = writea(file， array)***

这个函数有一个字串参数，这个参数是要 dump 数组到文件的名字，而数组则为第二个参数。writea() 可以处理数组之数组。如果成功则返回 1，否则返回 0。

***ret = reada(file， array)***

reada() 是 writea() 的相反的版本，它从由第一个参数命令的文件中读取，并将其填充到作为第二个参数的数组。它首先会将数组清空。在这里也是成功时返回 1，否则返回 0。

由 reada() 创建的数组与 writea() 所写的数组在数据相同的情况下是相同的。但是，由于实现的问题，重建的数组的遍历顺序有可能不同于最开始的数组。在 awk 中数组的遍历顺序默认是未定义的，这在技术上来讲并不是什么问题。如果你要保证一个特定的遍历顺序，使用 gawk 中的数组排序特定来处理（查看 ， ***在第 298 页***）。

文件中包含的是二进制数据。所有的整数值都以网络字节序写入的。但是，双精度的浮点数是使用的本地进制数据。所以，只包含字串数据的数组理论上在系统上是以字节序的方式进行输出的，但是在另一个系统上可能是不一样的，但是也没有试过。

下面是例子：

**@load "rwarray"**

**...**

**ret = writea("arraydump.bin"， array)**

**...**

**ret = reada("arraydump.bin"， array)**

### 16.7.10 读取整个文件

readfile 扩展添加了一个函数，名字为 readfile()，以及一个输入分析器：

***@load "readfile"***

如何来使用扩展。

***result = readfile("/some/path")***

参数是要读取的文件的名字。返回值是一个字串，其中包含所请求文件的所有内容。如果错误，函数返回空串，并设置 ERRNO 的值。

***BEGIN { PROCINFO["readfile"] = 1 }***

另外，扩展添加了一个输入分析器，如果 PROCINFO["readfile"] 存在时则会被激活。当被激活时，每个文件都以整个的内容返回为 $0，RT 被设置为空串。

下面的例子：

**@load "readfile"**

**...**

**contents = readfile("/path/to/file");**

**if (contents == ""&& ERRNO != "") {**

**print("problem reading file"， ERRNO) >"/dev/stderr"**

**...**

**}**

### 16.7.11 扩展的时间函数

time 扩展添加了两个函数，名字为 gettimeofday() 以及 sleep，如下：

***@load "time"***

如何来使用扩展。

***the\_time = gettimeofday()***

返回从 1970-01-01 UTC 以来的消逝的秒数，类型为浮点数。如果时间在平台上不可得，则返回 -1 并设置 ERRNO。返回的时间应该有次秒的精度，但是实际的精度在不同的平台上是不同的。如果标准的 C gettimeofday() 系统调用在平台上是可用的，则它只是简单地返回这个函数的值。否则，如果在 MS-Windows 平台上，它返回 ***GetSystemTimeAsFileTime()*** 函数返回的值。

***result = sleep(seconds)***

尝试休眠 seconds 秒。如果 seconds 为负数，或者尝试休眠失败，则返回 -1 并且设置 ERRNO。否则在休眠了指定的时间后返回0。注意，seconds 可以是一个浮点数（非整数）。实现细节是：依赖于平台的可获得性，这个函数会尝试使用 nanosleep() 或者 select 来实现延迟。

### 16.7.12 API 测试

testext 扩展执行扩展 API 中没有在被其他例子测试到的部分。extension/testext.c 文件包含扩展的 C 代码以及 awk 测试代码，这些代码注释在执行测试的 C 注释中。测试框架提取 awk 代码来执行测试。查看源代码来获取更多的信息。

## 16.8 gawkextlib 项目

gawkextlib 项目提供了很多的 gawk 扩展，包含用于处理 XML 文件的扩展，这是由最开始的 xgawk（XML gawk）项目演化过来的。

在写本书的时候，一共有七个扩展：

* errno 扩展
* GD graphics 库扩展
* PDF 扩展
* PostgreSQL 扩展
* MPFR 库扩展（这提供了访问很多的 MPFR 函数，这些函数在 gawk 的本地 MPFR 是不被支持的）
* Redis 扩展
* XML 分析器扩展，这个扩展使用 Expat XML 分析库

你可以查看 gawkextlib 项目的代码，这些代码可以通过 Git 分布式源代码扩展系统获取。相应的命令为：

**git clone git://git.code.sf.net/p/gawkextlib/code gawkextlib-code**

为了构建 XML 扩展 ，你需要在你的系统已经安装好了 Expat XML 分析库。

另外，你必须还要有 GNU Autotools 安装在系统上（Autoconf，Automake，Libtool 以及 GNU gettext）。

一个简单的构建与测试 gawkextlib 的过程如下。首先是构建与安装 gawk：

**cd .../path/to/gawk/code**

**./configure --prefix=/tmp/newgawk *Install in /tmp/newgawk for now***

**make && make *check Build and check that all is OK***

**make install *Install gawk***

接下来，到 http://sourceforge.net/projects/gawkextlib/files 中下载 gawkextlib 以及任意的你想要构建的扩展。站点中的 README 文件说明了如何来构建代码。如果你将 gawk 安装在一个非标准的位置，你还要指定 ./configure --with-gawk=/path/to/gawk 来指定它。你可能需要使用 sudo 工具来安装 gawk 与gawkextlib，这视你所在的系统的工作方式。

如果你写了一个扩展，而希望与其他的 gawk 用户一起分离，可以考虑通过 gawkextlib 项目来进行分发。查看这个项目的网站来获取更多的信息。

## 16.9总结

* 你可以为 gawk 用 C 或者 C++ ，并利用由 gawk 开发者所定义的应用程序接口（API）来写扩展（有时也叫插件）。
* 扩展必须有一个与 GNU 通用许可证协议（GPL）兼容的许可证，而它们必须通过声明一个名为 plugin\_is\_GPL\_compatible 的变量来进行断言。
* 在 gawk 与扩展之间的通信是双向的，gawk 将一个结构传递给扩展，这个结构中包含了各种数组成员以及函数指针。而扩展可以通过 gawk 提供的函数来调用 gawk 以实现特定的任务。
* 这些工作其中之一是“注册”名字与新的 awk 层功能实现到 gawk 中，这些实现名字为 do\_XXXX()，而这个函数实现的是 awk 层的函数 XXXX()。
* API 定义在头文件 gawkapi.h 中。你的源代码中，必须在包含这个头文件之前包含很多的标准头文件。
* API 函数指针可提供下面的操作：
* 分配，重新分析以及释放内存
* 注册函数（你可以注册扩展函数，退出回调函数，版本字串，输入分析器，输出包装器以及双路处理器）
* 打印致命错误，告警以及 ‘lint’警告信息
* 更新 ERRNO 或者重置它
* 访问参数，其中包括将一个未定义的参数转换为数组
* 符号表访问（返回全局变量，创建或者更改变量）
* 创建并翻译缓存值，这会给使用多个变量值提供一种高效的方法，且获取巨大的性能回报
* 操作数组（返回，添加，删除或者修改元素，获取数组元素个数，创建新数组，清除数组，扁平化数组来使用简单的 C 风格的循环来访问其所有的索引与元素。
* API 定义了很多的标准数组类型用来表示 awk 的值，数组元素以及数组。
* API 提供了方便的函数用来构建值。也提供了内存管理函数来保证 gawk 分配的内存与由扩展分配的内存的兼容性。
* 所有的从 gawk 传递给扩展的内存必须被扩展当成是只读的。
* 所有的由扩展传递给 gawk 的内存必须通过 API 的内存分配函数来分配。gawk 会管理这些内存并在合适的时间释放它。
* API 提供了 gawk 运行时的版本信息，这样扩展可以确定其是否与载入扩展的 gawk 兼容。
* 最容易的开启一个新扩展的方式是复杂这一章中的样板代码。gawkapi.h 中的宏可以简化这个工作。
* gawk 发布版包含了很多小的，很有用的例子扩展。gawkextllib 项目包含了几个更大的扩展。如果你希望写一个扩展并将其分享给 gawk 的用户社区，gawkextlib 可以用于这样的目的。

## 16.10练习

1. 添加一个函数来实现系统调用，如 chown()，chmoe()，以及 umask() 来执行文件操作。这些函数添加到 ， ***在第 384 页***，中的扩展中。
2. 写一个输入分析器，在输入是来自于“终端”设备时则打印一个提示。你可以使用 isatty() 函数以获取输入文件是否是一个终端。（提示：这个函数调用起来通常很慢，最好只调用一次。）提示的内容应该一个可被 awk 层代码设置的变量。你可以将提示写到标准错误中。但是为了最好的结果，是打开一个在 /dev/tty 中的一个文件描述符（或者文件指针）并在其上打印提示，因为有可能标准错误可能会被重定向。

为什么标准错误比标准输出是用来输出提示的更好选择？你要替换成什么样的读取机制，是一次一条记录还是一次读取多个原始字节？

1. （难）如你何在 gawk 中来提供一个名字空间（namespace），这样不同扩展中的函数名字不会相互冲突？如果你想出了一个好方案，请与 gawk 的维护者联系并告知这个方案。
2. 写一个包装脚本来提供一个与 ‘sed -i’相似的接口，以实现在 ， ***在第 395 页***，中的“inplace”扩展。

**Part IV:**

Appendices

附录

# 附录 A awk 语言的演化

本书描述的 awk 的 GNU 版本，这个版本的 awk 是符号 POSIX 标准的。很多的老 awk 用户使用 Unix Version 7 版本的 awk 开始学习 awk 语言。（这个版本的实现是 Berkeley Unix 4.3 至Reno中的 awk 版本的基础。后续的 Berkeley Unix 版本，并且有一段时间，一些由 4.4 BSD-Lite 派生出来 Unix 版本使用不同的版本 gawk 来作为这些系统上的 awk。）这一简单地描述 awk 语言的演化过程，并对书中相应的章节做了引用 ，这样你可以看到更多的信息。

## A.1在 V7 与 SVR3.1 之间的变化

awk 语言在 Unix Version 7（1978）与 System V Release 3.1（1987）中作为通用常用工具第一个新版本之间有非常大的变化。这节对其中的变化进行归纳，并有相应的参考，这样可以获取进一步的信息：

* 需要用 ‘；’来分隔一行中的规则（查看 ， ***在第 31 页***）。
* 用户自定义函数与 return 语句（查看 ， ***在第 204 页***）。
* delete 语句（查看 ， ***在第 175 页***）。
* do-while 语句（查看 ， ***在第 148 页***）。
* 内置函数 atoan2()，cos()，sin()，rand() 与 srand()（查看 ， ***在第 183 页***）。
* 内置函数 gsub()，sub() 与 match()（查看 ， ***在第 184 页***）。
* 内置函数 close() 与 system()（查看 ， ***在第 194 页***）。
* ARGC， ARGV， FNR， RLENGTH， RSTART， 与 SUBSEP 预定义变量（查看 ， ***在第 155 页***）。
* 可赋值的 $0（查看 ， ***在第 69 页***）。
* 使用三元操作符‘?:’的条件表达式（查看 ， ***在第 132 页***）。
* 在 for 语句之外的 ‘indx in array’表达式（查看 ， ***在第 168 页***）。
* 幂操作符‘^’（查看 ， ***在第 119 页***）与其赋值操作符形式‘^=’（查看 ， ***在第 122 页***）。
* 与 C 兼容的操作符优先级，这个与一些旧的 awk 程序不同（查看 ）。
* 正则表达式可以作为 FS 的值（查看 ， ***在第 71 页***）以及作为 split() 函数（查看 ， ***在第 184 页***）的第三个参数，而不是使用 FS 的第一个字符。
* 作为 ‘~’ 与 ‘!~’ 操作符操作数的动态正则表达式（查看 ， ***在第 58 页***）。
* ‘\b’，‘\f’，与 ‘\r’转义序列（查看 ， ***在第 51 页***）。
* getline 函数（查看 ， ***在第 83 页***）输入重定向。
* 多 BEGIN 与 END 规则（查看 ， ***在第 141 页***）。
* 多维数组（查看 ， ***在第 176 页***）。

## A.2 在SVR3.1 与 SVR4 之间的变化

System V Release 4（1989）版本的 Unix awk 添加了这些特性（有一些来自于 gawk）：

* ENVIRON 数组（查看 ， ***在第 155 页***）。
* 多个 -f 选项（查看 ， ***在第 35 页***）。
* -v 选项用于在程序执行前进行变量赋值（查看 ， ***在第 35 页***）。
* -- 用于表示命令行选项的结束。
* ‘\a’，‘\v’ 与 ‘\x’ 转义字符（查看 ， ***在第 51 页***）
* 内置函数 srand() 有确定的返回值（查看 ， ***在第 183 页***）。
* toupper() 与 tolower() 内置字串函数，用于大小定转换（查看 ， ***在第 184 页***）。
* 对于 printf 中的‘%c’格式控制字串有更清晰的规范（查看 ， ***在第 98 页***）。
* 在 printf 与 sprintf() 的参数列表中，可以动态控制域的宽度与精度（“%\*.\*d”）（查看 ， ***在第 98 页***）。
* 正则表达式常量的使用，如 /foo/ 作为一个表达式，这个与匹配操作符，如‘***$0 ~ /foo/***’是一样的的（查看 ， ***在第 114 页***）。
* 在命令行变量赋值中处理转义序列（查看 ， ***在第 116 页***）。

## A.3 在 SVR4 与 POSIX awk 之间的变化

awk 命令语言与工具的 POSIX 标准引入了下面变量：

* 使用 -W 特定于实现的选项（查看 ， ***在第 35 页***）。
* 使用 CONVFMT 用于控制数值转换为字串（查看 ， ***在第 117 页***）。
* 数值字串的概念并引入与更严格的比较规则（查看 ， ***在第 127 页***）。
* 使用预定义的变量作为函数参数名被禁用（查看 ， ***在第 204 页***）。
* 很多之前没有文档的语言特性有了更完备的文档。

在 2012 年，很多之前很多年都以扩展的方式取得的特性最终被加入到 POSIX 标准中。它们是：

* fflush() 内置函数用来刷出输出（查看 ， ***在第 194 页***）。
* nextfile 语句（查看 ， ***在第 154 页***）
* 通过 ‘delete array’就可以删除整个数组（查看 ， ***在第 175 页***）。

查看 ，***在第 414 页***，来获取还没有被接受为 POSIX 标准的扩展列表。

2008 年的 POSIX 标准可以在线上找到：http://www.opengroup.org /onlinepubs/9699919799/

## A.4 Brian Kernighan awk 中的扩展

Brian Kernighan 版本的 awk 可以通过它的主页来获取（查看 ， ***在第 435 页***）。

这一节描述的是来自于他的 awk 版本的通用扩展：

* ‘’ 与 ‘’ 操作符（查看 **， *在第 119 页*** 与 ， ***在第 122 页***）。
* func 用于 function 的缩写（查看 ， ***在第 204 页***）。
* fflush() 内置函数用来刷出缓存的输出（查看 ， ***在第 194 页***）

查看 ，***在第 414 页***，来获取在它的 awk 中可以获取的扩展。

## A.5 不在 POSIX awk 中的 gawk 扩展

awk 的 GNU 实现，gawk 添加了大量的特性。它们在使用 --traditional 或者 --posix 选项的时候可以被禁用（查看 ， ***在第 35 页***）。

很多的特性已经有一些年头了，这一节对这些附加的特性进行描述，这些特性使用在现在的 gawk 版本中，但是超出 POSIX 标准。

* 额外的预定义变量：
  + ARGIND， BINMODE， ERRNO， FIELDWIDTHS， FPAT， IGNORECASE， LINT， PROCINFO， RT， 与 TEXTDOMAIN 变量（查看 ， ***在第 155 页***）。
* Special files in I/O redirections:
* I/O 重定向中的特殊文件：
  + /dev/stdin， /dev/stdout， /dev/stderr， 与 /dev/fd/N 特殊文件名（查看 ， ***在第 106 页***）。
  + /inet， /inet4， 与 ***‘/inet6’*** 等特殊文件用于使用‘|&’ TCP/IP 网络通信，来指定使用哪个版本的协议（查看 ， ***在第 306 页***）。
* 语言中的更改与/或者添加：
  + ‘\x’转义序列（查看 ， ***在第 51 页***）。
  + 完全地支持 POSIX 与 GNU 正则表达式（查看 ***， 在第 50 页***）。
  + FS 与 split() 的第三个参数可以为空串（查看 ， ***在第 74 页***）。
  + 可以设置 RS 为正则表达式（查看 ， ***在第 63 页***）。
  + 可以在 awk 程序源代码中使用八进制与十六进制（查看 ， ***在第 113 页***）。
  + 使用‘|&’操作符来与并程进行双向 I/O 通信（查看 ， ***在第 304 页***）。
  + 间接函数调用（查看 ， ***在第 213 页***）。
  + 在命令行上输入目录会导致警告产生，但会跳过（查看 ， ***在第 91 页***）。
* 新的关键字：
  + BEGINFILE 与 ENDFILE 特殊模式（查看 ， ***在第 143 页***）。
  + switch 语句（查看 ， ***在第 150 页***）。
* 对标准 awk 函数的改变：
  + close() 函数的第二个可选参数可以关闭到并程的双向管道的一端（查看 ， ***在第 304 页***）。
  + 使用 --posix 时，gsub() 与 sub() 与 POSIX 兼容。
  + length() 函数接受一个数组作为参数并返回数组中元素的个数（查看 ， ***在第 184 页***）。
  + match() 函数的第三个可选参数用于捕获在正则表达式中的文本匹配子表达式（查看 ， ***在第 184 页***）。
  + 在 print 格式中的位置指定符用来简化翻译（查看 ， ***在第 315 页***）。
  + split() 函数的额外可选的第四个参数，是用来存放域分隔文本的数组（查看 ， ***在第 184 页***）。
* gawk 中的额外函数：
  + ***gensub()***， ***patsplit()***， 与 ***strtonum() 使得文本操作更加强大（查看*** ， ***在第 184 页）。***
  + asort() 与 asorti() 函数用来对数组排序（查看 ， ***在第 298 页***）。
  + ***mktime()***， ***systime()***， 与 ***strftime() 用来处理时间戳（查看*** ， ***在第 197 页）。***
  + ***and()***， ***compl()***， ***lshift()***， ***or()***， ***rshift()***， 与 ***xor()*** 函数用来处理位操作（查看 ， ***在第 201 页***）。
  + isarray () 函数用来检查一个变量是否为数组（查看 ， ***在第 203 页***）。
  + ***bindtextdomain()***， ***dcgettext()***， 与 ***dcngettext()*** 函数用于国际化（查看 ， ***在第 313 页***）。
* 命令行中的改变与/或者添加
  + AWKPATH 环境变量用来指定 -f 命令选项的搜索路径（查看 ， ***在第 35 页***）。
  + AWKLIBPATH 环境变量用来指定 -l 命令行选项的搜索路径（查看 ， ***在第 35 页***）。
  + -b， -c， -C， -d， -D， -e， -E， -g， -h， -i， -l， -L， -M， -n， -N， -o， -O， -p， -P， -r， -S， -t， 与 -V 短选项。同时也可以使用 GNU 风格的长选项。这些选项以 -- 开始，--assign， --bignum， --characters-as-bytes，--copyright， --debug， --dump-variables， --exec， --field-separator，--file， --gen-pot， --help， --include， --lint， --lint-old， --load，--non-decimal-data， --optimize， --posix， --pretty-print， --profile，--re-interval， --sandbox， --source， --traditional， --use-lc-numeric， 与 --version 是相应的长选项（查看 ， ***在第 35 页***）。
* 支持下面的下面过时系统的被从 gawk 4.0 版本的代码与文档中移除。
  + Amiga
  + Atari
  + BeOS
  + Cray
  + MIPS RiscOS
  + MS-DOS with the Microsoft Compiler
  + MS-Windows with the Microsoft Compiler
  + NeXT
  + SunOS 3.x， Sun 386 (Road Runner)
  + Tandem (non-POSIX)
  + Prestandard VAX C compiler for VAX/VMS
  + GCC for VAX and Alpha has not been tested for a while.
* 支持下面过时系统从 gawk 4.1 版本中被移除了。
  + Ultrix

## A.6 gawk 特性历史

这一小节描述存在 gawk 但是不在 POSIX awk 中的特性，安它们加入到 gawk 中的顺序进行排序。

gawk 2.10 版本引入了下面的特性：

* AWKPATH 环境变量用于指针 -f 命令行选项指定搜索路径（查看 ， ***在第 35 页***）。
* IGNORECASE 变量及其效果（查看 ， ***在第 60 页***）。
* /dev/stdin， /dev/stdout， /dev/stderr 与 /dev/fd/N 特殊文件名（查看 ， ***在第 106 页***）。

gawk 2.12 版本引入了下面的特性：

* FIELDWIDTHS 变量与其效果（查看 ， ***在第 77 页***）。
* systime() 与 strftime() 内置函数用来获取及打印时间戳（查看 ， ***在第 197 页***）。
* 额外的命令选项（查看 ， ***在第 35 页***）：
  + -W lint 选项用于提供源代码与运行时的错误与可移植性检测。
  + -W 兼容选项用来关闭 GNU 扩展。
  + -W posix选项用来实现完全的 POSIX 兼容。

2.14 版本的 gawk 引入了下面的特性：

* nextfile 语句用来跳到下一个数据文件（查看 ， ***在第 154 页***）。

2.15 版本 gawk 引入了下面的特性：

* New variables (see ， ***在第 155 页***):
* 新的变量（查看 ， ***在第 155 页***）：
  + ARGIND 用来跟踪 ARGV 中的 FILENAME 的移动。
  + ERRNO 在 getline 返回 -1 或者 close() 失败时包含了系统的错误信息。
* /dev/pid， /dev/ppid， /dev/pgrpid， 与 /dev/user 特殊文件名，这些已经被移除。
* 可以使用一次 ‘delete array’来删除数组中的所有元素（查看 ， ***在第 175 页***）。
* 命令行选项变化 （查看 ， ***在第 35 页***）：
  + The ability to use GNU-style long-named options that start with --.
  + 可以使用 GNU 风格的以 -- 开始的长选项。
  + 通过 --source 选项来混合命令行与库文件源代码。

3.0 版本的 gawk 引入了下面的特性：

* 新的或者变化了的变量：
  + IGNORECASE 已经变化，现在可以用于字串比较以及正则表达式操作（查看 ， ***在第 60 页***）。
  + RT 其中包含了输入中匹配 RS 的文本（查看 ， ***在第 63 页***）。
* 完全支持 POSIX 与 GNU 正则表达式（查看 ***，在第 50 页***）。
* gensub() 函数可以实现更强大的文本操作（查看 ， ***在第 184 页***）。
* strftime() 函数需要一个默认的时间格式，可以不用参数就可以调用（查看 ， ***在第 197 页***）。
* FS 与 split() 函数的第三个参数可以是空串（查看 ， ***在第 74 页***）。
* RS 可以是一个正则表达式（查看 ， ***在第 63 页***）。
* nextfile 语句变成 nextfile（查看 ， ***在第 154 页***）。
* 来自于 BWK awk 的 fflush() 函数（当时在 Bell Laboratories，查看 ， ***在第 194 页***）。
* 新的命令行选项：
  + --lint-old 选项来警告在初始的 Version 7 Unix 版本中的 awk 中不支持的结构（查看 ， ***在第 404 页***）。
  + 来自于 BWK awk 的 -m 选项。（Brian 那个时候还是在 Bell Laboratories）之后从他的 awk 与 gawk 中都移除了。
  + --re-interval 选项用来提供在正则表达式中提供区间表达式（查看 ， ***在第 53 页***）。
  + -- traditional 选项添加成为 --compat 更好的名字（查看 ， ***在第 35 页***）。
* 使用 GNU Autoconf 来控制配置过程（查看 ， ***在第 423 页***）。
* 支持 Amiga。这已经被移除了。

3.1 版本的 gawk 引入了下面的特性：

* 新的变量（查看 ， ***在第 155 页***）：
  + BINMODE ，来自于非 POSIX 系统，可以用于二进制 I/O 输入输出文件（查看 ， ***在第 428 页***）。
  + LINT 用来动态地控制 lint 告警。
  + PROCINFO 是提供了进程相关信息的数组。
  + TEXTDOMAIN 用来设置程序的国际化文件域（查看 ***，在第 311 页***）。
* 可以在 awk 程序源代码中使用八进制与十六进制（查看 ， ***在第 113 页***）。
* 使用 ‘|&’来与并程进行双路 I/O（查看 ， ***在第 304 页***）。
* 使用 ‘|&’以及 /inet 特殊文件来进行 TCP/IP 网络通信（查看 ， ***在第 306 页***）。
* close() 第二个可选参数可以用于关闭到并程的双向管道的一端（查看 ， ***在第 304 页***）。
* match() 函数的第三个可选参数用于捕获正则表达式中的文本匹配子表达式（查看 ， ***在第 184 页***）。
* printf 格式中的位置指定符用于使国际化更为简单（查看 ， ***在第 315 页***）。
* 多个新的内置函数：
  + asort() 与 asorti() 函数用于排序数组（查看 ， ***在第 298 页***）。
  + ***bindtextdomain()***， ***dcgettext()*** 与 ***dcngettext()*** 函数用于国际化（查看 ， ***在第 313 页***）。
  + ***extension()*** 函数以及动态添加新的内置函数（查看 ***，在第 221 页***）。
  + mktime() 函数用于创建时间戳（查看 ， ***在第 197 页***）。
  + ***and()***， ***or()***， ***xor()***， ***compl()***， ***lshift()***， ***rshift()***， 与 ***strtonum()*** 函数（查看 ， ***在第 201 页***）。
* 支持‘next file’为两个单词的语句已经完全移除（查看 ， ***在第 154 页***）。
* 额外的命令行选项（查看 ， ***在第 35 页***）：
  + --dump-variables 选项用于打印所有的全局变量的列表。
  + --exec 选项用于 CGI 脚本。
  + --gen-po 命令选项以及前置下划线的使用来标志要被翻译的字串（查看 ， ***在第 315 页***）。
  + --non-decimal-data 选项可以输入非十进制数（查看 ， ***在第 297 页***）。
  + --profile 选项以及 pgawk （gawk 的 profiling 版本）用于产生 awk 程序的执行统计（查看 ， ***在第 307 页***）。
  + --use-lc-numeric 选项强制 gawk 使用本地语言的十进制数小数点来分析输入数据（查看 ， ***在第 117 页***）。
* 使用 GNU Automake 来辅助配置过程的标准化（查看 ， ***在第 423 页***）。
* 使用 GNU 的 gettext 来作为 gawk 自己的消息输出（查看 ， ***在第 319 页***）。
* BeOS 支持。后面被移除了。
* Tandem 支持。后面被移除了。
* Atari 移植版本不被官方支持后面整个地移除了。
* 源代码改成使用 ISO C 标准风格的函数定义。
* POSIX 兼容 sub() 与 gsub()（查看 ， ***在第 192 页***）。
* length() 函数被扩展为接受数组参数，并返回数组中元素的个数（查看 ， ***在第 184 页***）。
* strftime() 函数需要第三个参数来启用打印 UTC 时间（查看 ， ***在第 197 页***）。

gawk 4.0 版本引入了下面的特性：

* 添加的变量：
  + FPAT 可以让你指定一个正则表达式来匹配域，而不是匹配域分隔符（查看 ， ***在第 79 页***）。
  + 如果存在 PROCINFO["sorted\_in"]，则 ‘***for(iggy in foo)***’循环会在循环开始之前对索引排序。这个元素的值提供在循环遍历开始之前控制如何来对索引来进行排序（查看 ， ***在第 171 页***）。
  + PROCINFO["strftime"] 用于保存 strftime() 的默认格式（查看 ， ***在第 197 页***）。
* 移除特殊文件 /dev/pid， /dev/ppid， /dev/pgrpid 与 /dev/user。
* 通过 /inet6 特殊文件来支持 IPV6。/inet4 强制使用 IPV4，而 /inet 则使用系统默认的协议，一般是 IPV4（查看 ， ***在第 306 页***）。
* 在正则表达式中使用 ‘\s’ 与 ‘\S’转换序列（查看 ， ***在第 59 页***）。
* 区间表达式成为默认正则表达式的一部份（查看 ， ***在第 53 页***）。
* 即使使用 --traditional 情况下，也可以使用 POSIX 字符类型（查看 ， ***在第 53 页***）。
* break 与 continue 在循环外不再有效，即使使用 --traditional 选项（查看 ，***在第 151 页***，以及 ， ***在第 152 页***）。
* fflush() ，nextfile，与 ‘delete array’在使用 --posix 或者 --traditional 选项下也是允许的，因此它们已经是 POSIX 标准的一部分。
* asort() 与 asorti() 函数有可选的第三个参数，用于指定如何来排序（查看 ， ***在第 184 页***）。
* fflush() 的行为已经改成与 BWK awk 以及 POSIX 匹配，现在 ‘fflush()’与 ‘fflush("")’会刷出所有的重定向输出（查看 ， ***在第 194 页***）。
* isarray() 函数可以用于识别某个项是否为数组，这样可以来用于进行数组之数组的遍历（查看 ， ***在第 203 页***）。
* patsplit() 函数可以有与 FPAT 一样的分割能力（查看 ， ***在第 184 页***）。
* split() 函数的第四个可选参数是用于存放分割符的数组（查看 ， ***在第 184 页***）。
* 数组之数组（查看 ， ***在第 178 页***）。
* BEGINFILE 与 ENDFILE 特定规则（查看 ， ***在第 143 页***）。
* 间接函数调用（查看 ， ***在第 213 页***）。
* switch/case 默认情况下是启用的（查看 ， ***在第 150 页***）。
* 改变的命令行选项（查看 ， ***在第 35 页***）：
  + -b 与 --characters-as-bytes 选项用来防止 gawk 将输入当成多字节字串来处理。
  + 多余的 --compat，--copyleft 与 --usage 长选项已经被移除。
  + --gen-po 选项最后被改名为 --gen-pot。
  + --sandbox 选项可以禁用特定的特性。
  + 所有的长选项都需要有相应的短选项，以用于 ‘#!’脚本。
* 在命令行上输入了目录名现在会产生告警，而不是致命错误。除非使用了 --posix 或者 --traditional 选项（查看 ， ***在第 91 页***）。
* 重写了 gawk 区间表达式，引入了 dgawk 的调试器，并增强了一些性能（查看***，在第 320 页***）。
* 根据 GNU 编码标准，动态扩展必须要定义一个全局符号来指示它们是使用 GPL 兼容的协议（查看 ， ***在第 349 页***）。
* 在 POSIX 模式下，使用 strcoll()/wcscoll() 来进行字串比较（查看 ， ***在第 130 页***）。
* 用于进行原生 Socket 通信的选项被移除了，因为它从来没有被实现（查看 ， ***在第 306 页***）。
* ‘[d-h]’形式的范围会被当成在 C 语言设置中一样对待，不管使用的是什么样的正则表达式，即使使用了 --posix（查看 ， ***在第 414 页***）。
* 对下面系统的支持被移除了：
  + Atari
  + Amiga
  + BeOS
  + Cray
  + MIPS RiscOS
  + MS-DOS with Microsoft Compiler
  + MS-Windows with Microsoft Compiler
  + NeXT
  + SunOS 3.x， Sun 386 (Road Runner)
  + Tandem (non-POSIX)
  + Prestandard VAX C compiler for VAX/VMS

4.1 版本的 gawk 引入了下面的特性：

* 新加了三个变量：SYMTAB，FUNCTAB，以及 PROIFO["identifiers"]（查看 ， ***在第 158 页***）。
* gawk，pgawk 与 dgawk 被整合为一，并命名为 gawk。因为仅是命令行选项有变化。
* 改变的命令行（查看 ， ***在第 35 页***）：
  + -D 选项用来调用调试器。
  + -i 与 --include 选项用于载入 awk 库文件。
  + -l 与 --load 选项用于载入编译好的动态扩展。
  + -M 与 --bignum 选项用于启用 MPFR。
  + -o 选项用于简洁打印。
  + -p 选项用于性能统计。
  + 移除了 -R 选项被。
* 复用 MPFR 来支持高精度算术计算。（查看 ***，在第 336 页***）。
* ***and()***， ***or()*** 与 ***xor()*** 函数更改成可以接受任意数量的参数，最小为两个（查看 ， ***在第 201 页***）。
* 动态扩展接口完全全进行了重构（查看，***在第 349 页***）。
* 在 BEGINFILE 与 ENDFILE 规则中也允许重定向的 getline（查看 ， ***在第 143 页***）。
* where 命令被添加到了调试器中（查看 ， ***在第 330 页***）。

## A.7 通用扩展汇总

下面的表中归纳了由 gawk，Brian Kernighan awk 与 mawk 所支持的通用扩展。这是三个用得最多，并且可以自由获取的 awk 版本（查看 ， ***在第 435 页***）。

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Feature | BWK ***awk*** | ***mawk*** | gawk | 目前标准 |
| ***‘\x’*** 转义序列 | X | X | X |  |
| FS 为空串 | X | X | X |  |
| /dev/stdin 特殊文件 | X | X | X |  |
| /dev/stdout 特殊文件 | X | X | X |  |
| /dev/stderr 特殊文件 | X | X | X |  |
| 不需要下标的数组删除 | X | X | X | X |
| ***fflush()*** 函数 | X | X | X | X |
| ***length()*** 的数组版本 | X | X | X |  |
| ***nextfile 语句*** | X | X | X | X |
| \*\* and \*\*= 操作符 | X |  | X |  |
| func 关键字 | X |  | X |  |
| BINMODE 变量 |  | X | X |  |
| RS 可为正则表达式 |  | X | X |  |
| 时间相关函数 |  | X | X |  |

## A.8正则表达式范围与本地语言设置：又臭又长陈年旧事

这一节描述的是正则表达式与本地语言设置之间的混乱的历史时期，以及其如何影响不同版本的 gawk。

最初的 Unix 的正则表达式工具所定义的字符范围（如‘[a-z]’)用于匹配第一个字符到最后一个字符之间的字符（含）。其顺序基于每个字符在机器的本地字符集的数值值。所以，在基于 ASCII 的系统上，‘[a-z]’匹配所有的小字字母，因为这些从 ‘a’ 到 ‘z’ 之间数值值是连续的。（在 EBCDIC 系统上，‘[a-z]’这个范围也包含其他的非字母字符。）

几乎所有的 Unix 基础讲义都说此类型的范围表达式都是可工作的，还特别教人们说，‘[a-z]’是用来匹配小写字母的“正确”方式，而‘[A-Z]’则是匹配大写字母的“正确”方式。而实际上，这也是真的。[[113]](#footnote-114)

1992 年 POSIX 标准引入了本地语言设置这样的点子（查看 ， ***在第 136 页***）。很多的本地语言除了包含英语表中的26个字母外，还包含其他的字母，POSIX 标准则添加了字符类（查看 ， ***在第 56 页***）来匹配除了 ASCII 字符集中的传统字母之外的字符。

但是，标准对于范围的解释也发生了变化。在 “C” 以及 “POSIX”语言配置中，范围表达式如 ***‘[a-dx-z]’*** 与 ***‘[abcdxyz]’*** 是一样的，如在 ASCII 中的一样。但是在其他的语言设置中，顺序是按照协同顺序来进行定义的。

这是什么意思呢？在很多的语言设置中，‘A’与 ‘a’ 两者都小于‘B’。也就是说，这些语言设置会将用字典顺序来对字符进行排序，那么‘***[a-dx-z]***’ 不再与 ‘***[abcdxyz]***’ 等同了。相反，他有可能与‘***[ABCXYabcdxyz]***’等同。

还需要强调的是：很多的老师都教授用 ‘[a-z]’来匹配小写字母。但是在非 ASCII 语言设置的系统上，这也会匹配所有的大写字母，不包括‘A’或者‘Z’！这导致了持续的困惑，即使到了21世纪的今天。

为了说明这个问题，下面的例子使用 sub() 函数来执行文件匹配（查看 ， ***在第 184 页***）。这里，我们的目的是移除后面的大写字母：

**$ echo something1234abc | gawk-3.1.8 ’{ sub("[A-Z]\*$"， ""); print }’**

**-| something1234a**

这个输出并不是所期望的，因为 ‘bc’是 ‘***something1234abc***’的结束串，不应该匹配 ‘***[A-Z]\****’。是本地语言设置导致了这样的结果（因此你可能在你的系统上看不这样的输出）。

其他范围也有类似的问题。如 ***‘["-/]’*** 在 ASCII 中绝对有效，但是在很多的 Unicode 语言设置中，如 en\_US.UTF-8 中就不是这样。

gawk 早期的版本使用的正则表达式代码对于语言设置是不敏感的，所以对于范围的解释是之前的做法。

当 gawk 切换到使用语言设置敏感的正则表达式匹配器，问题就出现了。特别是在 GNU/Linux 与商业 Unix 的厂商开始实现非 ASCII 语言之后，并使这些语言成为默认选项。也许 FAQ（frequently asked question） 的问题已经变成这样，“为什么‘[A-Z]’会匹配小写字母？！？”

这样的问题已经存在了近10年，如果不是更多的话。gawk 已经很好地支持标准，并处理好了用户本地语言的问题，gawk 的维护者对于解释这些问题都已经非常厌倦了。在开发 4.0 版本的过程中，他们修改了 gawk，使其总是按原来的方式对待范围，即在标准前的方式。除非吏用了 --posix 选项（查看 ， ***在第 35 页***）。[[114]](#footnote-115)

幸运的是，最 gawk 4.0 发布不久，维护者了解到 2008 的标准已经更改了范围的定义，这样 “C” 与 “POSIX”之外的语言设置，范围表达式的含义是未定义的。[[115]](#footnote-116)

由于使用了这么一个可爱的技术术语，标准给了实现者相应许可来自己选择实现范围的方式。gawk 维护者选择了使用 POSIX 标准之前的含义，而不论是默认的正则表达式匹配还是使用了 --traditional 或者 --posix 选项。在所有的情况下，gawk 都与 POSIX 标准是符合的。

## A.9 gawk 的主要贡献者

*如果感谢是应该的就得感谢。*

*—Anonymous*

这一节列出了 gawk 以及/或者本书的主要贡献者，以大概年代前后顺序列出：

* Dr. Alfred V. Aho， Dr. Peter J. Weinberger 与 Dr. Brian W. Kernighan，以及贝尔实验室中所有的设计与实现了 Unix awk 的人，从这些人中形成了 awk 的主要特性集合。
* Paul Rubin 在 1986 年完成了最初的设计与实现，并写了本书的第一稿（大概 40 页）。
* Jay Fenlason 完成了最初的实现。
* Diane Close 修订了本书的第一稿，达到了 90 多页。
* Richard Stallman 帮助完成了最开始的实现，以及本书初稿。他同时也是 FSF 与 GNU 项目的创建者。
* John Woods 贡献了 gawk 初始版本的部分代码（大部份是修复）。
* 1988 年，David Trueman 成为 gawk 的主要维护者，并使其与“新”的 awk 兼容，并极大地提高了性能。
* Conrad Kwok， Scott Garfinkle 与 Kent Williams 使用不同版本的 MSC 完成了最初的向 MS-DOS 的移植。
* Pat Rankin 提供了 VMS 的移植及其文档。
* Hal Peterson 提供了移植 gawk 到 Cray Systems 的帮助。（当前已不再支持。）
* Kai Uwe Rommel 提供了 OS/2 的最初的移植版本及其文档。
* Michal Jaegermann 提供了 Atari 系统的移植及其文档。（这个移植不再支持。）他持续提供了可移植性检查，并完成了相当多的工作，以确定 gawk 可以工作在非 32 位系统上。
* Fred Fish 提供了 Amiga 系统的移植及其文档。（随着 Fred 的去世，这也不再支持了。）
* Scott Deifik 当前使用 DJGPP 维护 MS-DOS 的移植版。
* Eli Zaretskii 当前使用 MinGW 维护 MS-Windows 的移植版。
* Juan Grigera 提供了 Window32 系统的移植。（这已经不再支持。）
* 很多年以后，Dr. Darrel Hankerson 作为不同 PC 平台的移植版本的协调者，并构建了不同 PC 操作系统上的二进制发布版本。它也维护不同 PC 平台上的文档，以保持文档的及时更新。
* Christos Zoulas 提供 extension() 内置函数用于动态添加新功能（这在 gawk 4.1 版本已经取消。）
* J¨urgen Kahrs 贡献了最初的 TCP/IP 网络代码版本及其文档，并导致了 ‘|&’操作符的加入。
* Stephen Davies 提供了 Tandem 系统的最初移植版本及其文档。（但是，这也不再支持。）它也提交了最初的整合字节码实现到 gawk 代码库中的工作。
* Matthew Woehlke 提供了 Tandem POSIX 兼容系统的增强。
* Martin Brown 提供了 BeOS 的移植版本及其文档。（已不再支持。）
* Arno Peters 做了初始工作来将 gawk 切换到 GNU Automake 以及 GNU gettext。
* Alan J. Broder 提供了最初的 asort() 函数的版本，以及 match() 函数的第三个可选参数的代码。
* Andreas Buening 更新了 gawk 的 OS/2 的移植版本。
* IBM 日本的 Isamu Hasegawa （长谷川勇）贡献了对多字节字符的支持。
* Michael Benzinger 贡献了 switch 语句的最初代码。
* Patrick T.J. McPhee 贡献了在 Windows32 环境下动态装载的代码。（不再支持。）
* Anders Wallin 帮助维护了 VMS 移植版本多年。
* Assaf Gordon 贡献了实现 --sandbox 选项的实现代码。
* John Haque 作了如下贡献：
  + 修改 gawk，将其切换为一个字节码解释器，及其调试器。
  + 添加了真正的数组之数组
  + 其他修改以支持任意精度的算术运算
  + ，***在第 336 页***，的初始文本
  + 将三个版本的 gawk 合并为一的工作，以配合 4.1 的发布
  + 增强了由整数进索引的数组的内部实现。
  + 增强了由 John 与 Pat Rankin 驱动的数组排序特性
* Panos Papadopoulos 贡献了 ***，在第 46 页***，的初始文本。
* Efraim Yawitz 贡献了***，在第 320 页***，的初始文本。
* 在 gawk 4.1 版本的扩展 API 的开发主要由 Arnold Robbins 与 Andrew Schorr 驱动，并在后面的开发团队中做了巨大的贡献。
* John Malmberg 对于 OpenVMS 移植版及其文档做了巨大的贡献与增强。
* Antonio Giovanni Colombo 重写了之前章节中的很多例子，因为那些例子很多已经严重过时，我对其感谢不尽。
* Arnold Robbins 从 1988 年以来一直工作在 gawk 上，第一个协助 David Trueman，也是 1994 年以来的最主要的维护者。

## A.10总结

* awk 语言已经发展了很久。第一个发布版本大约在 1978 年的 V7 Unix 系统上。在 System V Release 3.1 的 1987 年的时候，一些主要的新增功能，包含用户自定义函数已经加入到语言中。其他的改变在 1989 年的 System V Release 4 加入。从此之后，其他的次要的变量都在 POSIX 标准的框架下进行。
* Brian Kernighan 的 awk 提供了一些扩展，并被实现为其他 awk 版本的通用扩展。
* gawk 提供了大量的 POSIX awk 所没有的扩展。它们可以使用 --traditional 或者 --posix 选项来禁用。
* gawk 中的 POSIX 本地语言设置与正则表达式匹配之间的纠葛一直让人困惑了好多年。现在，gawk 实现了 “合理范围解释”，如此， ‘[a-z]’ 这样的范围形式只匹配所在机器的本地字符集中的，数值在 ‘a’ 到 ‘z’之间的字符。字符集通常是 ASCII，但是在 IBM S/390 上可能是 EBCDIC。
* 很多人多来来对 gawk 的开发做出了贡献。 我们希望本章中所提供的列表是完整的，并在值得感谢的地方给予了相应的感谢。

# 附录 B 安装 gawk

本附录提供了用于安装 gawk 到由开发者所支持的不同平台上的指导。主要的开发者支持 GNU/Linux （以及 Unix）平台，其他则由贡献决定。查看 ，***在第 434 页***，来获取维护相应移植版本的维护者的邮件。

## B. 1gawk 发布版

这一节描述如何来获取 gawk 发布版本，如何解释，并列出不同的文件以及子目录。

### B.1.1 取得 gawk 发布版

有两个方式来获取 GNU 软件：

* 从某人那里直接复制。
* 从 Internet 主机 ftp.gnu.org 中的目录 /gnu/gawk 中来取得 gawk。匿名的 ftp 与 http 访问都是受支持的。如果你有 wget 程序，你可以如下来使用命令：

**wget http://ftp.gnu.org/gnu/gawk/gawk-4.1.2.tar.gz**

GNU 软件文档在全世界都有镜像。同步更新的镜像站点可以从主 FSF 网站上获取 。尝试其中一个镜像站点，如果不太忙，你可以使用一个离你近一点的站点。

### B.1.2 提取发布版

gawk 的发布版本有内个 tar 文件并用不同的压缩程序进行压缩：zip，bzip2 以及 xz。为简单起见，后面的说明假设你使用 GNU Gzip 程序进行压缩的（gzip）。

只要有了发布片（如 gawk-4.1.2.tar.gz），则可以使用 gzip 来解压文件然后使用 tar 来提取。你可以使用下面的管线来生成 gawk 的发布文件：

**gzip -d -c gawk-4.1.2.tar.gz | tar -xvpf -**

在使用 GNU tar 的系统上，你可以让 tar 来帮你进行解压：

**tar -xvpzf gawk-4.1.2.tar.gz**

解压后的文件会在当前目录下创建一个名字为 gawk-4.1.2 的目录。

发布文件名是 gawk-V.R.P.tar.gz 形式的名字。V 代表了 gawk 的主要版本，R 表示了当前 V 版本的发布版本，P 代表了补丁等级，表示在这个发布中修复了一些将要的 Bug。当补丁等级是 2，但是当返回发布时，你会取得最高版本号，发布版以及补丁等级。（提示，补丁等级大于等于70，表示是“beta”或者是非生产用软件，除非你不介意实验，否则你不要使用这样的版本。）如果你不在 Unix 或者 GNU/Linux 系统上，你需要对获取了解压 gawk 发布版另做打算。你可以咨询一下身边的专家。

### B.1.3 gawk 发布版的内容

gawk 发布版有很多的 C 源文件，文档文件，子目录以及与配置过程相关的文件（查看 ， ***在第 423 页***），还有几个子目录与不同的非 Unix 操作系统相关：

***各种 ‘.c’，‘.y’，与 ‘.h’ 文件***

这些文件包含实现的 gawk 源代码。

***ABOUT-NLS***

文件中包含关于 GNU gettext 与翻译的相关信息。

***AUTHORS*** 一些关于 gawk 的作者信息。它的存在只是为了符合自由软件基金会的规范。

***README***

***README\_d/README.\****

描述性文件：README 用于 Unix 下的 gawk，以及其他不同的软硬件组合。

***INSTALL*** 提供了配置与安装过程的基本过程的文件。

***ChangeLog***

bugs 修复或者增强的源代码详细列表。

***ChangeLog.0***

源代码更改的旧列表。

***NEWS*** 最后一个版本以来 gawk 的更改列表。

***NEWS.0*** gawk 的旧的更改列表。

***COPYING*** GNU 通用许可证文本。

***POSIX.STD***

awk 的 POSIX 标准中定义为未定义的行为描述，或者 gawk 中那结不完全符合，或者 POSIX 本身应该描述，但是没有描述的那些事性。

***doc/awkforai.txt***

指向初始文稿，该文稿简单地描述了为什么 gawk 是一个用于人工智能（AI）的好的编程语言的原因。

***doc/bc\_notes***

gawk 的内部“字节码”的简单描述。

***doc/README.card***

***doc/ad.block***

***doc/awkcard.in***

***doc/cardfonts***

***doc/colors***

***doc/macros***

***doc/no.colors***

***doc/setter.outline***

五色 awk 参考卡的 troff 源代码。像 GNU troff（groff）这样的现代版本的 troff 用于产生彩色的版本。查看 README 文件。如果你有旧的 troff，卡是说明文档。

***doc/gawk.1***

用于描述 gawk 手册的 troff 的源代码。这个文件是为了方便 Unix 用户。

***doc/gawktexi.in***

***doc/sidebar.awk***

本书的 Texinfo 源代码文件。它应该由 doc/sidebar.awk 文件进行处理，并在使用 texi2dvi 或者 texi2pdf 产生可打印的文档之前进行，使用 makinfo 来产生 Info 或者 HTML 文件。Makefile 会处理这些处理过程，并产生使用 viatexi2dvi 或者 texi2pdf 来产生可打印的输出。

***doc/gawk.texi***

使用 sidebar.awk 处理 gawktexi.in 文件之后产生的文件。

***doc/gawk.info***

为本书产生 Info 文件。

***doc/gawkinet.texi***

使用 gawk 进行 TCP/IP 网络处理的 Texinfo 源文件。它应该由 TEX 处理（通过 texi2dvi 或者 exi2pdf）来产生可打印的文档以及用 makeinfo 来产生 Info 或者 HTML 文件。

***doc/gawkinet.info***

gawk 中进行 TCP/IP 网络处理生成的 Info 文件。

***doc/igawk.1***

在 ，***在第 286 页***，中描述的 igawak 程序手册的 troff 源代码。

***doc/Makefile.in***

在配置过程中使用的输入文件，用于产生实际的生成文档的 Makefile。

***Makefile.am***

***\*/Makefile.am***

被 GNU Automake 软件使用的文件，以生成由 Autoconf 与 configure 使用的 Makefile.in 文件。

***Makefile.in***

***aclocal.m4***

***bisonfix.awk***

***config.guess***

***configh.in***

***configure.ac***

***configure***

***custom.h***

***depcomp***

***install-sh***

***missing\_d/\****

***mkinstalldirs***

***m4/\**** 这些文件与子目录在在不同的 Unix 系统中配置及编译 gawk 时使用。它们大多数在 ，***在第 423 页***，中进行的解释，共余的则作为主框架的支持文件。

po/\* 包含信息翻译的 po 库。

***awklib/extract.awk***

***awklib/Makefile.am***

***awklib/Makefile.in***

***awklib/eg/\****

awklib 目录包含了 extract.awk 的复本（查看 ， ***在第 281 页***），这个文件用于从本书的 Texinfo 源文件中提供例子程序。同时也包含了 Makefile.in 文件， configure 使用其来生成 Makefile 文件。Makefile.am 文件被 GNU Automake 用来创建 Makefile.in 文件。来自于 ***，在第 221 页***，的库函数，以及来自于 ，***在第 286 页***，的 igawk 程序，已经含在发布版本中，并且开箱即用。在安装过程中作为一部分进行安装。本书的其他程序在 awklib 等子目录中都可以获取 。

***extension/\****

被 gawk 包含的例子扩展的源代码，手册，以及基础文件。查看 ***，在第 349 页***，来获取更多信息。

posix/\* 用于在 POSIX 兼容的系统上构建 gawk 所需要的文件。

pc/\* 用于在 MS-Windows 与 OS/2 系统上构建 gawk 所需要的文件（查看 ，***在第 425 页***，获取相关信息）。

vms/\* 用于在 Vax/VMS 与 OpenVMS 系统上构建 gawk 所需要的文件（查看 ，***在第 430 页***，获取相关信息）。

test/\* gawk 的测试包。你可以在 gawk 的顶层目录中使用‘make check’来执行 gawk 的测试包。如果 gawk 测试成功，则你可以认为移植是成功的。

## B.2 在 Unix-like 的系统上编译与安装 gawk

一般情况下，你只需要两个命令来编译与安装 gawk。但是，如果你使用的是不常用的系统，你可能需要自己来为你的系统来配置 gawk。

### B.2.1 为 Unix-like 的系统编译 gawk

在所有的现代由 Unix 派生出来的系统中，都可以使用上面的常规步骤，如 GNU/Linux，BSD 派生的系统，以及 MS-Windows 中的 Cygwin 环境。

在解压了 gawk 发布文件后 切换到 gawk-4.1.2 目录。与大多的 GNU 软件类似，你通过执行 configure 文件来在系统上对 gawk 进行配置。这个程序是一个 Bourne Shell 脚本，由 GNU 的 Autoconf 自动产生。（Autoconf 软件在 Autoconf——配置脚本自动力生成，中有全面的描述，这个可以在自由软件基金会的网站上找到。）

简单地运行下面的命令来配置 gawk：

**sh ./configure**

这会产生 Makefile 与你的系统匹配 config.h。config.h 文件描述了你的系统的各种特性。你可以编辑 Makefile 来改变 CFLAGS 变量，用以控制传递到 C 编译的命令行选项（如优化等级或者调试编译选项）。

还有一种方法，你可以添加你自己的 make 变量到命令行中，像 CC 以及 CFLAGS 等，如下：

**CC=cc CFLAGS=-g sh ./configure**

查看文件 INSTALL 来获取详细内容。

完成了 configure，并对 Makefile 做了相应修改，输入：

**make**

不久后，你就可以有一个可以运行的 gawk 版本。所有的就是这些了。为了确认gawk 是可以工作正常的，执行 ‘make check’。所有的测试都应该是成功的。如果这些步骤没有成功，或者测试失败，检查 README\_d 目录来查看是否找到已知的问题。如果在那里并没有相关的失败的描述内容，则发送一个 Bug 报告（查看 ， ***在第 434 页***）。

当然，一旦完成了构建 gawk，你可以安装它。为了安装 gawk，你还需要执行 ‘make install’，所执行的用户需要有一定的权限。如何来完成安装，不同的系统是不同的，但是在多数的系统中，你可以通过 sudo 来完成。则命令会变成 ‘sudo make install’。有可能有密码输入请求，在这之前，你应该有配置好哪些用户可以执行 sudo 命令。

### B.2.2其他配置选项

当从头编译 gawk 时，还有几个额外的选项可以用在 configure 命令行上，它们是：

--disable-extensions

禁用配置与构建 extension 目录下的例子扩展。在交叉编译的时候，这个很有用。默认的行为是动态地检查扩展是否可以配置与编译。

--disable-lint

禁用所有的 gawk 的 lint 检查。--lint 与 --lint-old 选项（查看 ）可以被接受，但是什么也不做。类似地，设置 LINT 变量（查看 ）在运行的 awk 程序中也没有任务效果。当使用 GCC 的自动力的死代码清除功能时，这个选项可以使 gawk 的可选择体在 GNU/Linux x86-64 系统上小 23KB。在其他系统与编译器上的结果有差异。使用这个选项，可以给你带来一点性能上的提升。

注意：使用这个选项可能导致测试包中的一些测试无法通过。这个选项可能在后面会被移除。

--disable-nls

禁用所有的消息翻译功能。一般来说这并不是所期望的，但是可以给你带来一点性能提升。

--with-whiny-user-strftime

强制在低效的系统上使用 C 版本的 strftime() 函数。

使用命令 ‘***./configure --help’***来查看 configure 提供的完整的选项列表。

### B.2.3配置过程

这一节只有在你了解 C 语言以及类 Unix 操作系统时才会有趣。

gawk 的代码一般会尝试尽量符合正式的标准。这就是说，gawk 会使用由 ISO C 标准以及 POSIX 操作系统接口标准的库例程。gawk 源代码需要使用 ISO C 的编译器（1990 标准）。

很多的 Unix 系统要么不支持 ISO，要么不支持 POSIX 标准。gawk 中的 missing\_d 子目录包含了那些最可以缺失的函数。

configure 生成的 config.h 文件包含了那些你编译 gawk 所在系统的特定特性。这个文件描述的三件事情是：可以包含哪些头文件，这样它们可以正确地包含，在你的 C 库中可以使用哪些标准的函数，以及其他的系统特性。如，有可能在 stat 结构中没有 st\_blksize 元素。在这个情况下，‘HAVE\_STRUCT\_STAT\_ST\_BLKSIZE’ 就会被反定义。

也有可能你的 C 编译器会对 configure 说谎。当某个库函数不可用时，不会以错误退出。为了解决这个问题，修改 custom.h 文件。使用适用于你的系统的 ‘#ifdef’ 或者 #define 所有那些应该定义而没有定义的常量，或者 #undef 那些本不应该定义而定义了的常量。custom.h 文件会被 config.h 文件自动力包含。

有可能由 Autoconf 生成的 configure 文件在你的系统上没法工作。如果有问题，configure.ac 文件作为 Autoconf 的输入文件，你以修改这个文件来产生一个新版本的 configure 文件，使其可以运行在你的系统上（查看 ，***在第 434 页***，来获取如何来报告 gawk 的配置问题）。类似的机制可以应用于 configure.ac 与/或者 custom.h 文件。

## B.3安装到其他操作系统上

这一节描述如何将 gawk 安装到其他的非 Unix 系统上。

### B.3.1安装到 PC 操作系统

本节包含的内容为在运行于 Intel 架构的机器上的 MS-DOS，任意的 MS-Windows 或者 OS/2 系统中 gawk 的安装与使用。这一节中所使用的术语“Windows32”指的是 Microsoft 的 Windows95/98/ME/NT/2000/XP/Vista/7/8。

MS-DOS 的范围（以及在其他操作系统下的 MS-DOS外壳程序）指的是不同的“DOS 扩展器”，常与 gawk 这样的程序一起使用。Microsoft Windows 3.1 与 Windows32 不同的能力导致了困惑的产生。为了对这些考量有个全面的概况，请查看发布程序中的 README\_d/README 文件。

#### B.3.1.1为 PC 系统安装一个编译版

如果你有一个维护者为 MS-DOS提供二进制版本，gawk 以及相关的支持文件会存存在 gnu 目录下，执行文件存在 gnu/bin，库存存储在 gnu/lib/awk 目录中，手册存放在 gnu/man。这是为了能够非常容易地将 gawk 安装到你的驱动程序中的 gnu 目录——但是，只要正确设置 AWKPATH，你可以安装在任何位置。如果不考虑安装目录，igawk.cmd 与 igawk.bat（在 gnu/bin 目录中）有可能需要修改。

二进制发布版本包含一个独立的文件来描述内容。有一些特别情况下，它可能包含多于一个版本的 gawk 可执行文件。

OS/2（32 位 EMS）二进制发布版本会安装在你选择的驱动的 /usr 目录下。如果你想将 gawk 安装到一个不是硬编码的 ‘c:’分区上，你可以将 UNIXROOT 设置为你安装的驱动器上（如，‘e:’）。可执行文件会出现在 /usr/bin 目录下，库会存储在 /usr/share/awk 目录下，而手册则在 /usr/man 目录下，Texinfo 文档存在 /usr/info，NLS 文件存在 /usr/share/locale 中。注意，只要正确地设置 AWKPATH，你可以安装到任何位置。

如果你已经有一个文件 /usr/info/dir 是另一个包的，不要覆盖它！相反在你提示符下输入命令（将 ‘x:’按成你的安装驱动器）：

**install-info --info-dir=x:/usr/info x:/usr/info/gawk.info**

**install-info --info-dir=x:/usr/info x:/usr/info/gawkinet.info**

二进制发布版本中可能还包含单独的文件，其中包含了一些额外的更详细的安装指导。

#### B.3.1.2为 PC 操作系统编译 gawk

可以使用来自于DJ Delorie（ 只应用于 DJGPP: MS-DOS ），MinGW（Windows32）或者 Eberhard Mattes(EMX: MS-DOS， Windows32 与 OS/2) 的 GNU 开发工具为 MS-DOS，Windows32 与 OS/2 编译 gawk。文件 README\_d/README.pc 中包含了额外的提示，pc/Makefile 包含了编译编译选项的重要信息。

为了为 MS-DOS 与 Windows32 构建 gawk，将 pc 目录下（除了 ChangeLog）的文件与 gawk 其他的源文件复制到某个目录下，然后调用 make 来执行特定的目标以构建 gawk。从 pc 目录下复制而来的 Makefile 中包含了一个配置段，其中带有相应的注释，有可能需要修改以使其可以使用你的 make 工具用于其上。

Makefile 支持很多的构建目标，用于构建不同的 MS-DOS 与 Windows32 版本。如果 make 时没有带上目标，则可用的目标会被打印出来。如，要使用 DJGPP 工具来构建 gawk，输入‘make djgpp’。（在编译时所需要的 DJGPP 工具可以在 ftp://ftp.delorie.com/pub/djgpp/current/v2gnu/ 找到）使用 MinGW 构建本地的 MS-Windows 的二进制版本的 gawk，则输入 ‘***make mingw32***’。

gawk 的 32 位 EMX 版本在 OS/2 下是“开箱即用”的。但是，我们强烈建议你用 GCC2.95.3 来进行编译。总的来说，可以通过下面的方式来对 gawk 进行编译：

**$ ./configure**

**$ make**

但是我们不建议这么做。为了要取得一个 OMF 的可执行文件，在你的 sh 提示符下，你应该使用下面的命令行：

**$ CFLAGS="-O2 -Zomf -Zmt"**

**$ export CFLAGS**

**$ LDFLAGS="-s -Zcrtdll -Zlinker /exepack:2 -Zlinker /pm:vio -Zstack 0x6000"**

**$ export LDFLAGS**

**$ RANLIB="echo"**

**$ export RANLIB**

**$ ./configure --prefix=c:/usr**

**$ make AR=emxomfar**

这是对使用 GCC 2.x 的建议。你可以使用任何其他的环境集变量（自包含的）以及编译选项。

如果使用的是 GCC 2.95，我们还建议如下：

**$ LIBS="-lgcc"**

**$ export LIBS**

如果你想的话，你还可以得到一个 a.out 可执行文件：

**$ CFLAGS="-O2 -Zmt"**

**$ export CFLAGS**

**$ LDFLAGS="-s -Zstack 0x6000"**

**$ LIBS="-lgcc"**

**$ unset RANLIB**

**$ ./configure --prefix=c:/usr**

**$ make**

提示：a.out 可执行文件的编译在 GCC3.2 下也是可用的。GCC3.2 后的版本还没有测试成功过。

‘***make install***’在 EMX 构建时会如预期的方式执行。

提示：GNU make 的古老 OS/2 移植版本无法处理这个包中的 Makefile 文件。如果你使用 make 遇到了这样的问题，尝试一下 GNU Make 3.79 或者更新的版本。你应该在 ftp://hobbes.nmsu.edu/pub/os2/ [[116]](#footnote-117)上查找最新版本。

#### B.3.1.3在PC操作系统上测试gawk

使用 make 来执行标准的测试并安装 gawk 需要一些其他的类 Unix 的工具，这些工具包括 sh，sed 以及 cp。为了要执行测试，test/\*.ok 文件必须要进行相应的更改，这样它们就有通常的 MS-DOS 风格的换行标志。另外，可以执行 make check CMP="diff -a" 来在文本模式下使用 GNU 的 diff 工具而不是 cmp 来比较结果文件。

大多数的测试在 Stewartson 的 shell 环境中都应该是成功的，这个 Shell 中带有相应的工具以及适当的 GNU 工具。但是，需要对 test/Makefile 做一些修改。我们建议你复制 pc/Makefile.tst 文件到 test/Makefile 中进行替换。相关的细节可以在 ***README\_d/README.pc 文件以及 pc/Makefile.tst*** 文件中找到。

在 OS/2 中，由于使用了 spawnl() 而不是 fork()/execl() 来开启子进程，所以 pid 测试会失败。由于所需要的多字节函数不可用，所以 mbfw1 与 mbprintf1 测试也会失败。

#### B.3.1.4在PC 操作系统上使用 gawk

在 MS-DOS 与 MS-Windows 平台下，Cygwin 与 MinGW 环境支持 ‘|&’操作符与 TCP/IP 网络（查看 ， ***在第 306 页***）。EMX (仅 OS/2)至少支持 ‘|&’ 操作符。

MS-DOS 与 MS-Windows 版本的 gawk 会搜索在 ，***在第 43 页***，中描述的程序文件。但是，是用分号（而不是冒号）来分隔 AWKPATH 变量中的元素。如果没有设置 AWKPATH 或者为空，则默认的搜索路径是 ‘***.;c:/lib/awk;c:/gnu/lib/awk***’。

对于 OS/2(32位，EMX）的搜索路径是前缀路径来确定（多为 /usr 或者 c:/usr），在 Unix 版本的情况下，这个前缀已经在 configure 配置时的一个选项中进行了指定。如果 c:/usr 是目录缀，则默认的搜索路径包含 ‘.’ 与 ‘c:/usr/share/***awk***’。另外，为了支持在 OS/2 系统中的二进制发布，在该系统上 ‘c:’分区有可能不支持长文件或者，或者根本就不存在，因此需要一个特殊的环境变量。如果 UNIXROOT 指定了一个驱动器，这个驱动器也会进行程序文件的搜索。比如，如果 UNIXROOT 被设置为 ‘e:’，则完全的默认搜索路径为 ‘***.;c:/usr/share/awk;e:/usr/share/awk***’。

如像 sh 样的 shell（相比于 MS-DOS 中的 command.com 或者 MS Windows 或者 OS/2 中的 cmd.exe）对于 awk 编译会大有用处。DJGPP 工具组件包含了一个 MS-DOS 版本的 Bash，也包含了多个用于 OS/2 中的 Shell，如 ksh。

在 MS-Windows，OS/2 以及 MS-DOS 中，gawk（以及很多的其他的文件程序）会默默地将 ‘\r\n’这样的行尾转换成成 ‘\n’，或者将输入中的 ‘\n’转换成 ‘\r\n’输出。特殊变量 BINMODE（c.e.）可以控制这样的转换，并做如下解释：

* 如果 BINMODE 为 “r”，或者 1，则二进制模式被设置在“读”操作上（即在读时不会进行转换。
* 如果 BINMODE 为 “w”或者 2，则二进制模式设计在“写”操作上（即写时不会进行转换。）
* 如果 BINMODE 为 “rw”或者“wr”或者 3，则二进制模式会设置在读写操作上。
* BINMODE=non-null-string 与 ‘BINMODE=3’一样（即，在读写时都不进行转换）。但是 gawk 会在字串不是 “rw”或者 “wr”时，会生成一个告警信息。

标准输入或者标准输出的模式只会设置一次（在读取命令行之后，但是在处理任何 awk 程序之前）。在命令行中，使用适当的 ‘***-v BINMODE=N***’的选项来设置标准输出与标准输出的 BINMODE。BINMODE 在文件或者管道打开时，并且在流处理过程中不能够改变。

BINMODE 的名字的选择与 mawk 匹配（查看 ， ***在第 435 页***）。mawk 与 gawk 处理 BINMODE 是类似的，但是 mawk 添加了一个 ‘-W BINMODE=N’ 选项以及环境变量来设置 BINMODE，RS，以及 ORS。文件 binmode[1-3].awk（一些二进制发布版本会在目录 gnu/lib/awk 下）选择与 mawk 的 ‘-W BINMODE=N’选项匹配。这即可以改变也可以取消。特别是 对于 RS 的设置带来最小的“惊奇”还在争论。如果二进制模式在读操作时设置了，则 mawk 会使用 ‘RS="\r\n"’，这对于 MS-DOS风格的行结尾的文件是合适的。

为了说明，下面的例子在写到标准输出及其他文件时设置了二进制模式，并且将 ORS 设置成“正常”的 MS-DOS风格的行尾。

**gawk -v BINMODE=2 -v ORS="\r\n" ...**

或者：

**gawk -v BINMODE=w -f binmode2.*awk* ...**

这与 mawk 中的 ‘-W BINMODE=2’有相同的结果。下面将记录的分隔符改成 “\r\n”并设置读的二进制模式，但是不影响标准输入的模式：

**gawk -v RS="\r\n" -e "BEGIN { BINMODE = 1 }" ...**

或者：

**gawk -f binmode1.*awk* ...**

如果引号恰当，第一个例子中对 RS 的设置可以移到 BEGIN 规则中。

#### B.3.1.5在Cygwin 中使用 gawk

如果你在 MS-Windows 系统中使用 Cygwin环境，则gawk可以构建完成后即可使用。这个提供了对使用 Bash，GCC，GNU Make 及其他 GNU 程序的 GNU/Linux 系统很好的模拟环境。在 Cygwin 上编译与安装与在 Unix 系统上是一样的：

**tar -xvpzf gawk-4.1.2.tar.gz**

**cd gawk-4.1.2**

**./configure**

**make && make check**

与同一个系统上的 GNU/Linux 相比，‘configure’在 Cygwin 中要花长得多的时间。但是，它一旦完成，就可以像通常那样使用 ‘make’。

#### B.3.1.6在MSYS 环境中使用 gawk

在 MS-Windows 系统中的 MSYS 环境，gawk 会自动地使用读写二进制模式。所以，没有必要设置 BINMODE 变量。

对于其他已移植到 MS-Windows 的类 Unix 组件，这可能会导致问题。因为它们可能认为 gawk 会自动转换 “\r\n”，但是实际上却没有。

### B.3.2在 Vax/VMS 以及 OpenVMS 系统上编译安装 gawk

这个子章节描述如何来编译并安装 gawk 到 VMS 中。下面使用 “VMS”这个老的术语来表示 OpenVMS。

#### B.3.2.1在VMS 上编译 gawk

为了在 VMS 下编译 gawk，有一个 DCL 命令过程会发起所有的 CC 与 LINK 命令。也有一个Makefile 与 MMS 以及 MMK 一起使用。在源代码目录下，使用：

**$ @[.vms]vmsbuild.com**

或者：

**$ MMS/DESCRIPTION=[.vms]descrip.mms gawk**

或者：

**$ MMK/DESCRIPTION=[.vms]descrip.mms gawk**

MMK 是开源免费的，几乎 是 MMS 的克隆，并能够很好地处理 ODS-5 中的大小写文件名。MMK 可以从 https: / / github . com /endlesssoftware/mmk 取得。

gawk 在使用 Compaq C V6.4 的 VAX/VMS 7.3 以及 Alpha/VMS 7.3-1 ，Alpha/VMS 7.3， Alpha/VMS 7.3-2， 与 IA64/VMS 8.3 上都已经做了相应的测试。最近的构建使用 Alpha VMS 8.3 上的 HP C V7.3，以及使用 HP C 7.3 的 Alpha 与 IA64。[[117]](#footnote-118)

查看 ，***在第 434 页***，来获取将 gawk 构建成与 GNV 产品兼容的 PCSI 包相关的信息。

#### B.3.2.2在 VMS 编译 gawk 动态扩展

被移植到 VMS 的扩展可以使用下面的命令之一来进行构建 ：

**$ MMS/DESCRIPTION=[.vms]descrip.mms extensions**

或者：

**$ MMK/DESCRIPTION=[.vms]descrip.mms extensions**

gawk 使用 AWKLIBPATH 来作为环境变量，或者是查找动态扩展的逻辑名。

动态扩展需要使用与编译 gawk 一样的编译器来编译，这样使用与 gawk 一样的方式来处理浮点数，指针大小 以及符号名。Alpha 与 Itanium 平台应该使用 IEEE 清点数。指针大小是 32 位，而符号名处理会使用 CRC 来缩短大于 32位的符号。

对于 Alpha 与 Itanium 平台：

**/name=(as\_is，short)**

**/float=ieee/ieee\_mode=denorm\_results**

对于 VAX 平台：

**/name=(as\_is，short)**

编译时间宏需要在 VMS 提供的头文件被包含前进行定义，如：

**#if (\_\_CRTL\_VER >= 70200000) && !defined (\_\_VAX)**

**#define \_LARGEFILE 1**

**#endif**

**#ifndef \_\_VAX**

**#ifdef \_\_CRTL\_VER**

**#if \_\_CRTL\_VER >= 80200000**

**#define \_USE\_STD\_STAT 1**

**#endif**

**#endif**

**#endif**

如果你写了自己的扩展运行在 VMS 上，你必须提供这些定义。config.h 文件会在 VMS 平台上构建 gawk 时为你完成这个工作。如果你使用这个文件，或者类似的其他文件，则你必须要记住在要包含 VMS 所提供的头文件之前包含它。

#### B.3.2.3在VMS 上安装gawk

要使用 gawk ，你所需要是一个“外部”命令，这是一个 DCL 符号，它的值以美元符号开始。如：

**$ GAWK :== $disk1:[gnubin]gawk**

将 gawk.exe 的实际路径替换 ***‘$disk1:[gnubin]’***。符号需要在任何的想使用 gawk 的用户的 login.com 中替换，这样每次用户登录时都会进行定义。另外 ，符号也可以用全系统的 sylogin.com 过程来替换，这样所有的用户都可以使用 gawk。

如果你的 gawk 是通过 PCSI 包来安装到 GNU$GNU: 目录树的，程序的名字则为 GNV$GNU:[bin]gnv$gawk.exe，帮助文件则为 GNV$GNU:[vms\_help]gawk.hlp。

PCSI 包也会安装 GNV$GNU:[vms\_bin]gawk\_verb.cld 文件，这个文件可以用来将将 gawk 与 awk 为 DCL 命令。

对于当前的过程，你可以使用：

**$ set command gnv$gnu:[vms\_bin]gawk\_verb.cld**

或者系统管理员可以使用 GNV$GNU:[vms\_bin]gawk\_verb.cld 来将 gawk 与 awk 加到系统级的 ***DCLTABLES’ 中。***

DCL 语法在 gawk.hlp 文件中有记录。

另外，gawk.hlp 项可以被加入到 VMS 帮助库中：

**$ LIBRARY/HELP sys$help:helplib [.vms]gawk.hlp**

（你可能想将特定于站点的帮助库进行替换，而不是标准的 VMS 库 ‘***HELPLIB***’）在载入了帮助文件后，命令：

**$ HELP GAWK**

提供了关于 gawk 实现 与 awk 程序语言的信息。

逻辑名 ‘***AWK\_LIBRARY***’可以设设成 awk 程序文件的默认位置。对于 -f 选项，如果所指定的文件吃饭去没有设备或者路径信息，gawk 会在首先在当前的目录下搜索，如果没有找到，则会在由 ‘***AWK\_LIBRARY***’ 所指定路径下搜索。如果在搜索了两个目录下，文件还没有找到，gawk 会加上‘.awk’后缀到文件名中，将再次尝试搜索。如果 ‘***AWK\_LIBRARY***’没有定义，则会使用 ‘***SYS$LIBRARY:***’的值。

#### B.3.2.4在 VMS 上运行 gawk

在 VMS 上，命令行的分析与引号规范完全不同，因此这本书中的例子，或者其他的源代码要做一些小变化。虽然小，所有的 awk 程序都应该是可以正常执行的。

这是一些简单的测试：

**$ gawk -- "BEGIN {print ""Hello， World!""}"**

**$ gawk -"W" version**

**! could also be -"W version" or "-W version"**

注意大小混用时，文本必须引起来。

gawk 的 VMS 移植版本包含了一个 DCL 风格的接口，以及原始 Shell 风格的接口（查看 help 项来获取详细信息）。双路径行分析的副作用是，如果只有一个参数（如程序中引起来的程序），则命令则会有一点模棱两可。为了解决这个问题，常规的可选的 -- 标志则用来强制使用 Unix 风格的分析方法，而不是 DCL 的分析方法。如果还有其他任何的 “横杠类型”的选项（或者多个参数，如要处理的数据文件），则就不会有二义性，-- 则可以省略掉。

退出值是一个 Unix 风格的值，当程序退出时，会被编码为 VMS 的退出值。

VMS 的严重程序位会根据退出值来进行设置。1 表示失败，VMS 会设置 ERROR 状态。2 表示致命错误，VMS 会设置 FATAL 状态。所有其他的值都表示 SUCCESS 状态。退出值的编码符合 VMS 的编码标准并使用C\_FACILITY\_NO 值 0x350000 与常量 0xA0000 加到为腾出严重程度编码位而左移了3位的数值上。

从 VMS 状态码中提取实际的 gawk 退出码，使用下面的代码：

**unix\_status = (vms\_status .and. &x7f8) / 8**

使用 exec() 的 C 程序调用 gawk 会得到最初的 Unix 风格的退出值。

用于 VMS 的旧版 gawk 会将 Unix 的退出码0当成1，失败则为 2，致命错误则为 4，其他的值则直接传递。这违反了 VMS 的退出状态编码要求。

VAX/VMS 浮点数使用无倾向的舍入舍出方案。查看 ， ***在第 226 页***。

VMS 会用 GMT 的格式报告时间，除非设置了 SYS$TIMEZONE\_RULE 或者 TZ 逻辑名字。

当搜索由 -f 指定的 awk 程序文件时，默认的搜索路径是 "SYS$DISK:[]，AWK\_LIBRARY:"。逻辑名字 AWKPATH 可以用来覆盖这个默认设置。AWKPATH 的格式是一个逗号分隔的目录列表。如果定义了这个变量，值应该被引起来，这样它会保留为独立转换，而不是 RMS 搜索列表的多转换。

#### B.3.2.5 VMS 的 GNV 项目

VMS GNV 包提供了与 POSIX 类似的构建环境，并带了很多开源工作的移植版本。gawk 可以在 GNV 的库中找到，但是是一个旧移植版本。当前，GNU 项目被重新组织了，以为每个组件提供单独的 PCSI 包。查看 https://sourceforge.net/p/gnv/wiki/InstallingGNVPackages/。gawk 的常规的构建过程会生成一个适用于 GNV 的程序。

在发行版中的 vms/gawk\_build\_steps.txt 文件记录了构建与 GNV 兼容的 VMS PCSI 包的过程。

#### B.3.2.6有一些 VMS 系统有旧版本的 gawk

有一些 VMS 的版本带有旧的 gawk 版本。为了访问它，定义如下的符号：

**$ gawk :== $sys$common:[syshlp.examples.tcpip.snmp]gawk.exe**

这个版本是 2.15.6，相当的老。我们建议你编译与使用当前的版本。

## B.4报告问题与BUG

*没有什么比一个无聊的考古学家更危险。*

*—Douglas Adams， The Hitchhiker’s Guide to the Galaxy*

如果你的 gawk 有问题，或者你认为你找到了一个 Bug，请将它报告给开发者，我们不承诺做任何事情，但是我们也是想要修复这它的。在报告 Bug 之前，确认你确实是找到了一个真的Bug。仔细重读文档，看是否你尝试要做的事。如果不是很清楚你应该做些什么，也请报告出来。这是文档中的一个 Bug。

在报告 Bug 之前，请先自己尝试修复它，将其独立成最小的 awk 程序然后输入产生问题的数据。然后将程序与数据都发给我们。对于 Unix 系统的类型，编译 gawk 的编译器版本也是很有用的，还有 gawk 所返回来的确切的结果。

确保包含你所使用的 gawk 的版本号。你可以通过下面的命令来获取 ‘***gawk --version***’。

一旦你的问题有了全面精确的描述，你就可以给 bug-gawk@gnu.org 发送邮件。

gawk 的维护者会订阅这个邮件地址，因此他们会收到你的 Bug 报告。尽管你可以直接给维护者发送邮件，但是最好还是使用专用的报告地址，因此邮件地址在 GNU 项目中是有的。所有的邮件都用英语。这是唯一被所有维护者都理解的语言。

注意：不要将 gawk 的 Bug 报告到由 comp.lang.awk 所指向的 Usenet/Internet 新闻组。gawk 的开发者偶尔才会去看这个新闻组，但是不保证我们可以看得到你提交的内容。这里所描述的步骤是官方认可的组织方式。真的。

提示：很多的 GNU/Linux 以及不同的基于 BSD 的操作系统发布版有他们自己的 bug 报告系统。如果你使用这些发布版的 Bug 报告系统，你也要发送一个复本到 bug-gawk@gnu.org。

这有两个原因。首先，尽管一些发布版本将 Bug 报告推送到 GNU 邮件列表，但是很多的都没有，所以很有可能 gawk 的维护者很有可能看不到你的报告。其次，发送到 GNU 邮件列表的邮件会被归档，将所有的关东西都放在 GNU 项目中，使得其是自说明的，而不依赖于其他的组织。

非 Bug 建议也是受欢迎的。如果你看到文档中的东西说明不清，或者不理解其中的特性，你也可以在 Bug 列表中进行提问，我们会尽可能地帮助你。

如果你在一个非 Unix 移植版本中发现 bug ，也将邮件发送到 Bug 列表 ，并抄送给维护这个移植版本的人。维护者在下面在的列表中，也存 gawk 发布版中的 README 文件里。README 文件中的信息如果与本书中的有冲突，那里的信息会更加权威。

维护不同的移植版本的人如下：

Unix and POSIX systems Arnold Robbins， arnold@skeeve.com

MS-DOS with DJGPP Scott Deifik， scottd.mail@sbcglobal.net

MS-Windows with MinGW Eli Zaretskii， eliz@gnu.org

OS/2 Andreas Buening， andreas.buening@nexgo.de

VMS John Malmberg， wb8tyw@qsl.net

z/OS (OS/390) Dave Pitts， dpitts@cozx.com

如果 Bug 在 Unix 下也是可重现的，也抄送一份报告给 bug-gawk@gnu.org 邮件列表。

## B.5其他可自由获取的 awk 实现

*如果在 awk 代码中这样来输入注释就有味了：*

*//C++ 类型的注释可用么？答案是：当然可了啦。*

*—Michael Brennan*

还有很多的可以免费获取的 awk 实现版本，这一章简单地进行说明如何来获取它们：

Unix ***awk*** Brian Kernighan 是 Unix awk 的最初设计者，它将他自己的 awk 开发出来了。你可以通过他的主页来获取，可以有几种文档格式：

Shell archive

http://www.cs.princeton.edu/~bwk/btl.mirror/***awk***.shar

Compressed tar file

http://www.cs.princeton.edu/~bwk/btl.mirror/***awk***.tar.gz

Zip file http://www.cs.princeton.edu/~bwk/btl.mirror/***awk***.zip

你也可以从 GitHub 上取得：

git clone git://github.com/onetrueawk/***awk*** bwkawk

这个命令创建了一个名为 bwkawk 的 Git 库的复本。如果你将这个参数在 git 命令里省略，则 git 库的复本会创建在名字为 awk 的目录中。

这个版本需要 ISO C（1990 标准）的编译器，来自于 GCC（GNU Compiler Collection） 的 C 编译器可以工作得很好。查看 ，***在第 414 页***，来获取这个 awk 扩展列表，这些扩展不在 POSIX awk 中。

***mawk*** Michael Brennan 单独实现了 awk，称为 mawk。这可以以 GPL （***查看 ，在第 465 页***）的方式获取，如 gawk 一样。

mawk 源代码的最初的发布地址中已经不再有 mawk，可以在这里 http://www.skeeve.com/gawk/mawk1.3.3.tar.gz 取得。

2009 年，Thomas Dickey 负责起 mawk 的维护工作。基本的信息可以在它的项目网站中可以得到。下载地址为 http://invisible-island.net/datafiles/release/***mawk***.tar.gz。

一旦取得后，用 gunzip 来解压这个文件。安装与 gawk 的相同（查看 ， ***在第 423 页***）。

查看 ，***在第 414 页***，获取不在 POSIX awk 中的 mawk 扩展列表。

awka 由于 Andrew Sumner 编写，awka 将 awk 程序转换为 C 程序，然后编译，将他们与提供了 awk 核心功能的库进行连接。它也有很多的扩展。

awk 翻译器也在 GPL 许可下发布，而库则在 LGPL 下发布。

要获取 awka，请进入 http://sourceforge.net/projects/awka。

项目看起来已经冻结起来了，从 2001 年起好像就没有新代码的变动了。

pawk 尤它大学的 Nelson H.F. Beebe 修改了 BWK awk 来提供计时与采样信息。它与 gawk 的 --profile （查看 ）是不同的，在 pawk 中使用的是基于 CPU 的采样，而不是基于行的采样。你可以在 ftp://ftp.math.utah.edu/pub/pawk/pawk-20030606.tar.gz 或者 http://www.math.utah.edu/pub/pawk/pawk-20030606.tar.gz 来获取。

BusyBox ***awk***

BusyBox 是一个 GPL 授权的程序，在单独的执行体中提供了很多应用的小版本。其目标是嵌入式系统。它包含了 POSIX awk 的完整实现。当构建时，不要使用 ‘***make install***’，因为它会覆盖 /usr/local/bin 目录下的其他复本程序。可以浏览它的主页来获取更多信息。

The OpenSolaris POSIX ***awk***

在 Solaris 系统中 /usr/xpg4/bin 与 /usr/xpg6/bin 下的 awk 多多少少与 POSIX 是兼容的。它们是基于 PC 版的 Mortice KernSystems 中的 awk 版本。我们可以在 GNU/Linux 下用一两个小时来编译它的源代码。要将它弄得更可移植（使用 GNU Autoconf 与/或 Automake）需要很多的工作，而且还没有完成，至少以我们现有的了解看来是这样的。

它的源代码过去在 OpenSolaris 站点里。但是，那个项目已经结束，网站已经关闭。幸运的是 Illumos 项目让这个实现再次可用。你可以访问 https://github.com/joyent/illumos-joyent/blob/master/usr/src/cmd/***awk***\_xpg4 来查看其中的文件。

jawk 这是用 Java 写的 awk 解释器。它声称完全是解释器，尽管因为它使用 Java 的工具来进行 I/O 以及正则表达式匹配，它所支持的语言与 POSIX awk 是不同的。可以在网页上获取更多的信息。

Libmawk 这是可嵌入的 awk 解释器，来自于mawk。要了解信息，请浏览 http://repo.hu/projects/libmawk/。

pawk 这是一个 Python 模式，它声称将 awk 类似的特性加入到 Python 中。查看 https://github.com/alecthomas/pawk 来获取更多信息（这个与早前所说的 Nelson Beebe 的 BWK awk 版本没有关系。）

QSE ***awk*** 这是一个可嵌入的 awk 解释器。更多我信息请看 http://code.google.com/p/qse/ 以及 http://***awk***.info/?tools/qse。

QTawk 这个是独立实现的，在 GPL 许可下发布的 awk。它有比标准 awk 多得多的扩展，有可能并不是 100% 与 awk 语法兼容。查看 http://www.quiktrim.org/QTawk.html 获取更多信息，其中包括手册与下载链接。

这个项目可能也已经冻结了，从大约 2008 年起，就没有新代码变更了。

Other versions

查看 Wikipedia 文档中的 “Versions and implementations”节来获取其他版本的信息。

## B.6总结

* gawk 发布版本可以从 GNU 项目的主发布站点 ftp.gnu.org 获取到。正规的构建过程是：

wget http://ftp.gnu.org/gnu/gawk/gawk-4.1.2.tar.gz

tar -xvpzf gawk-4.1.2.tar.gz

cd gawk-4.1.2

./configure && make && make check

* gawk 可以构建在非 POSIX 系统上。当前支持的系统包含使用 DJGPP，MSYS，MinGW 以及 Cygwin 的 MS-Windows，使用 EMX 的 OS/2，以及 Vax/VMS 与 OpenVMS。在相应系统上的指导也在这个附录中了。
* Bug 报告应该通过邮件发送给 bug-gawk@gnu.org。Bug 报告应该使用英语，并包含 gawk 的版本，如何进行编译的，以及一个短程序与数据文件来说明其中的问题。
* 很多的的自由获取 awk 实现，很多与 POSIX 兼容，有的则兼容得较少。

# 附录C 实现提示

这个附录中包含了主对是 gawk 的实现与维护者感兴趣的内容。里面的东西都只针对 gawk 而不是其他的实现。

## C.1后向兼容与调试

查看 ，***在第 406 页***，来获取 GNU 对于 awk 语言与程序的扩展的概况。所有的这些特性都可以通过以 --traditional 或者 --posix 选项来调用 gawk 而进行关闭。

如果 gawk 是使用 ‘***-DDEBUG***’进行编译的，则会在命令行上有额外的一个可用的命令行选项：

-Y

--parsedebug

如果程序正在被分析时，则打印出分析栈信息。

这个选项的目的仅用于很严肃的 gawk 开发者，而不用于普通用户。有可能都没有编译进你的 gawk 版本，因此它会降低执行的速度。

## C.2为 gawk 添加功能

如果你发现你想以一种特别的方式增强 gawk，那随意好了。那正是自由软件的目的，源代码是可以获取的，你也可以按你的方式来改变（查看 ***，在第 465 页***）。

这一节讨论你更改 gawk 的方式以及需要你同时记住的一些点。

### C.2.1访问 gawk 的 Git 仓库

因为 gawk 是一个免费软件，总是可以获取到它的源代码。***，在第 419 页***，中描述了如何来获取及构建 gawk 发布版本。

但是，如果你想修改 gawk 并且将这些修改发布，你可能需要使用开发版本。因此，你需要访问 gawk 的源代码库。代码是使用 Git 分布式的版本控制系统来进行维护的。如果你的系统上没有，则先需要安装它。完成后，你就可以使用下面的命令：

**git clone git://git.savannah.gnu.org/gawk.git**

这个复制 gawk 的库。如果你在防火墙后面，而不许使用 Git 的本地协议，你可以使用下面的方式来访问库：

**git clone http://git.savannah.gnu.org/r/gawk.git**

一旦你做了修改，你可以使用 ‘***git diff***’来产生一个 patch，然后发送绘画 gawk 的维护者，查看 ，***在第 434 页***，来获取如何做。

之前有一段时间有 Git-CVS 网关可以被那些没有安装的 Git 的人使用。但是，这个网关已经不再工作了，因此你最好一些更加现代的版本控制系统，如 Bazaar，它有一个 Git 插件可以用于 Git 库。

### C.2.2添加新特性

你可以自由地将新特性加入到 gawk 中。但是，如果你想将你的改变加入到 gawk 发布版中，有几个步骤可以让你有可能将它们加入到 gawk 中：

1. 在构建新的特性到 gawk 前，先考虑将其写成一个扩展（查看 **，*在第 349 页***）。如果不可能，则往下走。
2. 准备签署合适的协议。为了让 FSF 能够发布你的修改，你必须要么将这些修改发布到公共域里，并提交一个签署有相同效果的协议，或者将版本赋给 FSF。这两个做法都是很容易完成的，很多的人都已经这么做了。如果有问题，请联系我（查看 ， ***在第 434 页***），或者是 assign@gnu.org。
3. 获取最新版本，对我而言，如果这些更改相关于最新的 gawk 版本而变，我就很容易进行合并。最好的是，你的更改是相对于 Git 库的最新代码。如果你的 gawk 版本非常老，我就根本没法将它们合并了。（查看 ，***在第 419 页***，来了解如何获取最新的 gawk 版本。）
4. 遵守 GNU C 的代码标准。这个文档描述如何来写 GNU 软件。如果你还没有读过，请先读，特别是在修改 gawk 之前（GNU 代码标准可以从 GNU 项目的站点上获取。也可以获取到 Texinfo，Info，DVI 的版本。）
5. 使用 gawk 编码风格。 gawk 的 C 代码遵守 GNU 编译标准中的指导，只有一些小例外。代码使用传统的 “K&R”风格，特别在替换花括号以及 TABs 的使用上要注意。简单地说，代码规则如下：

* 使用 ANSI/ISO 风格（原型）函数来定义函数。
* 将函数放在一行的前面。
* 将函数的返回值，即使是 int 放在有参数的函数名字的上一行。
* 在控制结构与括号之间放一个空格（if，while，for，do，switch， 以及 return）。
* 在函数调用时，不要在括号之前放括号。
* 在 C 操作符的两边，以及函数调用的括号后加入空格。
* 不要使用逗号操作符来产生多种副作用，除非在 for 循环中初始化与递增的部分，以及在宏定义里。
* 使用真正的 TAB 来进行缩进，而不是空格。
* Use the “K&R” brace layout style.
* 使用 “K&R”风格的花括号布局风格。
* 在 if，while，以及 for 语句的条件中，使用与 NULL 与 ‘\0’的比较，在 switch 语句中也是一样，而不要使用光指针与字符值。
* 使用 true 与 false 来用于布尔值，NULL 符号常量是用于指针值的，而字符常量则用 ‘\0’，而不是 1 与 0。
* 对每个函数都提供一行描述性的注释。
* 不要使用 alloca() 函数用进行栈内的内存分配。它的使用会导致移植性问题，而带来的一点好处就是不用进行内存释放。要使用 malloc() 与 free()。
* 不要使用 ***‘! strcmp(a， b)’*** 类似的比较。Henry Spencer 说过，“***strcmp()*** 不是布尔值”，相反，要使用 ***‘strcmp(a， b) == 0’***。
* 如果添加了新的位标志值，要使用显式的十六进制常量（0x001， 0x002，0x004 等等），而不要使用对 1 进行连续的左移（***‘(1<<0)’***，***‘(1<<1)’***等等）。

提示：如果我要修改了你的代码来遵守 gawk 中的代码风格，是我根本就不会将你的更改整合进去的。

1. 更新文档。跟你的代码一起，请提供新的章节到本书中。如果有可能，请使用真正的 Texinfo，而不是提供一些未格式化的 ASCII 文本（尽管有文档要比没文档要好）。请遵守 *GAWK: Effective AWK Programming* 中的规则，由在 Texinfo 源文件尾部的 @bye 所提供。如果可能，请也请更新手册页。你对你的文档也需要签署相应的协议。
2. 使用统一的 diffs 来提供更改。使用 ‘***diff -u -r -N***’来比较最初的 gawk 源代码与你的代码变化。我建议使用 GNU 版本的 diff 或者最好，直接使用 ***‘git diff’*** 或者 ***‘git format-patch’。***将 diff 产生的输出发送绘画我。（查看，***在第 434 页***，来获得电子邮件信息。）

使用这样的格式，我很容易将你的更改合并到 gawk 的主版本的源代码中（使用 patch）。如果我必须要使用文本编辑器手动更改，我可能不这么做，特别是有很多的变化时。

1. 在 ChangeLog 文件中包含一项，与你的更改一起提交。这可以帮助进一步最小化我的工作，这样我就比较容易接受补丁。如果你只使用你的 diff 的这部分，那就是最简单的了。

这听起来要做很多的事情，但是请记住当你写了新代码，而我就得维护并且支持它。如果对我而言不能最小化这些额外工作，我可能就不会做。

### C.2.3将 gawk 移植到新系统中

如果你想将 gawk 移植到新的操作系统，下面是相应的步骤：

1. 遵守上一节所说的代码规范，提供 diff 等等。
2. 准备签署相应的文件。这样 FSF 可以发布你的代码，你要么将你的代码放在公共域里，要么签署一个等同于相应效果的文件，或者将版本赋给 FSF。这两个工作都是容易做的，很多人也这么做了。如果你有问题，请联系我，或者 gnu@gnu.org。
3. 当完成了一个移植，要记住你的代码要与 gawk 其他的部分一起共存。避免对系统无关的代码部分做无谓的修改。如果没有可能，请不要在你的部分里到处加 ‘***#ifdef***’。

如果改变需要一种特定系统特性，会影响太多的代码，我可能不会接受它们。在这样的情况下，你当然可以自己来发布你的更改，只要你符合 GPL 即可（查看 *，****在第 465 页***）。

1. 很多 gawk带有的文件是被其他的用人维护的。所以，你不可以更改它们，除非有很好的理由，如没有可能的情况下，但是对这些文件 的修改也要额外的仔细。这些文件是 ***dfa.c***， ***dfa.h***， ***getopt.c***， ***getopt.h***， ***getopt1.c， getopt\_int.h，gettext.h， regcomp.c， regex.c， regex.h， regex\_internal.c， regex\_internal.h，and regexec.c。***
2. 有很多文件是由 GNU Autotools 提供的（Autoconf，Automake 及 GNU gettext）。你也不可以更改它们，除非有好的理由。这些文件是 ABOUT-NLS， ***config.guess***， ***config.rpath***， ***config.sub， depcomp， INSTALL， install-sh， missing， mkinstalldirs， xalloc.h，*** and ***ylwrap***。
3. 要愿意持续维护这个移植版本。非 Unix 的操作系统是由志愿者来维护的，他们维护需要在他们的系统中的代码的维护及运行。如果没有人愿意维护这个移植版本，会成为不受支持的版本，有可能有必要从发行版本中移除掉。
4. 提供合适的 gawkmisc.??? 文件。每个移植版本都有自己的 gawkmisc.??? 文件，这些文件实现了特定于操作系统的函数。这个比在代码中用大量的 ‘#ifdef’要更加清晰。在源代码主目录中的 gawkmisc.c 包含了相应的 gawkmisc.??? 文件，这个文件来自于其子目录。记得也要更新。

每个移植版本的 gawkmisc.??? 文件有一个后缀来表示机器以及操作系统，如 ***pc/gawkmisc.pc*** 和 ***vms/gawkmisc.vms***。使用其他的后缀，而不是普通的 gawkmisc.c，使其有可能将文件从移植版本的子目录行色移到主线子目录，而不会导致偶然的对 gawkmisc.c 文件的破坏。（当前，这个只对 PC 操作系统移植才会是候总量。）

1. 提供必要的 Makefile 用于你的操作系统。你的所有代码都应该在一个单独的子目录下，名字可以与操作系统名字相同，或者是操作系统名字一部分。如果可能，将事情结构化，这样没有必须将文件从子目录中移动到主子目录下。如果不可能，则要确保使用你的文件的名字不会与主源代码目录下的文件相同。
2. 更新文档。写为本书写一个小节（或者多个小节）来描述其安装与编译步骤，这样可以在你的系统上编译与安装 gawk。

按这样的步骤，可以使其容易来将你的变化整合到 gawk 中，并使其与其他的已经存在操作系统代码和平共处。

在你提供与维护的代码中，可以自由使用你的风格以及括号布局。

### C.2.4为什么自动生成的文件要放在 Git 中

如果你查看 Git 库中的 gawk 源代码，你会注意到里面包含了由 GNU 基础工作自动力生成的文件，如 Makefile.in 由 Automake 生成，甚至是由 Autoconf 生成的 configure。

这个不同于不存储衍生文件其他自由软件项目，因为这使得库不会这么混乱，而且更容易在比较在不同提交之间的真正改变。但是，有几个原因，使得 gawk 要把所有的东西放在库中。

首先，这更容易生成完整的版本，而不依赖于其他工作的能力（有一些老的，被丢弃，甚至没办法找得到。）

一个极端例子是，如果你想编译，比方说 V7 的 awk，你会发现你不仅要用 V7 的 yacc 来处理，还需要 V7 的 lex。对于后者，在现代的 GNU/Linux 系统根本没有。[[118]](#footnote-119)

（或者说，gawk 1.2 所需要 1989 年中的 bison 什么什么的，在库中没有 awkgram.c 这个文件。有保证说我们可以找到 bison 版本？或者可以构建么？）

如果库有都有生成的文件，则很容易检查并构建。（或者，依赖于我们所回到的位置可能更容易。）

这使得我们有第二个理由（更强的）为什么把所有的文件都放在 Git 中。简单地说就是你让谁开心——是 gawk 的开发者，还是仅想取某个版本然后试试它的用户？

gawk 的维护维护者想全世界所有的对 awk 有兴趣的用户，只要克隆库，然后检出所感兴趣的分支构建即可。而不需要他们必须有正确的 autotools [[119]](#footnote-120)版本。这也是 bootstrap.sh 文件的目的。它以正确的顺序来处理不同的文件，这样：

**# The canonical incantation for building GNU software:**

**./bootstrap.sh && ./configure && make**

也可以工作。

这对于主线以及 gawk-X.Y-stable 分支来说尤其重要。

再者，gawk 的维护者也觉得这对于 gawk 的开发者也非常重要。当某人尝试检出 xgawk 的分支[[120]](#footnote-121)来构建时，却发现不能。（没有 ltmain.sh 文件，也不知道如何来生成，并且这也不是唯一的问题。）

此人会感觉精疲力尽。对于相应的分支，维护者与 Jane 这样的想构建从库中取得的 gawk-4.1-stable 用户没有什么不同。

因此，维护者觉得对于任何分支而言，上面的代码可能工作，这样不仅是重要，而且非常关键。

第三个原因是，如果没有这些文件，使用 ‘git bisect’来查找引入 bug 的提交会变成相当困难。维护者会在其他的项目中使用这个方法，这个项目需要运行自举脚本，以创建 configure 等文件，这相当痛苦。当库自己是自包含的，使用 git bisect 就相应容易了。

有什么结果与/或者采取什么行动呢？

1. 我们不介意在不同的分支下有不同的文件，这是不同的 autotools 版本的结果。
   1. 这是维护者的事来合并与处理。
   2. ***维护者们使用 ‘git diff x y > /tmp/diff1 ; gvim /tmp/diff1’来移除不感兴趣的差别以检查代码确实非常拿手。***
2. 如果所有的人都使用与维护者一样的 GNU tools 的话，肯定会有帮助，一般是最新版本的 Automake，Autoconf，以及 GNU gettext。

从源代码安装非常容易。几年来维护者都是这么做的（而且还在这么做）。只需要将 /usr/local/bin 放在 PATH 的前面，然后：

**wget http://ftp.gnu.org/gnu/package/package-x.y.z.tar.gz**

**tar -xpzvf package-x.y.z.tar.gz**

**cd package-x.y.z**

**./configure && make && make check**

**make install # as root**

上面大多数一开始是由其他的 gawk 维护者写的。有一个开发者提出的反对意见“... 从 Git 库中提取源代码的人并不都是终端用户。”

但是，事情不是这么回事。有“大牛级的 awk 用户”，他们可以构建 gawk（使用之前所列的代码），但是他们没办法用 C 写程序。所以，主要的分支 应该一真保持是可构建的。

然后建建议，应该有一个 cron 任务来每晚来创建所有代码的 tar ball 。这里的问题是，有不同分支的代码线，因此，每晚的 tar ball 不是最终解决方法，特别是库有可能几周都不会有大的变化。

幸运的是，Git 服务器可以来满足这样的需要。对于每一个名字为 branchname 的分支，使用：

**wget http://git.savannah.gnu.org/cgit/gawk.git/snapshot/gawk-branchname.tar.gz**

来返回所指定分支的快照。

## C.3后续可能的扩展

*AWK 是像 PERL 语言一样，只是要比它优美得多了。*

*—Arnold Robbins*

*嘿，怎么说的！*

*—Larry Wall*

在 Git 库中的 gawk 主线中的 TODO 文件列出来未来可能的增加。有一些与源代码相关，其他的是一些新特性。请查看这个文件来获取相关列表。如果你有兴趣跟踪列在其中的项目，请查看 ，***在第 439 页***。

## C.4实现的一些限制

下表描述了 gawk 在类 Unix 系统中的一些限制（尽管还会有变量）。其他的系统可能还有不同的限制。

|  |  |
| --- | --- |
| 项 | 限制 |
| 字符类内的字符数 | 2^(每字节的位数) |
| 输入记录的长度 | MAX\_INT |
| 输出记录的长度 | Unlimited |
| 源代码长度 | Unlimited |
| 记录中的域数 | MAX\_LONG |
| 文件重定向数 | Unlimited |
| 一个文件中的记录数 | MAX\_LONG |
| 总是输入记录数 | MAX\_LONG |
| 重定向管道数 | min(每用进程数， 打开文件数) |
| 数值 | 双精度浮点数 (如果没有使用 MPFR) |
| 域大小 | MAX\_INT |
| 字串大小 | MAX\_INT |
| printf 字串大小 | MAX\_INT |

## C.5扩展 API 设计

这一小节，记录了扩展 API 的设计，包括一些需要解决的历史问题的讨论。

用于 gawk 第一个版本的扩展在 1990 年代中期开发，并与 gawk 3.1 一起发布。15 年来基本的机制并没有什么变量，直到 2012 年。

旧扩展的机制使用使用来自 gawk 的数据类型与函数，通过“聪明黑客”手段来安装扩展函数。

gawk 包含了一些扩展，很多都很有用。但是很明显，从一开始扩展机制都只强制一边，而没有经过详细思考。

### C.5.1旧机制的问题

旧的扩展机制有下面的几个问题：

* 严重依赖于 gawk 的内部实现。结点结构[[121]](#footnote-122)一旦变化，扩展就得重新编译。而且，要真写一扩展，需要了解 gawk 内部功能的一些东西。这里面有一些记录在本书里，但是相当有限。
* 要能够从扩展调用到 gawk，需要连接工具在 Unix 派生出来的系统中是很通用的，但是在 MS-Windows 上却不是，用户在 MS-Windows 上的扩展需要静态地连接到 gawk 中，尽管 MS-Windows 也支持动态装载共享对象。
* 当 gawk 变化时，API 也会偶尔变量，并且不同的版本之间不兼容，也没有相应的计划来兼容。

尽管有这么些缺陷，xgawk 项目的开发者复制了 gawk 并且开发了几个很好的扩展。它们也增强了 gawk 中与文件包含与共享对象访问的功能。

新的 API 经过的长时间的设计，直到 2012 年，gawk 的维护者与开发者最终才开始实现。关于 xgawk 项目的信息在 ，***在第 400 页***，这里提供。

### C.5.2新机制的目标

新 API 的目标是：

* API 应该独立于 gawk 的内部实现。gawk 的内部实现的变更不对于扩展函数的实现者是不可见的。
* API 应该提供二进制兼容性，只要 gawk 的发行版本之间 API 没有变更。
* API 应该可以用 C 或者 C++ 来写，使其与 awk 层的代码有一样的“外观”，就像 awk 函数一样。这就是说，扩展应该：
  + 有能力访问函数参数。
  + 有能力将一个未定义的函数转换为数组（通过引用调用）。
  + 有能力创建，访问与更新全局变量。
  + 方便一次性访问数组的所有元素（“数组扁平化”），使其可以用 C 代码的循环就可以迭代数组中的所有的元素。
  + 有能力创建数组（包含 gawk 真正的数组之数组）。

其他的重要目标是：

* API 应该只使用 ISO C 90 的特性，这样扩展可以使用最广泛的 C 与 C++ 编译器。头文件应该包含适当的 ‘#ifdef \_\_cplusplus’ 与 ‘extern "C"’ 等代码，这样可以使用 C++ 编译器。（如果使用 C++ 时，运行时系统要足够聪明来调用任何的构造函数与析构函数，因为 gawk 是一个 C 程序。在写本书时，这还没有测试过。）
* API 机制应该不需要访问 gawk 的符号，[[122]](#footnote-123)无论是编译时还是动态连接时。这样创建的扩展也可以用在 MS-Windows 平台上。

在开发的过程中，越来越清晰的是有一些特性需要提供给扩展，后面也提供了：

* 扩展应该有能力将勾子打入 gawk 的 I/O 重向机制中。特别是 xgawk 的开发者提供了一种所谓的“开放勾子”来读取记录。在开发过程中，扩展对于输入处理、输出处理以及双路 I/O 的勾子都进了一般化。
* 扩展应该可以提供回调函数来执行 gawk 退出时的清理动作。
* 扩展应该可以提供版本字串，这样 gawk 的 --version 选项可以提供扩展的相关信息。

初看起来，避免访问 gawk 的符号是比较难实现的一个。

在设计上，很明显 Perl 与 Ruby 以及其他的语言，可以使主线的 gawk 代码成为一个库，gawk 使用小的 C main() 函数来连接这个库。

这看起来像摇着尾巴的狗，会导致构建与安装复杂化，使得在不同的系统中（或者同一个系统中的不同地方）都使用一个单独的 gawk 执行文件。

我们接受了 Pat Rankin 提出的建议。查看 ，***在第 350 页***，来获取详细信息。

### C.5.3其他的设计决策

作为任意的设计决策，扩展可以读取预定义变量与数组的值（如 ARGV 与 FS），但是不可以改变它们，除了 PROCINFO 外。原因是为了扩展函数影响 awk 程序流，使其不可按。而一个真正的 awk 函数可以做它自己想做的事情，这个则由程序员自己来判断。扩展函数 应该提供一个服务或者使 C API 可以在 awk 中可以使用。而不是将 FS ，ARGC 以及 ARGV 弄乱。

另外，很容易就可以在一个滑滑的斜坡上开头（即一旦开启刹不住——译者注）。扩展到底需要访问多少的 gawk 工具？它们是否需要 getline？是否可以调用 gsub() 或者编译正则表达式？直接调用 awk 函数如何？（这会弄得乱乱的）

为了避免这样的问题，gawk 开发者以最容易的，最基础的但是确实有用的开始。

另一个决策是，尽管 gawk 提供了像 MPFR 这样的好东西，内部使用整数索引的数组，这些特性并没有开放出来，为的是保证事情的简单，并封闭 awk 的传统的语义（不扩张其语义范围，如 gawk 是用来做字符处理的工具，而不是数学运算的工具——译者注）。（事实上，内部使用整数来索引数组如此透明，在文档中都没有记录！）

其次，在 API 中的所有函数都要检查它们的指针输入参数是不是都不是 NULL。如果是，就返回错误。（对于扩展代码来说，验证从 gawk 返回的指针是不是 NULL 也是个好主意。这样的事情不会发生，但是 gawk 开发者也是人，他们据知一直以来也会偶尔犯错误。）

随着时间的推移，API 也会演化，gawk 开发者希望这可以由用户的需要来驱动。目前，当前的 API 看起来是提供了最小的，但是功能强大的用来创建扩展的特性集合。

### C.5.4未来的增长空间

后面 API 可以两种方式被扩展：

* 在第一次装载时，gawk 传递一个 “扩展 id”到扩展中。相应的扩展然后在每个函数调用时，传递这个 id 回 gawk。这个机制可以使 gawk 来区别调用它的扩展，而它也应该知道。
* 类似的，在注册时，扩展传递一个“namespace”到 gawk 中。这个可以实现一个未来的机制，如对扩展功能进行分组，以避免名字的冲突。当然，在写这个文字的时候，对上面的东西都还没有做相应的决策。

## C.6对旧扩展的兼容性

*，****在第 349 页***，中描述 了所支持 API 以及为 gawk 写扩展的机制。这个 API 在 4.1 中引入。但是，很多年以来，gawk 提供的扩展机制都需要了解 gawk 的内部，这设计得并不好。

为了提供一个转换时期，gawk 版本 4.1 还会支持最初的扩展机制。这对于一个主要的发行版本周期是这样的。在下一个主要版本发布时，这个支持也会被丢弃，并且从源代码中移除。

简单地说，初始风格的扩展可以包含 awk.h 来进行编译。另外 ，你必须在构建时定义标识符‘GAWK’（在 Unix 风格的编译器中使用 ‘-DGAWK’）。否则，在 gawkapi.h 中的定义会与 awk.h 中的定义相冲突，你的扩展就没办法成功编译。

如前一个版本，你使用 extension() 内置函数来装载一个旧风格的扩展（这个并没有文档）。这个函数然后找到并装载包含了扩展的共享对象文件，并调用 dl\_load() C 函数。

因为 初始风格 与新风格的扩展使用不同的初始化函数（dl\_load() 与 dlload()）他们可以安全地装载在同一个目录下（可以在 AWKLIBPATH 中找到）而没有冲突。

gawk 的开发团队强烈建议你将旧的扩展进行转换，这样不得不使用新的 API，它们都在 *，****在第 349 页***，中进行了描述。

## C.7总结

* gawk 的扩展可以使用 --traditional 或者 --posix 选项被禁用。如果 gawk 被编译 时使用了 ‘***-DDEBUG***’，则 --parsedebug 选项也可以使用。
* gawk 的源代码通过公共的 Git 库进行维护。所有人都可以检出并查看代码。
* 欢迎对 gawk 作出贡献。本章中随后的步骤指出步骤可以让你的贡献更容易地与代码库进行整合。对即可用于新特性的贡献，也用于将 gawk 移植到其他的系统。
* gawk 有一些限制——一般都是由机器的架构所导致的。
* 扩展 API 的设置目标是解决前一个扩展机制的大量问题，启用 xgawk 项目所需要的特性，并提供后向的二进制兼容性。
* 之前的扩展机制在 gawk 4.1 版本还是支持的，但是会在下一个主要发布版本中移除。

# 附录D 基本编程概念

这一附录中尝试定义一些基本的概念与术语，它们会在本书中余下部分使用到。由于本书是一本关于 awk 的书，而不是计算通用编程的书，这里所包含的内容相当粗糙简单。（如果需要更多的背景，你可以参考更多入门性质的内容。）

## D.1程序做的是什么

最基本的，程序的任务是处理输入数据，然后产生输出结果。如图 D.1。
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Figure D.1: General Program Flow

图 D.1：通用的程序流程

图中的“程序”可以是一个编译型程序[[123]](#footnote-124)（如 ls），或者是解释型程序。后者中，特定机器上的可执行程序，如 awk 读入你的程序，然后使用你程序中的指令来处理数据。

当写程序时，其包含如下最基本的步骤，如图 D.2：
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Figure D.2: Basic Program Steps

初始化

这是在程序开始处理数据之前所要做的事情，如检查参数，初始化需要使用的数据等等。这个步骤对应于 awk 的 BEGIN 规则（查看 ， ***在第 141 页***）。

就像你烤蛋糕，这可能包含将所有的不同的碗与烤箱摆放好，并确保准备好所有的原料。

处理 这里执行实际工作。你的程序数据，一次一个逻辑块，然后处理它。

在多数的编程语言中，你需要手工管理数据的读取，检查看是否一次读取了多块。awk 的模式-动作范围（查看 *，* ***在第 20 页***）帮你处理了这个机制。

在烤面包中，处理对应于实际的劳动：打蛋，和面、水及其他原料，并且将它们放到烤箱中。

Clean Up 一旦处理完了所有的数据，你退出前你还需要做一些事情。这一个步骤对应于 awk 中的 END 规则（查看 ， ***在第 141 页***）。

当蛋糕从烤箱中取出后，你还需要将他们放到塑料盒中以防别是染指，并洗干净碗及其他器皿。

算法是详细的指令集，由此来完成工作或者处理数据。这个与烤蛋糕的方法是一样的。程序实现了算法。通常，是由你来设计并实现算法。

我们在前面所说的“逻辑块”称为记录，如一个公司对员工所做的记录，或者学校对学生的记录，或者医生对病人所做的记录类似。每个记录都有很多组件，如名与姓，生日，地址等等。组件指的是记录中的域

读取数据的动作称为输入，毫无疑问，产生结果称为输出。它们一般合称为“输入/输出”，更常用的是 “I/O”的简称（你也可以看到将 “输入”与“输出”当成动词使用。）

awk 简单数据的读取，以及将记录分拆成域。你的程序的任务就是告诉 awk 如何来处理数据。你通过描述要查找数据的模式，以及当发现这些模式的记录时所做的动作来完成你所要完成的任务。这是 awk 程序数据驱动的特点，因此使用这些程序易写易读。

## D.2计算机中数据的值

在程序中，你会跟踪事件的值与信息，我们称之为变量。一个变量只是一个给定的值的名字。对于当前的输入记录以及记录的域有特殊的名字。你可以将一组有关的值组合在一起而成为数组。

数据，特别是在 awk 中，由数组，如 42 或者 3.1415927 或者字串组成。字串实质上是非数值外的一切。字串有时指字符值，因为们每存储组成字串的单个的字符。单个的变量，包含数组与字串变量都指的是标量值。一组值，如数组，就不是标量。

在 ，***在第 336 页***，中提供了数值类型（整数与浮点数）的基本介绍，以及它们在计算机中如何被使用。请参考那里的信息，其中也包含一些注意事项。

当你可能习惯于没有数没有值（如 0）的概念时，你要习惯于零长度的字符数组可能要多费点功夫。但是，确实存在这样的事情。它被称为空串。空串是字符数据中没有值。就是说，它是空的。它在 awk 程序中写成：""。

人类习惯于以十进制，如以 10 为底，在以 10 为底的情况下，数字从 0 到 9，然后进行进位到下一个数字位。（还记得学校里的 42 =4 x 10 + 2 吗）

有其他的数值底数。计算一般使用底数为 2，或者二进制，底数为 8 或者八进制，以及底数为 16 或者十六进制。在二进制中，每一个数值位表示 2 乘以所在数字列的值。每个位要么包含 0，要么包含1.因此二进制 1010 表示 (1 x 8) + (0 x 4) + (1 x 2) + (0 x 1)，或者十进制的 10。八进制与十六进制在这里有更多的讨论 ，***在第 113 页***。

在很底层的层级上，计算机都将值存成一组二进制数字，或者是位。现代计算机将这些位组成在8位一组，称为字节。高级的应用程序有时需要直接处理位操作，gawk 也提供了这些的操作函数。

程序用程序语言写成。如果没有上千，也是成百的程序语言存在。最流行的是 C 程序语言。C 语言对于 awk 语言的设计有巨大的影响。

有几个版本的 C 语言。第一个称为 “K&R” C，由 Brian Kernighan 与 Dennis Ritchie 发明，也是第一本关于 C 语言书的作者。（Dennis Ritchie 创造了这个语言，Brian Kernighan 是 awk 的作者之一。）

在 1980年代中期，人们开始努力形成一个 C 的国际标准。这个工作在 1989 年完成，产生了 C 的 ANSI 标准。这个标准在 1990 年成为 ISO 标准。1999 年，一个修订版的 ISO C 标准提出并发布。因此 ，POSIX awk 是与 ISO 1999 的 C 的兼容的。

# 名词解释

Action（动作）

一连串的附加到规则中的语名。如果规则的模式匹配于输入记录，则 awk 会执行规则的动作。动作总是包含在花括号中。（查看 ， ***在第 145 页***）

Ada

一种最初由美国国防部定义的编程语言。它设计用来强制使用一种好的软件工程实践。

Amazing ***awk*** Assembler

来自多伦多大学的 Henry Spencer 写了一个可重定目标机器的汇编器作为 sed 与 awk 的脚本。它只有几千行，包含了几个8位的微型计算机的机器描述。它应该是用另一个语言写成的很好的程序例子。你可以从这里取得：http://***awk***.info/?awk100/aaa。

Amazingly Workable Formatter (awf)

来自多伦多大学的 Henry Spencer 用 awk 与 sh 写了一个格式化器，可以接受 ‘***nroff -ms***’ 与‘***nroff -man***’格式命令的很大的子集。可以从这里获取 ：http://***awk***.info/?tools/awf

Anchor（锚）

正则表达式元字符 ‘^’ 与 ‘$’，用来强制匹配串的开始与结束。

ANSI

美国国家标准学会。这个组织产生了很多的标准，它们中有 C 与 C++ 的编译语言标准。这些标准通常也会成为国际标准。查看 “ISO”。

Argument（参数）

参数可以表示两个不同的东西。可以是一个选项或者是传递到一个从命令行中调用的命令的文件，或者是传递到程序，如在 awk 中函数中的任何东西。

在后一种情况，参数可以通过两种方式来传递。一种是将值传递给被调用的函数，如变量的一个复本可以在被调用的函数中使用，但是原始的值不可以被函数更改；或者是通过引用来传递，如一个变量的指针传递给函数，这样，函数就可以直接修改它。在 awk 中，标量都是通过值传递，而数组是通过引用传递。查看 “以值/引用传递”。

Array （数组）

同一个名字下的一组数值。很多的语言只提供顺序数组。awk 提供关联数组。

Assertion （断言）

在程序中的语句指出程序在中某点上条件为真。对于合理化程序的行为很有用。

Assignment（赋值）

一个 awk 表达式，用一塌糊涂改变 awk 变量或者数据对象的值。一个对象可被赋值则称为 lvalue。被赋的值称为 rvalue。查看 ，***在第 122 页***。

Associative Array（关联数组）

数组的索引可以是数值，也可以是字串，不仅仅是固定长度的顺序整数。

***awk*** Language（awk 语言）

awk 程序所使用的语言。

***awk*** Program（awk 程序）

awk 程序由一连续的模式与动作组成。这些动作统称为规则。对于每个输入的程序的记录，程序的规则会顺序处理。awk 程序也包含定义的函数。

***awk*** Script （awk 脚本）

awk 程序的别一个名字。

Bash

GNU 版的标准 Shell（the Bourne-Again SHel）。查看 “Bourne Shell”。

Binary

基于两个符号，其值为 0 与 1。因为电路“自然地”以2 为底进行工作（可以相像成开与关），在计算机的所有东西都以 2 为底进行计算。每一位都表示 2 的幂，被称为位。所以，以2为底的值 10101 与十进制的 10 ((1 x 16) + (1 x 4) + (1 x 1)) 相同。

由于以2为底的数值很快变得太长而难于读写，它们一般被按3位进行分组（即它们可以按八进制来读），或者按4位进行分组（即它们可以按十六进制来读）。在 C 程序没有直接的方式来插入以2为底的数。存储在寄存器中以2为底用来表示计算机中的整数，可以直接表示了计算机的处理能力。现令的大多数计算机使用 64 位来表示整数，但是过去很多使用 32 位，16 位或者8位。查看 ，***在第 113 页***。

Bit （位）

“二进制数字”的简称。在计算机内存中的所有值最终都成为二进制数字：要么是 1 要么是 0。一组位则可以有不同的解释——当成整数，浮点数，字符，另一个内存对象的地址等等。awk 可以让你处理浮点数与字串。gawk 可以让你用位操作函数来操作位（查看 ，***在第 201 页***）。

计算机一般都是以用多少位来表示整数来定义的。典型的系统有 32 位系统，但是 64 位系统也起来越流行，16位的系统会慢慢消失。

Boolean Expression（布林表达式）

以英国数数家 Boole 来命令，查看“逻辑表达式”。

Bourne Shell

在 Unix 或者类 Unix 系统上的标准 Shell（/bin/sh），最初由贝尔实验室的 Steven R. Bourne 写成。很多的 Shell （Bash， ksh， pdksh， zsh）都与 Bourne Shell 兼容。

Braces （花括号）

字符 ‘{’ 与 ‘}’。花括号用在 awk 用于区分由语句与函数体组成的动作。

Bracket Expression（方括号表达式）

在正则表达式中，包含在方括号中的表达式，用来代表属于某个字符类的字符。方括号表达式可以包含一个或者多个字符的列表，如 ‘[abc]’，或者字符范围，如 ‘[A-Z]’，或者一个用 ‘：’分割的名字，其表示一个已知的字符集，如 ‘[:digit:]’。包含在 ‘:’之间的表达式的方括号表达式形式与字符本身的表示是无关的，可以是 ASCII ，也可以ECBDIC，还可以是 Unicode 编码集，则要视计算系统的架构与本地配置。查看“正则表达式”。

Built-in Function（内置函数）

awk 语言提供了内置函数来执行各种数值、I/O相关、字串计算等操作。例子有 sqrt()（用来计算数组的平方根）与 substr()（用来取字串的子串）。gawk 提供了用于时间戳处理，位操作，数组排序，类型检查以及运行时字串翻译的函数。（查看 ，***在第 182 页***。）

Built-in Variable（内置变量）

ARGC， ARGV， CONVFMT， ENVIRON， FILENAME， FNR， FS， NF， NR， OFMT， OFS， ORS， RLENGTH， RSTART， RS， 与 SUBSEP 是对 awk 都有特殊的含义的变量。另外，ARGIND， BINMODE， ERRNO， FIELDWIDTHS， FPAT， IGNORECASE， LINT， PROCINFO， RT， 与 TEXTDOMAIN 是对于 gawk 有特殊含义的变量。对些变量的更改，会影响 awk 的运行时环境。（查看 ，***在第 155 页***。）

C

很多的 GNU 软件都使用其编写的一种系统编程语言。awk 编程语言有 C 风格的语法，本书中，我们在合适的时候也提出了 awk 与 C 之间的差异。一般来讲，gawk 尝试使其与 1990 年的 ISO C 版本相似还有有意义的。

C Shell

C Shell（csh 或者其增强版本 tcsh）是一个 Unix Shell，由 Bill Joy 在 1970 年晚些时候编写。C Shell 与其他的 Shell 之间的不同在于其交互特性以整体风格，它看起来更像 C。C Shell 没有向后兼容 Bourne Shell，所以，将其他的 Unix Shell 写的脚本转换成 C Shell 的时候要特别注意，特别是对于变量的管理。查看 “Bourne Shell”。

C++

由 C 衍生出来的一种面向对象的很流行的编程语言。

Character Class

查看“方括号表达式”。

Character List

查看“方括号表达式”。

Character Set（字符集）

由计算机系统用来表示特定国家或者地区的字符（字母，数字，标点等）的数值编码集合。目前使用最多的常用字符集是 ASCII（美国信息交换标准编码）。很多的欧洲国家使用 ASCII 的扩展集，ISO-8859-1（ISO-Latin-1）。Unicode 字符集使用得越来越普遍，并形成相应的标准，特别是在 GNU/Linux 系统上被广泛地使用。

CHEM

pic 的预处理器，用来读取分子的描述并产生 pic 输入，用于描述。它由 Brian Kernighan 与 Jon Bentley 用 awk 写成。并在此可得到：http://netlib.org/typesetting/chem。

Comparison Expression（比较表达式）

结果为 true 或者 false 的关系，如 ‘a<b’。比较表达式使用在 if，while，do 与 for 语句中，以及模式中用来从输入记录中选择记录进行处理。（查看 ，***在第 127 页***。）

Compiler（编译器）

用来将人可读的源代码翻译成机器可执行对象代码的程序。对象代码然后直接被计算机执行。查看“解释器”。

Complemented Bracket Expression（补方括号表达式）

方括号表达式的反面。表示所有的没有在给定的方括号表达式的东西。符号 ‘^’放在反方括号表达式的前面。如：‘[[^:digit]]’表示所有的非数字字符。‘[^abd]’表示不是 ‘b’，‘a’，与 ‘d’的所有字符。查看“方括号表达式”。

Compound Statement（复合语句）

连续的包含在花括号中的 awk 语句。复合语句可以内嵌。（查看 ，***在第 146 页***。）

Computed Regexps（计算型正则表达式）

查看 “动态正则表达式”。

Concatenation（连接）

将两个字串进行连接表示将它们合成一块，一个接一个，来产生一个新的串。如串‘foo’ 与串 ‘bar’进行连接，会产生串‘foobar’。（查看 ，***在第 121 页***。）

Conditional Expression（条件表达式）

使用 ‘?:’三元操作符的表达式，如 ‘expr1?expr2:expr3’。表达式 expr1 求值，如果结果为 true，则整个表达式的值为 expr2 的值，否则为 expr3 的值。在每种情况下，只会对 expr2 或者 expr3 之一进行求值。（查看 ，***在第 132 页***。）

Control Statement（控制语句）

控制语句是 awk 程序中的，如果条件为 true，则会执行一个执行给定操作或者操作集的指令。控制语句有：if，for，while，以及 do（查看 ， ***在第 146 页***）。

Cookie

一种特殊的甜点符号，由程序产生或者传递给程序的影像。

Coprocess （并程）

一种子程序，通过它可进行两路通信。

Curly Braces（曲括号）

查看“花括号”。

Dark Corner（暗角）

语言规范中常常（或者依然）不清楚的地方，从而导致非期望或者不想要的行为。这些地方在本书中通过在页边空白用手电图标标志出来，并在 “暗角”段中进行了索引。

Data Driven（数据驱动）

awk 程序的描述，表示你指定你感兴趣的数据来进行处理，以及在发现这些数据时所执行的动作。

Data Objects（数据对象）

为数值或者字符串。在需要的时候，数值被转换成字串，或者反之。（查看 ，***在第 117 页***。）

Deadlock（死锁）

两个通信的进程相互在等待对方执行某种动作的状态。

Debugger （调试器）

用来帮助开发者从程序中去掉 Bug（de-bug）的程序。

Double Precision（双数度）

数值的内部表达，这个表式可以有分数部分。双精度数可以比单精度跟踪更多的数值位，但是对他们的操作的代码也更高。这是 awk 存储数据的方式。它的类型为 C 的 double 类型。

Dynamic Regular Expression（动态正则表达式）

动态正则表达式是写在常规表达式的正则表达式。它可以是一个字串常量，如 “foo”，但是也可以是基值可以变化的表达式。（查看 ，***在第 58 页***。）

Empty String

查看“Null String”

Environment（环境）

字串的集合，其格式为‘name=val’，每个程序都可以取得它。用户通常将值放到环境中，以向不同的程序传递信息。典型的例子是环境变量 HOME 与 PATH。

Epoch

用来表示时间戳的“开始时间的”日期。大多数系统中的时间值都用从 epoch 开始的秒来表示。使用库的函数可将这些值转换为标准日期以及时间格式。Unix 与 POSIX 系统上的 epoch 是 1970-01-01 00：00：00 UTC。查看 “GMT” 与 “UTC”。

Escape Sequences（转义序列）

特殊字符序列用来描述非打印字符，如‘\n’用来表示换行行符，或者‘\033’用来表示 ASCII 中的 ESC（Escape）字符。（查看 ，***在第 51 页***。）

Extension （扩展）

额外的特性，或者成为编程语言或者工具，但未被相应语言以及工具标准所定义。gawk （也）有许多的在POSIX awk 之外的扩展。

FDL

查看 “自由文档许可”。

Field （域）

当 awk 读取一个输入记录时，它将记录分割为由空白（或者通过改变预定义的 FS 变量而将正则表达式设置成的分割符）分割的片段。这些片段被称为域。如果片段是固定长度的，你可以使用内置变量 FIELDWIDTHS 来描述它们的长度。如果你希望指定域 的内容而不是域分割符，你可以使用即定义的变量 FPAT 来处理。（查看 ，***在第 71 页***，，***在第 77 页***，与 ，***在第 79 页***。）

Flag（标志）

一个变量，其真值表示某种条件是存在还是不存在。

Floating-Point Number（浮点数）

在数学的术语中常指为“有理数”或者实数，这只是一个有小数部分的数。查看“双精度”与“单精度”。

Format （格式）

格式串控制 strftime() 与 sprintf() 函数的输出样式，同时也会控制 print 语句中的样式。另外，将数值转换为字串的转换也由预定义的变量 CONVFMT 与 OFMT 的格式串来控制。（查看 ，***在第 98 页***。）

Fortran

FORmula TRANslator 的缩写，第一个用于科学计算的编程语言。由 John Backus 创建 ，并在 1957 年就发布，目前依然还在使用。

Free Documentation License（自由文档许可）

这个文档描述了一些条款，本书也在这些条款下进行发布，也可以复制。（查看 ，***在第 466 页***。）

Free Software Foundation（自由软件基金会）

一个非盈利性组织，其致力于生产与发布自由发布的软件。由 Richard M. Stallman，即 Emacs 编辑器的最初作者创立。GNU Emacs 是目前使用最多的 Emacs 版本。

FSF See“Free Software Foundation.”

查看“自由软件基金会”。

Function （函数）

是 awk 程序的一部分，可以在程序中的任何位置进行调用，以执行某个任务。awk 有多个内置函数。用户可以定义他们自己的函数，可以放在程序中的任何位置。函数可以是递归的，即它们可以调用自己。查看 ***， 在第 182 页***。在 gawk 中，也可以在不同的程序中共享函数，在需要的程序中使用 @include 指令来包含（查看 ， ***在第 46 页***）。在 gawk 中，可以调用的函数的名字可以在运行时生成，即动态生成。gawk 扩展 API 提供了构造函数（查看 ， ***在第 357 页***）。

gawk The GNU implementation of ***awk***.

awk 的 GNU 版本。

General Public License（通用公共许可）

些文件描述的一些条款，gawk 以及它的原代码在这些条款下发布。（查看 ***，在第 465 页***）

GMT

“Greenwich Mean Time”（格林尼治标准时间）。这是 UTC 的旧术语。它是 Unix 与 POSIX 系统内部使用的时期时间。查看 “Epoch” 与 “UTC”。

GNU

“GNU's not Unix”。是一个持续运行的自由软件基金会的项目，用来创建一个完全的，自由发布的 POSIX 兼容的计算环境。

GNU/Linux

是使用 Linux Kernel 的 GNU 系统的变体，而不是自由软件基金会的 Hurd 内核。Linux 内核是一个稳定，高效，全功能的 Unix 克隆，其被移植到不各种不同的构架中。它是最流行的 PC 级的系统，但是也在其他的系统中运行。Linux 内核源代码可以在 GNU 通用公共许可的条款下获取，这可能是其最重要方面。

GPL

查看“通用公共许可”

Hexadecimal（十六进制）

以 16 为底的表示法，其数字为 0-9 以及 A-F，‘A’表示 10，‘B’表示 11，等等，到到 ‘F’ 表示 15。十六进制数组在 C 中以 ‘0x’ 开头以表示其底数。因此 0x12 为 18（(1 x 16) +2）。查看 ， ***在第 113 页***。

I/O

“Input/Output”的缩写，是将数据移入或者移出执行程序的动作。

Input Record（输入记录）

由 awk 读取的一块数据。通常，一个 awk 输入记录由一行文本构成。（查看 ， ***在第 63 页***。）

Integer（整数）

完整之数，即没有包含小数部分的数值。

Internationalization（国际化）

编写或者修改程序的过程，使其可以在多种语言下使用，而不用修改源代码。

Interpreter（解释器）

读取人可读的源代码，然后使用其内部的指令来处理数据并产生结果的程序。awk 典型的情况下（但并不总是）实现为解释器。查看“编译器”。

Interval Expression（区间表达式）

正则表达式的一个组件，可以让你重复匹配正则表达式的某个部分。区间表达式最初在 awk 程序中不可用。

ISO

标准化的国际组织。这个组织为各个方面产生国际标准，包含程序语言，如 C 与 C++。在计算时代，重要的标准诸如 C，C++ 以及 POSIX 即成为美国美标，也会同时成为 ISO 的国际标准。这本书所指的标准 C 均为 “ISO C”。查看 ISO 的站点来获取更多的组织名字及其语言无关的三字母同意词。

Java

一个由 Sun Microsystems（现在为 Oracle）开发的现代编程语言，其支持面向对象的程序方式。尽管通常通过编译为标准虚拟机指令的方式来实现（JVM），这个语言也可以编译为本地代码。

Keyword （关键词）

在 awk 语言中，关键词有特殊的含义。关键词是保留的，不可以使用的变量名。gawk 的关键词有：BEGIN， BEGINFILE， END， ENDFILE， break， case， continue， default delete， do...while， else， exit， for...in， for， function， func， if， next， ***nextfile***， switch， 与 while。

Korn Shell

Korn Shell（ksh）是由在贝尔实验室的 David Korn 在 1980 年代早期开发的。Korn Shell 与 Bourne Shell 以及很多的 C shell 特性是后向兼容的。查看 “Bourne Shell”。

Lesser General Public License（次通用公共许可）

这个文档描述了相应条款，在此条款下可以发布二进制文档或者共享对象，也可以发布相应的源代码。

LGPL

查看“次通用公共许可”。

Linux

查看 “GNU/Linux”。

Localization（本地化）

为已经国际化的程序提供必要的数据以在特定的语言中运行的过程。

Logical Expression（逻辑表达式）

使用逻辑操作符 AND，OR 与 NOT 的表达式，在 akw 中分别写在 ‘&&’，‘||’，以及 ‘！’。通常也称为布尔表达式。以开创这种数学逻辑的数学家来命令。

Lvalue（左值）

可以出现在赋值表达式左边的表达式。在很多语言中，左值（lvalue）可以是变量，也可以是数组元素。在 awk 中，域引用也可以用作左值。

Matching （匹配）

将一个字串与正则表达式进行测试的动作。如果正则表达式描述了字串的内容，则说是匹配的。

Metacharacters（元字符）

在正则表达式中并不用作为其自身的那些字符。相反，它们代表正则表达式操作，如重复，组合，选择等。

Nesting（内嵌）

内嵌指的是信息以层的方式进行组织，或者对象包含了类似的对象。在 gawk 中，@include 指令可以内嵌。算术与逻辑操作“自然的”内嵌可以通过括号来改变（查看 ， ***在第 135 页***。）

No-op

什么也不做的操作。

Null String

没有字符的串。在 awk 程序中，其由两个紧邻的引号（""）来表示。它会出现在两个紧邻的域分隔符间。

Number（数值）

一个数值数据对象。现代的 awk 实现使用双精度浮点数来表示数值。古董级的 awk 实现使用单粒度浮点数。

Octal（八进制）

以 8 为底的表示法，其数字为 0 - 7。八进制在 C 中使用前导的 ‘0’来表示其底数。因此，013 表示 13（(1 x 8) + 3）。查看 ， ***在第 113 页***。

Output Record（输出记录）

由 awk 输出的一块数据。通常 awk 输入由一到多行的文本组成。查看 ， ***在第 63 页***。

Pattern（模式）

模式告诉 awk 输入记录中哪些是规则所感兴趣的。模式是任意的条件表达式，用于对输入记录进行测试。如果条件满足，则说模式与输入记录是匹配的。一个典型的模式会将输入记录与正则表达式匹配。（查看 ， ***在第 138 页***。）

PEBKAC

是计算机使用问题最可能的来源的同义词。（Problem Exists Between Keyboard And Chair。）

Plug-in（插件）

查看“扩展”。

POSIX

指定了可移植操作系统接口（Portable Operating System interface）一系列标准名字。“IX”表示这些标准来自于 Unix。awk 用户感兴趣的主要标准是用于信息技术的 IEEE 标准，1003.1-2008 标准。2008 POSIX 标准可以在线访问：http://www.opengroup.org/onlinepubs/9699919799/

Precedence（优先级）

当操作符使用时没有显式的括号时，操作符的执行顺序。

Private（私有）

由库函数而不是主 awk 程序使用的变量与/或者函数。对这些变量与函数的命令要特别注意。（查看 ， ***在第 222 页***。）

Range (of input lines)（（输入行的）范围）

从输入文件中输入了一连串的连续行。一个模式可以指定输入行范围，使 awk 可以处理，或者它也可以指定单独的行。（查看 ， ***在第 138 页***。）

Record（记录）

查看“输入记录”与“输入记录”。

Recursion（递归）

函数直接或者间接调用它自己。如果这非常清楚，则停止，并进入下一个词条。否则参考“递归”项。（这是作用在用递归方式描述这个词条——译者注）

Redirection（重定向）

重定向表示从其他的地方而不是标准输入来执行输入，或者输出到其他地方而不是标准输出。你可以使用 ‘<’，‘|’，‘|&’操作符将输入重定向到 getline 语句。也可以使用 ‘’，‘’，‘’与‘’ 操作符将 print 与 printf 语句的输出重定向到文件或者一个系统命令。（查看 ，***在第 83 页*** 与 ， ***在第 103 页***。）

Reference Counts（参考记数）

在 gawk 中的一种内部机制，以最小化内存使用来存储字串变量的值。如果值所假设的变量的值在多于一个地方使用，只会有一个复本保留，当相应的值被另一个变量使用时，则参考计数会被递增，并且在相关的变量不再使用时，则递减它。当参考计算变为 0 时，存储变量值的内存空间会被释放掉。

Regexp

查看“正则表达式”。

Regular Expression（正则表达式）

正则表达式（“regexp”为简称）是一种模式，用来表示字串集，有可能是无限集。例如，正则表达式‘***R.\*xp***’匹配以字母 ‘R’开头，并以 ‘xp’结尾的所有字串。在 awk 中，正则表达式使用在模式以及条件表达式中。正则表达式可以包含转义序列。（查看 ***， 在第 50 页***。）

Regular Expression Constant（正则表达式常量）

正则表达式常量是一个写在斜杠中的正则表达式，如 /foo/。这个正则表达式在写 awk 程序时就已经选定，并且在执行的过程中不可以更改。（查看 ， ***在第 50 页***。）

Regular Expression Operators（正则表达式操作符）

查看“元字符”。

Rounding（舍入舍出）

对算术操作的结果进行舍入舍出会有诡异。有多于一种的舍入舍出方式，在 gawk 中，可以选择其中一种用在程序中。查看 ，***在第 344 页***。

Rule （规则）

awk 程序中的一段，用来指定如何来处理单个的输入记录。一个规则由一个模式与一个动作组成。awk 读取输入记录，然后针对每一个规则，如果输入记录满足规则的模式，则 awk 会执行规则的动作。否则，规则不会对输入记录做任何操作。

右值（Rvalue）

可以出现在赋值操作符右边的值。在 awk 中，本质上每一个表达式都有一个值，这些值就是佑值。

Scalar（标量）

单一的值，可以是一个数值或者是一个字串。常规的变量是标题，数组与函数则不是。

Search Path（搜索路径）

在 gawk 中，是用于 awk 程序搜索文件的目录列表。在 Shell 中，是用来搜索可执行文件的路径的列表。

sed

查看“流编辑器”。

Seed

一系列随机数的初始值，或者开始值。

Shell

用于 Unix 或者 POSIX 兼容系统的命令解释器。Shell 即可以用于交互式，也可以用于指处理文件或者 Shell 脚本的编程语言。

Short-Circuit（短路）

awk 逻辑操作符 ‘&&’ 与‘||’的自然特性。如果整个表达式的值只需要对操作符的左边的表达式进行求值就可以确定，而右边的表达式则不会被求值。（查看 ，***在第 131 页***。）

Side Effect（副作用）

如果一个表达式仅产生一个值则有一个其他的效果会随着发生，则就会发生副作用。赋值表达式，递增与递减表达式，还有函数调用都有副作用。（查看 ，***在第 122 页***。）

Single Precision（单精度）

数值的内部表示，其可以有小数部分。单精度的数值所跟踪的数值位要比双精度的数值少，但是对这些数值的操作按 CPU 时间也会少得多。这种类型被一些很老的 awk 版本用来存储数值值。它的类型是 C 的 float。

Space（空格）

敲击键盘上的空格键而产生的字符。

Special File（特殊文件）

文件名由 gawk 在内部进行解释，而不是被操作系统来直接处理，比如，/dev/stderr。（查看 ，***在第 106 页***。）

Statement（语句）

awk 程序中模式-动作规则中的动作部分中的表达式，或者 awk 函数中的表达式。一个语句可以是一个变量赋值，一个数组操作，或者一个循环等等。

Stream Editor（流编辑器）

从输入流中读取记录，然后一次一个进行处理的程序。这个是批处理程序的反面。在批处理文件中，它希望它的所有输入文件在开始处理之前是完整的，同时交互式的程序则要求从用户中输入数据。

String （字串）

由一串字符所组成的数据，如‘I am a string’。在 awk 中，常量字串写在双引号中，并且可能包含转义字符。（查看 ，***在第 51 页***）

Tab

由敲击解盘的 TAB 键而产生的字符。它在输出中通常展开为 8 个空格。

Text Domain（文本域）

一个标识一种应用的唯一的名字。用来在运行时将翻译的消息分组到本地语言中。

Timestamp（时间戳）

一个“从epoch以来的秒数”格式的值，用在 Unix 与 POSIX 系统中。被用在 gawk 中的函数中，如 ***mktime()***， ***strftime()***， 与 ***systime()。查看 “Epoch”，“GMT”与“UTC”。***

Unix 一种计算机操作系统，在 1970 年代最初由 AT&T 贝尔实验室开发。一开始其在全世界的大学非常流行，然后进行了商用 化，作为软件开发系统以及网络服务器系统。有很多版本的 Unix，也有几个类型相似的可自由获取的 Unix 版本的源代码（如 GNU/Linux，NetBSD，FreeBSD 以及 OpenBSD）。

UTC 已经被授受为“Universal Coordinated Time（统一协调时）”的缩写。这是 England，Greenwich 标准时间，用于时间与日期计算的参考时间。查看 “Epoch”与 “GMT”。

Variable （变量）

值的名字。在 awk 中变量可以是标量，也可是是数组。

Whitespace（空白）

一连串的空格，TAB，或者换行符出现在输入记录或者字串中。

# GNU 通用公共许可

略

# GNU 自由文档许可

略

1. 这些工具在Posix 兼容的系统上都有，在传统的基于Unix 的系统上也存在。如果你使用的是一些其他的系统，你也需要熟悉一些IO重定向及管道的概念。 [↑](#footnote-ref-2)
2. 一些已经不用的系统，在这些系统上gawk 有过移植，但是已经不再支持，并且为支持这些系统而存在的代码也已经移除。 [↑](#footnote-ref-3)
3. SNOBOL语言，一种面向字符串符号（StriNg Oriented symBOlic Language）语言。——译者 [↑](#footnote-ref-4)
4. 只有在 Solaris 的系统中依然使用旧awk 作为默认的 awk 工具。更为现代的 awk 则位于这些系统中的 /usr/xpg6/bin 目录下。 [↑](#footnote-ref-5)
5. 所有这些差异都归集在“awk 与 gawk 之间的差异”下。 [↑](#footnote-ref-6)
6. 一种文档处理软件，用一种格式即可以完成网页输出以及打印输出。这种工具主要用于编写软件手册。——译者 [↑](#footnote-ref-7)
7. GNU 表示“GNU's Not Unix”。 [↑](#footnote-ref-8)
8. 术语“GNU/Linux”在 *，****在第 422 页***，进行说明。 [↑](#footnote-ref-9)
9. 我也不知道这是什么东西。 [↑](#footnote-ref-10)
10. 如在Linux 系统中用户目录下的 .profile 等文件中。——译者注 [↑](#footnote-ref-11)
11. ‘#!’ 这样的机制可以在GNU/Linux，基于BSD 的系统以及Unix 系统上使用。 [↑](#footnote-ref-12)
12. 硬链接(hard link， 也称链接)就是一个文件的一个或多个文件名。多数文件系统可以用多个文件名与同一个文件进行链接，这些文件名可以在同一目录或不同目录。一个文件有几个文件名，就说该文件的链接数为几。这个与软链接不同，软连接是指向文件名的文件。删除所有硬连接才能删除文件。删除被软连接的指向的文件（如果只有一个硬连接）就可以删除文件本身。——译者注 [↑](#footnote-ref-13)
13. 这里的‘？’ 与‘：’ 是一个三元操作符表达式，在下面这进行了描述，*在第 127 页*。在‘？’ 与‘：’ 之后进行断行是一个小扩展，如果指定了–posix参数，则这个特性就会被禁用。可以查看， 。 [↑](#footnote-ref-14)
14. 其他的流行的工具包括 Ruby 与Perl。 [↑](#footnote-ref-15)
15. 要获取更多的细节，请参考RFC3875 的Section 4.4。也可以查看发送到gawk 的bugmailing 列表中的解释。 [↑](#footnote-ref-16)
16. lint是一种工具，用来检测程序代码的规范性，而不是源代码逻辑错误。它对于程序的检查都是静态检查。由于lint 的广泛使用，也用lint 表示对程序的静态的，语言代码的规范性等检查。——译者注。 [↑](#footnote-ref-17)
17. 常量折叠是其中一种被很多现代编译器使用的编译器优化技术。常量折叠是在编译时间简单化常量表达的一个过程。简单来说就是将常量表达式计算求值，并用求得的值来替换表达式，放入常量表。可以算作一种编译优化。——译者注 [↑](#footnote-ref-18)
18. 不建议这么做。 [↑](#footnote-ref-19)
19. 在 MS-Windows 与 MS-DOS 中则使用分号“;”。 [↑](#footnote-ref-20)
20. 你的 gawk 版本可能使用不同的目录；这依赖于 gawk 是如何被构建与安装的。实际的路径是 $(datadir) 在 gawk 配置时所产生的值。尽管如此，一般来说你也不需要担心。 [↑](#footnote-ref-21)
21. 正则引擎主要可以分为两大类：一种是DFA（确定的有穷自动机，Deterministic finite automaton），一种是NFA（非确定的有穷自动机，Non-deterministic finite automaton)。这两种引擎都有了很久的历史，当中也由这两种引擎产生了很多变体！于是POSIX的出台规避了不必要变体的继续产生。这样一来，主流的正则引擎又分为3类：一、DFA，二、传统型NFA，三、POSIX NFA。DFA 引擎在线性式状态下执行，因为它们不要求回溯（并因此它们永远不测试相同的字符两次）。DFA 引擎还可以确保匹配最长的可能的字符串。但是，因为 DFA 引擎只包含有限的状态，所以它不能匹配具有反向引用的模式；并且因为它不构造显式扩展，所以它不可以捕获子表达式。——译者注 [↑](#footnote-ref-22)
22. 在其他说法中，你可能会看到方括号表达式指的是要么是一个字符集，或者字符类型，或者是一个字符列表。 [↑](#footnote-ref-23)
23. 如果你在正则表达式操作符或者函数中使用字串常量，你需要使用两个反斜杠。 [↑](#footnote-ref-24)
24. 有经验的 C 与 C++ 程序员会注意到，通过使用这样 ‘IGNORECASE =1 && /foObAr/ { ... }’ 和 ‘IGNORECASE = 0 || /foobar/ { ... }’的方式，这种情况是可能的。但是这多少有点含糊，因此我们不建议这么干。 [↑](#footnote-ref-25)
25. 如果你了解这些，就不用担心，这仅仅意味着 gawk 可以做正确的事情。 [↑](#footnote-ref-26)
26. 至少我们所知道的那些。 [↑](#footnote-ref-27)
27. 在 POSIX awk，换行符不被认为是用来进行域分隔的空格符。 [↑](#footnote-ref-28)
28. 二元操作符，如果‘\*’用于乘法，会使用两个操作数。之所以要做这样的区分，是因为 awk 也有一元操作符（只有一个操作数）以及三元操作符（三个操作数）。 [↑](#footnote-ref-29)
29. 感谢Andrew Schorr所做的提示。 [↑](#footnote-ref-30)
30. sed 工具称为“流编辑器”。它的行为也由 POSIX 标准来定义。 [↑](#footnote-ref-31)
31. CSV 格式缺乏正式的标准定义多年，RFC4180 标准化了多数的通用实践。 [↑](#footnote-ref-32)
32. 当 FS 为空串或者正则表达式，这个特殊的特性没有应用在 RS 中。但是却可以应用在当域分隔符为默认空格时：‘FS = ""’情况中。 [↑](#footnote-ref-33)
33. 并程，指相互关联的一组执行程序。——译者注 [↑](#footnote-ref-34)
34. 这个不太是这么回事。RT 在 RS 是一个正则表达式时可能会改变。 [↑](#footnote-ref-35)
35. 这里假设标准输入就是键盘。 [↑](#footnote-ref-36)
36. 在 /dev/tty 中的tty 代表的是“Teletype“（电传打字机），是一种串行终端。 [↑](#footnote-ref-37)
37. 技术术语应该是 病态进程（morbid），已经完成的子进程称为“僵尸进程（zombie）”，通过“回收（reaping）”后，进程就会被清理。 [↑](#footnote-ref-38)
38. 这是一个全16位的由 wait() 系统调用返回的值。查看系统手册来获取如何解码这个值的相关信息。 [↑](#footnote-ref-39)
39. 所有的数值，包括整数，在内部都表示成双精度的浮点数。在多数的现代系统中，使用的都是 IEEE754 的标准格式。查看 ***,在第 311 页***，来取得更多的信息。 [↑](#footnote-ref-40)
40. 在病理学情况下需要多达 752 位数（！），但是我们认为你不需要为此担心（你平时用不到这么长的有效位）。 [↑](#footnote-ref-41)
41. 这在 BWK awk 中会发生，gawk 以及 mawk 都“执行正确”，但是别依赖于这个结果。 [↑](#footnote-ref-42)
42. 从技术上说，字串比较应该的行为应该一致，就好像字串的的比较使用的是 C strcoll() 函数一样。 [↑](#footnote-ref-43)
43. 这个程序有一个 BUG，它会打印以 ‘END’ 开头的行。看看你怎么来修复它？ [↑](#footnote-ref-44)
44. awk 的最开始的版本会读取记录，但是会忽略它们，并一直到文件尾为止。 [↑](#footnote-ref-45)
45. 在 POSIX awk 中，换行符不被当成空白。 [↑](#footnote-ref-46)
46. 有一些 Unix awk 的早期实现将 FILENAME 的值设置成“-”，就算还没有文件被处理。这个行为是不正确的，在你的程序中不能依赖于它。 [↑](#footnote-ref-47)
47. 更不用提在实现上的困难。 [↑](#footnote-ref-48)
48. 有的语言声明与定义是两个含义（如 C，或者 C++）。声明是告诉变量的使用者变量的类型，大小等属性。而定义则是分配内存过程。由于这两个通过都是在一起发生的，有时就指两者为一。——译者注 [↑](#footnote-ref-49)
49. 顺序在不同的实现中是不同的，典型的情况下是吏用哈希表来存储数组元素与它的值。 [↑](#footnote-ref-50)
50. 当两个元素比较相同时，C 的 qsort() 函数不保证它们比较之后保持比较之前的相对顺序（不稳定排序）。通过字串比较，可以保证在数值比较为相同时，可提供唯一的顺序，因此 gawk 可以在不同的环境中行为一致。 [↑](#footnote-ref-51)
51. 感谢 Michael Brennan 提出这点。 [↑](#footnote-ref-52)
52. 大家都知道，在很多 Unix 系统上的 C 版本的 rand()，产生的随机数序列非常不好。但是 awk 版本的实现一点都没有使用 C 版本的 rand()。实事上，gawk 使用 BSD 的 random 函数，这个函数产生的随机数要比 rand() 好很多。 [↑](#footnote-ref-53)
53. mawk 每次都使用不同的种子。 [↑](#footnote-ref-54)
54. 计算机产生的随机数不是真正的随机数。在技术上，它们都是伪随机的。这就是说，尽管数值序列看起来是随机的，但是事实上会一次次地产生相同的随机序列。 [↑](#footnote-ref-55)
55. 除非你使用了 --non-decimal-data 选项，但我们不建议这么使用。查看 ，*在第 313 页*，取得更多的信息。 [↑](#footnote-ref-56)
56. 注意这意味着那条记录首先会使用 OFS 来重新生成，因为有域已经被改变了，并且在替换之后，域会更新，就算操作是一个“no-op”，例如 ‘sub(/^/，"")’。 [↑](#footnote-ref-57)
57. 那个人真是幼稚，尽管这个小节中有一个提示说下个主要的版本会跟 POSIX 保持一致。 [↑](#footnote-ref-58)
58. 如果标准输出连接到一个终端设备，则程序是交互式的。在现代系统中，这表示设备是你的键盘或者屏幕。 [↑](#footnote-ref-59)
59. 查看 *,****在第 422 页***，特别是 “Epoch” 与 “UTC” 项。 [↑](#footnote-ref-60)
60. GNU 的 date 工具也可以做这里所描述的很多的事情。如果在 Shell 中处理的是简单的与时间有关的操作，则可优先使用它。 [↑](#footnote-ref-61)
61. 在偶尔的情况下，一年中有几分钟会有润秒，因此秒数可以到 60。 [↑](#footnote-ref-62)
62. 不幸的是，不是所有的系统的 strftime() 都必须支持这里所列的所有转换。 [↑](#footnote-ref-63)
63. 如果你不理解这个，也不用担心，这个设施主要用于方便实现 “国际化” 程序。其他的国际化特性在 ***， 在第 287 页***，这里描述。 [↑](#footnote-ref-64)
64. 这是因为 ISO C 将 C 版本的 strftime() 保留其行为为未定义的，gawk 就使用其所在系统的 strftime() 的版本。典型的情况下，转换指定符要么不会出现在返回的字串里，要么就以这面的方式出现。 [↑](#footnote-ref-65)
65. 这个例子显示在左边会用0进行填补。对于 gawk，这总是正确的，但是在其他语言中，有可能会用 1 进行填补。 [↑](#footnote-ref-66)
66. 这个程序实际上不会运行，因为 foo() 是未定义的。 [↑](#footnote-ref-67)
67. 2012 年的晚些时候。 [↑](#footnote-ref-68)
68. 这个在未来的版本可能会改变：要检查与你的 gawk 一起的文档来查看是否已经改变。 [↑](#footnote-ref-69)
69. 很惨的是，35 年之后，这本书中所教的经验还没有被大量的实践中的程序员所学到。 [↑](#footnote-ref-70)
70. 效果是不完全相同。变化记录的输出所有的都是小写。而 IGNORECASE 保持了输入记录的最初值。 [↑](#footnote-ref-71)
71. 尽管所有的库例程都使用这样的惯例进行了重写，但是还没有完成。为了显示我们自己的 awk 程序风格的演化，也为了这些讨论提供一些基础素材。 [↑](#footnote-ref-72)
72. gawk 的 --dump-variables 命令行选项用来验证这个非常有用。 [↑](#footnote-ref-73)
73. 这个正在改变：很多的系统使用 Unicocde。这是一种很大的字符集，ASCII 是它的一个子集。在完全支持 Unicode 的系统中，一个字符可以占到 32 位。使得这里所使用的简单测试有可能也非常消耗性能。 [↑](#footnote-ref-74)
74. ASCII 被扩展到很多的国家，并使用到 128 到 255 之间的值表示特定国家的字符。如果你的系统使用这些扩展，你可简化 \_ord\_init() 来迭代从0 到 255 的数值。 [↑](#footnote-ref-75)
75. 如果 awk 有一个赋值操作符来进行连接就很好了。缺少一个显式的连接操作符使得字串操作比实际需要的要难一些。 [↑](#footnote-ref-76)
76. BEGINFILE 特定模式（查看 ）提供了另一种机制来处理那些不可以打开的文件。但是，这里的代码提供了一种可移植的方案。 [↑](#footnote-ref-77)
77. 这个版本在 gawk 要求用 “”将字串分隔为字符的能力之前写成的。我们已经不管它了，因为用 substr() 可移植性更好。 [↑](#footnote-ref-78)
78. 用记的密码信息很多情况下都存储在网络数据库中。 [↑](#footnote-ref-79)
79. 则才提交的代码有一个很细微的问题。假设第一次时没有名字时，则这个代码会将名字前面带逗号加入。同时也没有检测是否有第4个域，$4。 [↑](#footnote-ref-80)
80. 这里同时也引入了一个隐蔽的 Bug，如果发生了匹配，我们输出被转换了的行，而不是原来的行。 [↑](#footnote-ref-81)
81. 这是传统的用法。POSIX 的用法是不同的，但是对于要程序要说明的东西是无关的。 [↑](#footnote-ref-82)
82. 由于 gawk 可以处理多字节的本地语言设置，所以这个代码统计的是字符，而不是字节。 [↑](#footnote-ref-83)
83. 在一些旧的系统上，包括 Solaris，tr 的系统版本可能需要列表要写在范围表达式，并包含在方括号中，引起来，为的是避免 Shell 会尝试对文件名扩展。但这不是个特性。 [↑](#footnote-ref-84)
84. “真实世界” 定义为 “就是实际上用来处理某些事情的程序”。 [↑](#footnote-ref-85)
85. 完整的 sh 语言的解释超出了这本书的范围。我们提供了一些最小的说明，但是如果你想更深入地理解，请阅读一个好的 Shell 编程书。 [↑](#footnote-ref-86)
86. 在一些非常老的 awk 版本中，如果文件存在但为空，‘getline junk < t’ 这样的测试能够永远循环。 [↑](#footnote-ref-87)
87. gawk 自己来处理 @include，为的是支持将 awk 程序用作 WEB CGI 脚本。 [↑](#footnote-ref-88)
88. 这个是由输入 State Machine 到 Google 返回的定义。 [↑](#footnote-ref-89)
89. 这就是为什么预定义的排序顺序都以 ‘@’字符开头，它不可以是标识符的一部份。 [↑](#footnote-ref-90)
90. 因为基于本地语言设置的比较只会出现在 POSIX 的兼容模式中，因此这确实是真的，并且由于 asort() 与 asorti() 是 gawk 的扩展，在上面的设置中，它们是不可用的。 [↑](#footnote-ref-91)
91. Michael Brenna 建议使用 rand() 来产生唯一的文件名。这是个有效的观点，但是，临时文件比起双路管道来讲还是困难些。 [↑](#footnote-ref-92)
92. 这与 Bash 与 C Shell 中的操作符非常不同。 [↑](#footnote-ref-93)
93. 对于某些操作系统，gawk 的移植不支持 GNU gettext。因此，如果你在这个系统上使用，这个特性就不可用。非常抱歉！ [↑](#footnote-ref-94)
94. 美国使用每个三个进制数之间放一个逗号，以及用圆点来作为十进制小数点，而很多的欧洲国家则相反：1，234.56 与 1.234，56。 [↑](#footnote-ref-95)
95. 感谢 Bruno Haible 提供这个例子。 [↑](#footnote-ref-96)
96. 与 GNU gettext 一起发布的 xgettext 工具可以处理 .awk 文件。 [↑](#footnote-ref-97)
97. 这个例子是从 GNU gettext 手册上借来的。 [↑](#footnote-ref-98)
98. 这是一个很好的用来存放“令人困惑的 awk”内容的目录。 [↑](#footnote-ref-99)
99. 也许，我们称之为 “Hippy”可能会更好。 [↑](#footnote-ref-100)
100. 我们不知道它们为什么希望有这个能力，从是确实是有这种期望。 [↑](#footnote-ref-101)
101. 关于浮点数算术运算，有一个非常好的论文，由 David Goldberg 所写，“What Every ComputerScientist Should Know About Floating-Point Arithmetic”，ACM Computing Surveys 23， 1 (1991-03):5-48.如果你对于细节非常感兴趣，这个值得一读，但是确实需要一定的计算机科学背景。 [↑](#footnote-ref-102)
102. 如果在你的系统上的 C 库不支持使用 IEEE754 的偶数舍入舍出规则来为 printf 舍入舍出半数的情况，有可能输出完全不同。 [↑](#footnote-ref-103)
103. Weisstein， Eric W. Sylvester 序列，来自于 MathWorld——一个Wolfram WEB 资源（http://mathworld.wolfram.com/SylvestersSequence.html）。 [↑](#footnote-ref-104)
104. 自作自受。 [↑](#footnote-ref-105)
105. 查看 the “cookie” entry in the Jargon file 来查看 Cookie 的定义，以及 the “magic cookie” entry in the Jargon file 来查看其中的例子。也可看 ，*在第 511 页*，中的 “Cookie”词条。 [↑](#footnote-ref-106)
106. 由于 API 只使用 ISO C 90 的特性，因此不能使用 ISO C 99 的可能参数宏特性来隐藏参数。多少有点遗憾。 [↑](#footnote-ref-107)
107. 相信我们，差异是可测量并且真实的。 [↑](#footnote-ref-108)
108. 数值值问题就少得多，因为只需要存储一个 C 的 double 类型。 [↑](#footnote-ref-109)
109. 好吧，也是唯一的数据结构。 [↑](#footnote-ref-110)
110. 它也是一个 “Cookie”，但是 gawk 开发得不想过多地使用这个术语。 [↑](#footnote-ref-111)
111. 为了表现，这个版本有一些小改动。到 gawk 发布版 extension/filefuncs.c 中查看完整的版本。 [↑](#footnote-ref-112)
112. 在实践中，你可能想使用 GNU Autotools（Automake，Autoconf，Libtool，以及 gettext）来配置及构建你的库。如何来做超出了本书的范围。查看 ，***在第*** *455* ***页***，来获取这些工具的地址。 [↑](#footnote-ref-113)
113. 那么生活就美妙了。 [↑](#footnote-ref-114)
114. 也因此产生了“合理范围解释报怨”（或者 RRI）。很多的 GNU 工具已经实现了这样的变化，或者不久将实现。非常感谢 Karl Berry 发明了“合理范围解释”这个词。 [↑](#footnote-ref-115)
115. 查看标准与其解释。 [↑](#footnote-ref-116)
116. 2014 年的 11 月，这个站点都还在，但是作者没有找到 GNU Make 包。 [↑](#footnote-ref-117)
117. IA 64 平台也称为 “Itanium”。 [↑](#footnote-ref-118)
118. 我们试过，但是非常痛苦。 [↑](#footnote-ref-119)
119. 有一个 GNU 程序，（以我们的观点看）很难从 Git 库中生成。比如，在作者的旧的（但是还工作）的 PowerPC Macintosh ，安装的是 Mac OS X 10.5，很有必要从 Git 库本身生成和很多软件，使其能够与最新的代码一起工作。这一点也不让人感觉愉快，特别是在一些老旧的系统中，这简直就是浪费时间。

     使用最新的 tarball 也不需要担心。维护都已经不用 .gz 与 .bz2 文件了，而只发布 .tar.xz 文件。有必要先安装 xz。 [↑](#footnote-ref-120)
120. 一个由其他开发者生成的分支（已经删除），并没有包含所生成的文件。 [↑](#footnote-ref-121)
121. gawk 中的关键的核心数组结构。 [↑](#footnote-ref-122)
122. 符号是定义在 gawk 中的变量与函数。在 gawk 外部的运行时动态装载代码中对这些符号的访问在 MS-Windows 平台上是有问题的。 [↑](#footnote-ref-123)
123. 编译型程序一般使用低阶语言来写，如 C ，C++ 或者 Ada，然后被翻译或者说是编译为计算机可直接执行的形式。 [↑](#footnote-ref-124)